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## Вступ

Практикум складається з двох частин: обов’язкової частини з 6 лабораторних робіт, підсумковий рейтинг яких складає 26 балів, та не обов’язкової частини – проєкту, із рейтингом 24 бали. За виконання двох МКР студент може отримати додатково 10 балів. Отже, за весь практикум студент може мати 60 балів.

Перша та друга лабораторні роботи виконуються в рамках практичних занять, на аудиторному занятті, без оформлення звітів. Індивідуальні варіанти передбачені. Перевірка виконаного завдання з лабораторних №№1, 2 здійснюється викладачем або делегується студентам, які показали гарні результати в першому семестрі, вміють самостійно опановувати теоретичний матеріал, мають досвід участі в МАН та олімпіадах, обізнані з мовою програмування С#.

Лабораторні роботи №№ 3 – 6 виконуються як традиційні лабораторні, із індивідуальним захистом роботи та оформленням звітів.

Проєкт пропонується виконувати за технологією SCRUM. Проєкт передбачає 6 версій (releases), кожна з яких оцінюється у 4 бали. Кожна версія (release) проєкту – це готовий до використання застосунок з обмеженою функціональністю відповідно до пріоритетів задач (бізнес-процесів), що узгоджуються з викладачем (product owner).

**За готовий проєкт, тобто за 6 версій, можна отримати 24 бали**. Студент самостійно визначає, на якій версії (релізу) він закінчить свою розробку. Відповідно до кількості релізів визначається сума балів за проєкт.

### Звіт з лабораторних робіт

Підготовка технічної документації на систему, програму, пристрій є важливою частиною всього комплексу робіт, які виконує розробник. Студент повинен вміти складати технічну документацію на програмне забезпечення, яке він розробляє. Тому звітам про лабораторні роботи з дисципліни «Основи програмування» приділяється особлива увага викладача. Рекомендується виконувати звіти у форматі гіпертекстового документа з гіперпосиланнями на лабораторні роботи, пункти вмісту звіту, файли або проекти, які містять код програм. Для створення гіпертекстового звіту припустимо використовувати конструктор Google Site. Студент може використовувати кросплатформні системи документування вихідного коду, наприклад, DOXYGEN (<https://www.doxygen.nl/download.html#google_vignette>) з вбудованою програмою GraphViz, які на основі вихідного коду, що містить коментарі спеціального вигляду, створюють зручну HTML документацію, з посиланнями на класи, файли, діаграми класів, викликів методів (HIPO) тощо.

#### Зміст звіту з лабораторної роботи

1. Мета роботи (береться з методичних вказівок)
2. Умова задачі (береться з методичних вказівок)
3. Аналіз задачі, теоретичні обґрунтування вибраного методу розв’язання задачі, розрахункові формули, посилання на літературні джерела
4. Графічне зображення структури програми:
   1. HIPO діаграма для звітів з лабораторних робіт №№ 1,2
   2. Діаграма класів (class diagram) для звітів з лабораторних робіт №№ 3, 4, 5, 6
   3. Діаграма діяльності (activity diagram) для звіту з лабораторних робіт №№ 5, 6
   4. Діаграма послідовності (sequence diagram) для звіту з лабораторних робіт №№ 5,6
5. Текст програми з коментарями. В Doxygen додаються автоматично через гіперпосилання.
6. Результати виконання роботи у вигляді екранних копій.
7. Аналіз достовірності результатів у вигляді контрольних розрахунків за допомогою різних інструментів (калькулятор, Excel, ручний розрахунок, online калькулятори матричних розрахунків: <https://matrixcalc.org/uk/>, базу знань і набір обчислювальних [алгоритмів](https://uk.wikipedia.org/wiki/%D0%90%D0%BB%D0%B3%D0%BE%D1%80%D0%B8%D1%82%D0%BC) <https://www.wolframalpha.com/>).
8. Висновки про досягнуті в роботі результати, у т.ч. **недоопрацьовані можливости програми, напрямки її подальшого удосконалення**

**Усі звіти зі всіх лабораторних робіт в одному пакеті html документів**

# Розділ 1. Введення в мову програмування C#

## Лабораторна робота № 1 Методи введення, виведення, перетворення типів, оператори: умовний, вибору, циклу в мові C#

### Рейтинг лабораторної роботи №1

|  |  |  |  |
| --- | --- | --- | --- |
| *№ п.п* | *Вид діяльності студента* | *Рейтинговий бал* | *Deadline* |
| 1 | Написання коду з 5 завдань та його захист | 0,5\*5 = 2,5 | 14 Лютого |
| 2 | Захист | 0,5 |  |
| 3 | Звіт | 0,5 |  |
| Разом за роботу | | 3,5 |  |

### Мета роботи

Опанувати логічні структури програмування мовою C#, оператори розгалуження, циклів, ознайомитися з методами введення та виведення даних на консоль, виконати завдання, що передбачають такі дії:

1. Прості обчислення з перетворенням типів даних. Метод Parse(), TryParse(), методи класу Convert

2. Прості арифметичні вирази, обчислення значення функцій при заданих аргументах, прості циклічні розрахунки.

3. Перетворення з арифметичного типу в тип string. Метод ToString

### Методичні рекомендації до виконання лабораторної роботи

1. Прочитайте лекцію.

2. Прочитайте методичні рекомендації до лабораторної роботи та виконайте наведені в ній приклади (вони всі працездатні)

3. Зверніть увагу на те, що при введенні чисел з консолі у змінні арифметичного типу потрібно застосовувати явне приведення типу, так як неявного перетворення з типу **string** до арифметичного немає.

4. При виконанні завдань зверніть увагу на оператор **switch** (перемикач). В С# тип виразу в цьому операторі може бути не тільки переліченим (цілим та символьним), а і типу string.

### Порядок виконання роботи

1. Створити директорію Lab1, в якій буде розміщуватися проект цієї лабораторної роботи.

2. Виконати завдання свого варіанту у вигляді одного проекту

### Приклади виконання завдань

#### 1. Прості обчислення з перетворенням типів даних. Метод Parse

Розглянемо приклад створення простого консольного застосунку, який виконує прості арифметичні обчислення. Запустимо Visual Studio, виберемо тип проекту Console Application, дамо йому назву **Lab1\_1** і натиснемо кнопку **OK**.

Створимо програму, яка вводить два цілі числа, знаходить їх суму і виводить результат на консоль. Потім вводить два дійсні числа, обчислює їх частку і також виводить на консоль.

Ось таким може бути код цієї програми. Його можна просто скопіювати в VS і виконати.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Lab2\_1

{

class Program

{

static void Main(string[] args)

{

//Знаходження суми цілих чисел

Console.WriteLine("Введіть перше число");

int a1 = int.Parse(Console.ReadLine());

Console.WriteLine("Введіть друге число");

int a2 = int.Parse(Console.ReadLine());

Console.WriteLine("Сума чисел a1+a2= " + (a1 + a2));

//Знаходження частки дійсних чисел

Console.WriteLine("Введіть перше число");

double d1 = double.Parse(Console.ReadLine());

Console.WriteLine("Введіть друге число");

double d2 = double.Parse(Console.ReadLine());

Console.WriteLine("Частка чисел d1/d2= " + (d1/d2));

Console.ReadKey();

}

}

}

Дані, які вводяться з консолі мають тип string (це рядки тексту). Тому введені числа потрібно перетворити в арифметичний тип. В нашому прикладі виконується явне перетворення типів з типу string в типи **int** і **double** з використанням методу Parse і неявне - при виведенні результатів обчислень на консоль.

Розглянемо ще приклад явного перетворення типу.

**Приклад**

string str = Console.ReadLine();

int i = int.Parse(str);

float f = float.Parse(str);

double d = double.Parse(str);

#### 2. Прості арифметичні вирази

Розглянемо дещо складніший приклад обчислення арифметичного виразу. Нехай нам потрібно обчислити значення поліному  *р=ax3+bx2 + cx+d* для будь-якого дійсного *x* (вводиться з консолі). Значення *a,b,c,d* є цілими і ініціалізуються в коді. Текст програми може бути таким:

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Lab2\_2

{

class Program

{

static void Main(string[] args)

{

//обчислити значення поліному р=ax^3+bx^2+cx+d

int a = 100;

int b = 20;

int c = 25;

Console.WriteLine("Введіть x");

double x = double.Parse(Console.ReadLine());

double p = a \* x \* x \* x + b \* x \* x + c \* x + 30;

Console.WriteLine("p = " + p);

Console.ReadKey();

}

}

}

#### 3. Клас Convert

Клас Convert містить статичні методи, які також можна використовувати для перетворень типів. Розглянемо приклад використання цього класу.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Lab1\_2

{

class Program

{

/// <summary>

/// Тестування методів класу Convert

/// </summary>

static void Main(string[] args)

{

string s;

byte b;

int n;

double x;

bool flag;

char sym;

DateTime dt;

sym = '7';

s = Convert.ToString(sym);

x = Convert.ToDouble(s);

n = Convert.ToInt32(x);

b = Convert.ToByte(n);

flag = Convert.ToBoolean(b);

x = Convert.ToDouble(flag);

s = Convert.ToString(flag);

s = "300";

n = Convert.ToInt32(s);

s = "14.09";

s = "14.09.2008";

dt = Convert.ToDateTime(s);

}

}

}

#### 4. Перетворення з арифметичного типу в тип string. Метод ToString

Так як метод ToString() визначений в базовому класі object, він має свої реалізації для всіх арифметичних типів даних. Далі наведено простий приклад з лекції 2, який демонструє застосування цього методу.

В першому варіанті використовується **явне** перетворення типу з арифметичного до типу string, а у другому - **неявне**.

Варіант 1.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Lab2\_3

{

class Program

{

/// <summary>

/// Демонстрація перетворення в рядок

/// даних різного типа.

/// </summary>

static void Main(string[] args)

{

string name;

int age;

double salary;

name = "Василь Іванов";

age = 20;

salary = 2700;

string s = "Ім'я: " + name +

". Вік: " + age.ToString() +

". Зарплата: " + salary.ToString();

Console.WriteLine(s);

Console.ReadKey();

}

}

}

Варіант 2

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Lab2\_3

{

class Program

{

/// <summary>

/// Демонстрація перетворення в рядок

/// даних різного типа.

/// </summary>

static void Main(string[] args)

{

string name;

int age;

double salary;

name = "Василь Іванов";

age = 20;

salary = 2700;

string s = "Ім'я: " + name +

". Вік: " + age +

". Зарплата: " + salary;

Console.WriteLine(s);

Console.ReadKey();

}

}

}

#### 5. Створення консольних проектів з використанням операторів if

Створимо консольний проект для організації діалогу таким чином, щоб реалізувати наведений нижче алгоритм:

1. Вивести на консоль запрошення для введення імені студента.
2. Ввести своє ім'я і зберегти в текстовому рядку: string myName.
3. Якщо нічого не введено, то вивести повідомлення про це і завершити роботу.
4. Якщо щось введено, то вивести рядок привітання.
5. Вивести рядок із запитом віку
6. Якщо нічого не введено, то вивести повідомлення про це і завершити роботу.
7. Якщо вік введено, привести його значення до цілого (int myAge).
8. Якщо значення myAge<15, вивести повідомлення "Ви ще не студент. "
9. Якщо значення myAge>40, вивести повідомлення "Вчитися ніколи не пізно!"

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace ConsoleHello1

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("Введіть ім'я");

string myName = Console.ReadLine();

if (myName.Length == 0)

Console.WriteLine("Ви нічого не ввели, прощавайте");

else

Console.WriteLine("Здрастуйте, "+ myName);

Console.WriteLine("Скільки Вам років?");

int myAge = int.Parse(Console.ReadLine());

if (myAge == 0)

Console.WriteLine("Ви нічого не ввели, прощавайте");

else

{

if (myAge<15)

Console.WriteLine("Ви ще не студент");

else if (myAge>40)

Console.WriteLine("Вчитися ніколи не пізно!");

else

Console.WriteLine("Ваш вік" +myAge);

}

Console.ReadKey();

}

}

}

В цьому прикладі використовується декілька операторів розгалуження **if** (останні три вкладені). Зверніть увагу, що у C# в операторі **if** діють ті самі правила синтаксису, що і в С++, якщо в тілі оператора є лише один оператор блоку, то дужки не потрібні, наприклад:

if (myName.Length == 0)

Console.WriteLine("Ви нічого не ввели, прощавайте");

else

Console.WriteLine("Здрастуйте, "+ myName);

Крім цього виконується явне перетворення типів з типу **string** в тип **int** з використанням методу Parse і неявне при виведенні віку на консоль

#### 6. Створення консольних проектів з використанням операторів switch

Розробимо простий консольний калькулятор для виконання арифметичних операцій. Вхідні дані будемо вводити з консолі, результати виводити на консоль. Приклад коду з лекції

Консольний калькулятор на 4 дії

using System;

namespace ConsoleCalculator

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("Hello World!");

string buf;

double a, b, res;

Console.WriteLine("Введіть перший операнд:");

a = double.Parse(Console.ReadLine());

Console.WriteLine("Введіть знак операції");

char op = (char)Console.Read();

Console.ReadLine();

Console.WriteLine("Введіть другий операнд:");

b = double.Parse(Console.ReadLine());

bool ok = true;

switch (op)

{

case '+': res = a + b; break;

case '-': res = a - b; break;

case '\*': res = a \* b; break;

case '/': res = a / b; break;

default: res = double.NaN;

ok = false; break;

}

if (ok) Console.WriteLine("Результат: " + res);

else Console.WriteLine("Неприпустима операція");

}

}

}

Зверніть увагу, що тип виразу в операторі **switch** є **char**. Також зверніть увагу, що перетворення з типу **string** до типу **char** повинно бути явним, тому що тип char є типом-значенням, а тип **string** – посилальним. **char op = (char)Console.Read();**

Для виходу з оператора **switch** при виконанні умови використовується оператор переходу **break**.

#### 7. Створення консольних проектів з використанням операторів циклу

##### 7.1. Цикл з передумовою while

Розглянемо приклад з лекції 4, в якому використовується цикл з передумовою. Потрібно написати програму, яка виводить для аргументу х, що змінюється в заданих границях із заданим кроком, таблицю значень наступної функції:
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Назвемо xn – початкове значення аргументу, xk –кінцеве значення аргументу, dx – крок зміни аргументу, t – параметр. Усі величини є дійсні числа типу double. Програма повинна виводити таблицю, що складається з двох стовпців: значень аргументу і відповідних ним значень функції. Таблиця повинна мати заголовок.

namespace ConsoleApplication1

{

class Program

{

static void Main(string[] args)

{

double Xn = -2, Xk = 12, dX = 2, t = 2, y;

Console.WriteLine("| x | y |"); // заголовок таблиці

double x = Xn;

while (x <= Xk)

{

y = t;

if (x >= 0 && x < 10) y = t \* x;

if (x >= 10) y = 2 \* t;

Console.WriteLine("| {0,6} | {1,6} |", x, y);

x += dX;

}

Console.ReadKey();

}

}

}

Зверніть увагу, що в тілі циклу використовується два оператори **if**. На кожному кроці циклу обчислюється значення функції. Цикл завершиться, коли умова циклу не буде виконана (тобто значення x стане більше 12).

##### 7.2. Цикл з постумовою do…while

Цей тип циклу застосовується в тих випадках, коли тіло циклу необхідно обов'язково виконати хоч б один раз. В поданому нижче прикладі на консоль виводиться текст "Будете вчитися?" допоки не буде введено"y".

namespace ConsoleApplication1

{

class Program

{

static void Main(string[] args)

{

char answer;

do

{

Console.WriteLine("Будете вчитися?");

answer = (char)Console.Read();

Console.ReadLine();

} while (answer != 'y');

}

}

}

##### 7.3. Цикл з параметром (for)

Цей тип циклу використовується коли відомі границі циклу (нижня і верхня). *Приклад 4.8 з лекції 3* демонструє використання цього циклу. В цьому прикладі обчислюється сума чисел від 1 до 100. Спочатку створюється змінна цілого типу s, яка ініціалізується нулем. Потім в тілі циклу на кожному кроці до неї додається чергове число: 1,2,3,....100.

int s = 0;

for ( int i = 1; i <= 100; i++ )

s += i;

Зверніть увагу, що в тілі циклу відсутні фігурні дужки блоку. Це тому, що в циклі лише один оператор. Також зверніть увагу на використання операції інкремента:

s += i;замість присвоєння: s = s+i;

Обидва оператори дозволені в C# так само як і в C++.

Розглянемо ще один приклад використання оператора циклу з параметром.

**Постановка задачі.**

Написати метод обчислення функції sin(x), використовуючи розкладання в ряд Тейлора за формулою:

![\sin x = \sum^{\infin}_{n=0} \frac{(-1)^n}{(2n+1)!} x^{2n+1}](data:image/png;base64,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)

При реалізації задачі використати цикл **for**.

Число ***x*** – це значення кута в радіанах, ***n*** – кількість членів ряду. Числа ***x, n*** ввести з консолі. Обчислення функції sin(x) за допомогою розкладання в ряд Тейлора виконати в окремому методі. Обчислення факторіала та степені числа ***х*** виконати, використовуючи рекурентні обчислення. Порівняти отримане значення функції sin(x) за рядом Тейлора із стандартним методом обчислення sin(x).

using System;

namespace TaylorSin

{

class Program

{

static double CalcSin(double x, int n)

{

//обчислення розкладання sin в ряд

double result = x; //сума членів ряду Тейлора

double item = x; //поточний член ряду Тейлора

int fact = 2; //початкове значення факторіала знаменника

for (int i = 0; i < n; i++)

{

fact \*= (fact + 1);

item \*= (-x \* x) / fact; //рекурентне обчислення члена ряду

result += item;

fact += 2; //перехід до наступного значення факторіала знаменника

}

return result;

}

static void Main(string[] args)

{

Console.WriteLine("Введіть x - кут в радіанах");

double x = double.Parse(Console.ReadLine());

Console.WriteLine("Введіть показник степеня n");

int n = int.Parse(Console.ReadLine());

//виклик методу обчислення sin(x) через ряд

double mysinus = CalcSin(x, n);

//виклик методу з класу Math

double sinus = Math.Sin(x);

double delta = sinus - mysinus;

Console.WriteLine("mysinus= {0},sin={1},delta={2}", mysinus, sinus, delta);

Console.ReadKey();

}

}

}

### Варіанти завдань для лабораторної роботи № 1.

**Номер варіанту відповідає номеру прізвища студента у списку групи**

Написати в C# консольний застосунок, що реалізує завдання згідно з варіантом.

Виконання пункту 1 завдання вимагає використання методів класу Console.

Виконання пункту 2 завдання вимагає використання методів класу Math.

Виконання пункту 3 завдання вимагає використання оператору if

Виконання пункту 4 завдання вимагає використання оператору switch

Виконання пункту 5 завдання вимагає використання оператору циклу

**Студент має право проявити інішіати із застосування алгоритмів для завдань свого варіанту для удосконалення або спрощення коду.**

Не потрібно здійснювати «перевірку на дурня» через те, що подібні операції можуть здійснити такі методи, зокрема TryParce().

|  |  |
| --- | --- |
| **№ варіанту** | **Зміст завдання** |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислення значення поліному *p = a\*x^5 − 1 / b\*x^4+c\*x + d*. Значення *a, b, c, d* – дійсні числа, які слід ініціалізувати у функції, значення змінної *x* ввести з консолі. Результат вивести на консоль. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. Обчислити значення функції в точці *х*, значення якої ввести з консолі, Якщо введено не число, вивести повідомлення «Ввести число».      1. Написати функцію, яка в залежності від порядкового номера місяця (1,2,...12) виводить на екран його назву (січень,...грудень). 2. Дано натуральне число n. Обчислити добуток перших n членів ряду. |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислення значення поліному *p = a\*x^4 − b\*x^3 + c\*x + d*. Значення *a, b, c, d* – дійсні числа, які слід ініціалізувати у функції, значення змінної *x* ввести з консолі. Результат вивести на консоль. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. Обчислити значення функції в точці *х*, значення якої ввести з консолі:      1. Написати функцію, яка в залежності від порядкового номера дня тижня (1,2,...7) виводить на екран його назву (понеділок,...) 2. Обчислити суму чисел в заданому у функції діапазоні. Значення чисел вводити з консолі. Якщо значення, що вводиться, виходить за межі заданого діапазону, вивести повідомлення про помилку і повторити введення. Не застосовувати масиви. |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислення значення поліному p=23,5\*x^5 + 30\*x^4+10\*x+87,3. Значення *a, b, c, d* – дійсні числа, які слід ініціалізувати у функції, значення змінної *x* ввести з консолі. Результат вивести на консоль. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. Обчислити значення функції в точці *х*, значення якої ввести з консолі:      1. Написати функцію, яка в залежності від порядкового номера місяця (1,2,...12) виводить на екран пору року (зима, весна....) 2. Дано натуральне число n. Обчислити   , |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислення значення поліному p = 3,5\*x^4 + 3\*x^3+10\*x^2+8,3. Значення *a, b, c, d* – дійсні числа, які слід ініціалізувати у функції, значення змінної *x* ввести з консолі. Результат вивести на консоль. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. Обчислити значення функції в точці *х*, значення якої ввести з консолі:      1. Написати функцію, яка в залежності від одиниці виміру часу (1,2,...24) виводить на екран частини доби (ранок, день,....) 2. Задати з консолі оцінки студента з 10 дисциплін. Обчислити загальну суму балів, найгіршу і найкращу оцінку. Не використовувати масиви. |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислити площу прямокутника за заданими сторонами. Результат вивести на консоль. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *a, b, x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від порядкового номера кольору у спектрі (1,2,...7) виводить його назву (червоний, помаранчевий, жовтий, зелений, блакитний, синій, фіолетовий) і код RGB. 2. N суддів поставили різні оцінки одному спортсмену. Обчислити середній бал спортсмена, видаливши найменшу та найвищу суддівські оцінки. Оцінки вводити з клавіатури, Не використовуючи масиви, обраховувати суму введених значень, найменше та найбільше значення. |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Знайти довжини всіх медіан і бісектрис трикутника, якщо значення сторін трикутника введені з клавіатури. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. Обчислити значення функції в точці *х*, значення якої ввести з консолі:      1. Написати функцію, яка виводить назву навчальної дисципліни в залежності від уподобань студента, що задаються пріоритетом 1,2,...5 дисципліни. 2. Дано натуральне число n і дійсне число x >0. Обчислити суму для заданого х: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислити відстань від точки (x0, y0) до точки (х1, y1), значення координат яких введені з консолі. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. Обчислити значення функції в точці *х*, значення якої ввести з консолі:      1. Написати функцію, яка виводить на консоль назву навчального закладу в залежності від середнього балу ЗНО та пріоритетів (1,2,…,5), заданих абітурієнтом. 2. Обчислити  - число Фібоначчі з номером *n*, де: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Знайти об'єм циліндра, якщо значення радіусу його основи та висоти введені з консолі. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. Обчислити значення функції в точці *х*, значення якої ввести з консолі:      1. Написати функцію, яка виводить на консоль назву університету в залежності від його консолідованим рейтингом (1,2,…,5) за 2020, що визначається інформаційним ресурсом "Освіта.ua". 2. Дано натуральне число n. Обчислити суму перших 2*n* членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислити відстань від точки (x0, y0) до прямої *ax + by + c*= 0. Значення координат точки та коефіцієнтів a, b, c прямої ввести з консолі. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *a, b, x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка виводить на консоль назву країни в залежності від рейтингу (1,2,…,5) щастя її населення за 2020, що визначається Social Progress Index (<https://minfin.com.ua/ua/2020/10/11/53857422/> ) 2. Дано натуральне число n і дійсне число x >0. Обчислити суму перших 2n членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Знайти довжини всіх висот трикутника, якщо значення сторін a, b, c трикутника введені з консолі 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *a, b, x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка виводить на консоль прізвище студента за його семестровим рейтингом (від 60 до 100) за результатами сесії. 2. Дано натуральне число n і дійсне число x >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Знайти об'єм конуса, якщо значення радіусу його основи та висоти введені з консолі. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *a, b, x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від назви кольору та сигналів світлофора виводить на консоль назву дії, яку має виконати водій автомобіля (їхати, чекати, зупинитися, повертати, зменшити швидкість тощо). 2. Дано натуральне число n і дійсне число x >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Обчислити площу поверхні () сфери за значенням радіусу **r** , введеним з з консолі. Результат вивести на консоль. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *a, b, x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від номеру ІТ-спеціальності (121, 121, …, 126) виводить на консоль її назву. 2. Дано натуральне число n і дійсне число x >0. Обчислити добуток членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Тіло починає рухатися без початкової швидкості з прискоренням *a*. Обчислити відстань, яку тіло пройде за час *t* від початку руху. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *a, b, с, x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від назви місяця (січень, лютий, …) виводить на консоль його порядковий номер. 2. Дано натуральне число n і дійсне число x >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Висота ромба, проведена з вершини тупого кута, ділить сторону навпіл. Знайдіть меншу діагональ, якщо значення периметра ромба введене з клавіатури. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *a, x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від назви кольору у спектрі (червоний, помаранчевий, жовтий, зелений, блакитний, синій, фіолетовий) виводить його порядковий номер і код RGB. 2. Дано натуральне число n і дійсне число x >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою меню, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати **в одному проекті Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Написати функцію, яка визначає, чи пройде куля радіуса *r* в квадратний отвір зі стороною *a*. Дійсні значення r, a ввести з консолі. Вивести на консоль відповідне повідомлення. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними *x,* значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від номеру року виводить на консоль назву країни, співак якої став переможцем конкурсу Євробачення, наприклад, у 2016 році перемогла Україна, 2017 рік - Португалія, і т. д. 2. Дано натуральне число n і дійсне число x >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою **меню**, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати в одному проекті **Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Написати функцію, яка визначає, чи пройде куб з ребром *a* в круглий отвір радіуса *r*. Дійсні значення *а,* *r* ввести з консолі. Вивести на консоль відповідне повідомлення. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними x, значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від назви телеканалу виводить на консоль назву холдингу (власника), наприклад, канал «Рада», власник «Верховна Рада України», канал «1+1», холдинг «1+1 Media» і т. д. 2. Дано натуральне число *n* і дійсне число *x* >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою **меню**, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати в одному проекті **Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Написати функцію, яка визначає, з якою швидкістю спортсмен увійде у воду, стрибаючи з *n* метрової вежі, якщо спортсмен падає з прискоренням a=9,81м/с^2, початкова швидкість v0 = 0? Значення *n* ввести з консолі. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними x, значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від номеру пальця на руці виводить його назву (великий, вказівний, середній, безіменний, мізинець). 2. Дано натуральне число *n* і дійсне число *x* >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою **меню**, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати в одному проекті **Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Написати функцію, яка визначає, подібність двох трикутників за трьома сторонами, значення яких введені з консолі. Вивести на консоль відповідне повідомлення. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними x, значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від назви країни виводить її рейтинг та індекс рівня освіти (<https://gtmarket.ru/ratings/education-index> ). 2. Дано натуральне число *n* і дійсне число *x* >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою **меню**, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати в одному проекті **Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Написати функцію, яка визначає, подібність двох трикутників за двома сторонами та кутом між ними. Значення двох сторін та кутів трикутників увести з консолі. Вивести на консоль відповідне повідомлення. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними x, значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від назви країни виводить її рейтинг шкільної освітньої грамотності за версією PISA (<https://factsmaps.com/pisa-2018-worldwide-ranking-average-score-of-mathematics-science-reading/> ). 2. Дано натуральне число *n* і дійсне число *x* >0. Обчислити суму членів ряду: |
|  | Створити консольний застосунок мовою C#. Вхідні дані ввести з клавіатури. Результати вивести на консоль Використати методи класів **Console, Convert** в процесі введення та виведення даних. Реалізувати перераховані функції. Виклик функцій здійснити за допомогою **меню**, застосувавши оператор вибору **switch** для виклику потрібної функції. Усі завдання варіанта реалізувати в одному проекті **Console\_Lab1**.   1. Вивести на консоль власні анкетні дані: прізвище, ім'я, вік, група, курс, e-mail. Написати функцію, яка визначає приналежність точки з координатами (*x,y*) колу з радіусом *r* та центром на початку координат. Значення x,y,r ввести з консолі. 2. За даними, що введені з консолі, визначити значення виразу, використовуючи математичні функції, і вивести результат на консоль.      1. За даними x, значення яких ввести з консолі, обчислити значення функції:      1. Написати функцію, яка в залежності від назви країни виводить її рейтинг освітньої грамотності за версією PISA ((<https://factsmaps.com/pisa-2018-worldwide-ranking-average-score-of-mathematics-science-reading/>). 2. Дано натуральне число *n* і дійсне число *x* >0. Обчислити суму членів ряду: |
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## Лабораторна робота № 2 Масиви, матриці, рядки. Методи класів Console, Convert, Random, Math в C#

### Рейтинг лабораторної роботи №2

|  |  |  |  |
| --- | --- | --- | --- |
| *№ п.п* | *Вид діяльності студента* | *Рейтинговий бал* | *Deadline* |
| 1 | Написання коду з 8 завдань та реалізація асоціації класів | 0,5\*8=4,0  4,0+0,5 = 4,5 | 7 березня |
| 2 | Захист | 0,5 |  |
| 3 | Звіт | 0,5 |  |
| Разом за роботу | | 5,5 |  |

### Мета роботи

Навчитися працювати з масивами, матрицями, рядками відповідно до перерахованих дій:

1. Робота з масивами в C#

2. Оператор foreach

3. Генерація випадкових чисел

4. Робота з математичними функціями

5. Лінійний пошук

6. Двійковий пошук

### Методичні рекомендації до виконання лабораторної роботи

1. Прочитайте лекцію.

2. Прочитайте методичні рекомендації до лабораторної роботи та виконайте наведені в ній приклади (вони всі працездатні)

3. При виконанні завдань зверніть увагу на приклад застосування циклу **foreach** в процесі обробки масивів

4. Також зверніть увагу на опис і реалізацію методу бісекцій (ділення навпіл) знаходження коренів нелінійних рівнянь.

5. Для поглибленого вивчення цього матеріалу прочитайте [1, 2].

### Порядок виконання роботи

1. Створити директорію Lab2, в якій будуть розміщуватися проекти цієї лабораторної роботи.

2. Виконати завдання свого варіанту у вигляді одного консольного проекту

### Приклади виконання завдань

#### 1. Робота з масивами в C#

Розглянемо приклад програми з лекції, яка визначає суму і кількість від'ємних елементів, а також максимальний елемент масиву, що складається з 6 цілочисельних елементів.

Тут елементи масиву ***а*** ініціалізуються при створенні масиву. Далі в циклі з параметром елементи масиву виводяться на консоль. Зверніть увагу, що для виводу використовується метод Console.Write а не Console.WriteLine, тому всі елементи виводяться в один рядок. Символ табуляції ‘\t’ в методі Console.Write() розділяє елементи при виводі.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Console\_Lab4

{

class Program

{

static void Main(string[] args)

{

const int n = 6;

int[] a = new int[n] { 3, 12, 5, -9, 8, -4 };

Console.WriteLine( "Початковий масив:" );

for ( int i = 0; i < n; ++i )

Console.Write( "\t" + a[i] );

Console.WriteLine();

long sum = 0; // сума від'ємних елементів

int num = 0; // кількість від'ємних елементів

for ( int i = 0; i < n; ++i )

if ( a[i] < 0 )

{

sum += a[i];

++num;

}

Console.WriteLine( "Сума від'ємних = " + sum );

Console.WriteLine( "Кількість від'ємних = " + num );

int max = a[0]; // максимальний елемент

for ( int i = 1; i < n; ++i )

if ( a[i] > max ) max = a[i];

Console.WriteLine( "Максимальний елемент = " + max );

Console.ReadKey();

}

}

}

Розглянемо ще одну "класичну" задачу – генерація чисел Фібоначчі: послідовності чисел, яка задовольняє умовам F1 = 1; F2 = 1; Fk = Fk-1 + Fk-2 для k>2.

Цю задачу можна реалізувати з використанням масивів. В наступному прикладі кількість чисел вводиться з консолі, потім створюється одновимірний масив вказаної розмірності, який заповнюється генерованими числами.

##### Генерація чисел Фібоначчі

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Console\_Lab4

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("Введіть кількість чисел послідовності");

int n = int.Parse(Console.ReadLine());

int[] fibonachi = new int[n];

fibonachi[0] = 1;

fibonachi[1] = 1;

for (int i = 2; i < n; i++)

{

fibonachi[i] = fibonachi[i - 2] + fibonachi[i - 1];

}

for (int i = 0; i < n; i++)

Console.WriteLine("fibonachi[" + i + "]=" + fibonachi[i]);

Console.ReadKey();

}

}

}

##### Генерація простих чисел. Алгоритм Ератосфена

Простим є число, яке ділиться тільки на 1 і на себе. Алгоритм пошуку послідовності простих чисел запропонував давньогрецький математик Ератосфен, і він отримав назву **Решето Ератосфена.**

**Ідея і загальний опис алгоритму.**

Є розташована в ряд за збільшенням послідовність цілих чисел. Спочатку в ній викреслюються усі числа кратні 2, окрім її самої, і так до N. Далі із списку, що вийшов, береться число, що йде за двійкою, - трійка, викреслюються усі кратні 3 числа, крім її самої. У такому вигляді алгоритм триває для частини послідовності, що залишилася, і у результаті отримаємо усі прості числа у вказаному діапазоні.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 22 | 33 | 44 | 55 | 66 | 77 | 88 | 99 | 110 | 111 | 112 | 113 | 114 | 115 | 116 | 117 | 118 | 119 | 220 |
| 221 | 222 | 223 | 224 | 225 | 226 | 227 | 228 | 229 | 330 | 331 | 332 | 333 | 334 | 335 | 336 | 337 | 338 | 339 | 440 |
| 441 | 442 | 443 | 444 | 445 | 446 | 447 | 448 | 449 | 550 | 551 | 552 | 553 | 554 | 555 | 556 | 557 | 558 | 559 | 660 |
| 661 | 662 | 663 | 664 | 665 | 666 | 667 | 668 | 669 | 770 | 771 | 772 | 773 | 774 | 775 | 776 | 777 | 778 | 779 | 880 |
| 881 | 882 | 883 | 884 | 885 | 886 | 887 | 888 | 889 | 990 | 991 | 992 | 993 | 994 | 995 | 996 | 997 | 998 | 999 | 1100 |

У таблиці наведені усі цілі числа від 2 до 100. Червоним помічені ті, які були видалені в процесі виконання алгоритму Решето Ератосфену.

Тепер розглянемо алгоритм детальніше, розбивши його на декілька частин. Отже, для пошуку простих чисел методом Решета Ератосфену треба:

1. Організувати список з чисел від 2 до N, а також логічний масив розмірністю N;
2. У вільну змінну R записати число 2;
3. Виключити всі числа кратні R, починаючи з R\*2;
4. Записати в R наступне за R не закреслене число;
5. Повторювати дії, описані в двох попередніх кроках.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace SimpleNumber

{

class Program

{

//Знаходження простих чисел. Алгоритм "Решето Ератосфена"

//Запишемо поспіль усі числа від 2 до N. Далі викреслимо з цього списку всі числа, //кратні 2, виключаючи саму двійку, потім викреслити всі числа, кратні 3,

//виключаючи саме число 3, число 4 вже викреслено, викреслюємо числа,

//кратні 5 і т.д. Продовжуємо цей процес, поки квадрат чергового числа не перевищує N.

static void Main(string[] args)

{

bool[] table = new bool[100];

int i, j;

// Відзначаємо всі числа як прості

for (i = 0; i < table.Length; i++)

table[i] = true;

// Викреслюємо зайве

for (i = 2; i \* i < table.Length; i++)

if (table[i])

for (j = 2 \* i; j < table.Length; j += i)

table[j] = false;

// Виводимо знайдене

for (i = 2; i < table.Length; i++)

{

if (table[i])

Console.WriteLine(i);

}

Console.ReadKey();

}

}

}

#### 2. Оператор foreach

Оператор **foreach** використовується для перебору елементів в масивах та інших колекціях і є новим типом циклу, реалізованому в C#. В цьому прикладі створюється *ступінчастий масив*, який заповнюється даними. За допомогою вкладених операторів циклу елементи масиву виводяться на консоль у вигляді матриці.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Console\_Lab4

{

class Program

{

static void Main(string[] args)

{

//оператор foreach і ступінчасті масиви

int[][] mas = new int[3][];

mаs[0] = new int[5] { 24, 50, 18, 3, 16 };

mas [1] = new int[3] { 7, 9, -1 };

mas [2] = new int[4] { 6, 15, 3, 1 };

Console.WriteLine("Початковий масив:");

foreach (int[] item in mas )

{

foreach (int x in item )

Console.Write("\t" + x);

Console.WriteLine();

}

Console.ReadKey();

}

}

}

#### 3. Генерація випадкових чисел

Потреба в генерації випадкових чисел часто виникає в програмуванні. В C# є *нестатичний* клас Random, методи якого дозволяють генерувати різні послідовності випадкових чисел. Нижче наведено приклад з лекції 4 в якому в методі ValsGenerator створюється об'єкт **aRand**. Далі в циклі викликається метод **aRand.Next(100),** який при кожному виклику генерує одне випадкове число від 1 до100 і призначає його черговому елементу масиву. Зверніть увагу, що метод **ValsGenerator** є статичним.

В методі **Main** створюється масив **Data,** викликається метод **ValsGenerator** для його заповнення, потім викликається метод Array.Sort(Data) для його сортування. Після чого елементи масиву виводяться в циклі на консоль.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Console\_Lab4

{

class Program

{

// генератор даних

static void ValsGenerator(int[] Vals)

{

// Random - клас для генерації випадкових чисел

Random aRand = new Random();

// заповнення масиву

for (int i = 0; i < Vals.Length; i++)

Vals[i] = aRand.Next(100);

}

static void Main(string[] args)

{

const int N = 10;

int[] Data = new int[N];

ValsGenerator(Data);

Array.Sort(Data);

Console.WriteLine("Друк відсортованих даних");

for (int i = 0; i < Data.Length; i++)

Console.WriteLine("Data[" + i + "] = " + Data[i]);

Console.ReadLine();

}

}

}

Зверніть увагу, що при виводі масиву методом WriteLine()

Console.WriteLine("Data[" + i + "] = " + Data[i]);

виконується неявне приведення з типу int до типу string.

#### 4. Робота з математичними функціями

Клас Math містить методи для роботи з математичними функціями.

Розглянемо ще один приклад – використання масивів і математичних функцій в задачах обчислювальної математики.

**Постановка задачі**

Знайти дійсні корені рівняння 6x4-3x3+8x2-5=0 за методом бісекції (ділення навпіл) на відрізках [0, 1], [-1, 0].

**Алгоритм методу:**

Нехай [а,b] відрізок, на якому шукають корені. Припустимо, що функція f(x) неперервна на [а,b] і на кінцях приймає значення різних знаків ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHEAAAAYAQAAAADl/i/vAAAAuUlEQVR4XpXPPQrCQBCG4dzBA3iTzMH82VxDLDyJbmklOYDCFiKpZJEUKvvzmjGxiI043cMMzPcVjKYqfvp2x8D5FAYfPBbWuwRROjuHA7vM8Nx0thtqWC6yYeaqIk/txRPLNDWxrXUvqwbm0Us7eKtOXuq3jcyaOsfgRXqX3w4Nnd3nvmwHt0H/UV4aUrxbiZonYyeelB/GMBe15kvZdPm0T0LzB0zu+13Rfkds6n1G++9xn/6j+dsveUcyja4EBGYAAAAASUVORK5CYII=)*Алгоритм* методу полягає в побудові послідовності вкладених відрізків, на кінцях яких функція приймає значення різних знаків. Кожний наступний відрізок отримують діленням навпіл попереднього. Опишемо один крок ітераційного методу. Нехай на *к-*ому кроці знайдено відрізок такий, що ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJwAAAAkAQAAAABUWm74AAABL0lEQVR4XpXSQUoDMRQG4B5E9CAu5kBu3HVRSo7gCewsPIDropiNy8qcwBkGwa4klYBpzLz8vpdJO4OdTQMh8OUFHv/LDKdrN/svOBcJ/YbOWzCA7hMqrJsBQx17XJomo4PTSgERMThzRPOgE9Lv9QG3MI+6ADrGsO3xm/FO8KKj/QHfjFRqdO+RKx3QMjaMN4xEkX6eGDeMuoKZ6xLBE7mFhat3s3hV+TlUidbTJZxFtbqVys9FhFR2RhmLokezpIRkdGM7CKqq5jbKwvnAnVubcTWFL4Jg5DSOz5/HiEJaQrVWgsY7LVhtEr6mSuP3StC1CZFRTpsCIUiEPJsmjcQl/MoYx/gBiRBFLDo5c54ZJfkRygueJNJEh8FNYEAGvkAzwvxDhm8z+ZdO1hn4B+1RmETs3DNIAAAAAElFTkSuQmCC). Знайдемо середину відрізку ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAH4AAAAyAQAAAACywlIyAAAA8ElEQVR4Xp3PQWqEMBQGYG/QC5XpgeYAWYjGE3ROMO3C/XiBwXiMdtEJha4NRWiQGN+8RIzJg1roW/zyPn4Sk0E6U/Z/sGeXPQtgbi5lHkALjtnaAKoWmOXzBg3Ca9lucEKQ5SFuDAhR44ggissGzMNthZEBH6AW4dqffIaKn6VZobcWBiiURrAvCO7HEfzjjOQpaCEAPjzkHlQtAd6xBbNeoEH48kc/LHCSfltmbSRwpMBSmBiI7ikCkwMPqwNdzNGOoPw3W+fRQ3LG0oigp/BNId334ZPCG4UrhelPsBRGCoaCpqA4gY5C5WL3cb/AHag58GV2RHcDAAAAAElFTkSuQmCC). Якщо, ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFUAAAAdAQAAAADzhR32AAAAoUlEQVR4Xo3POwrDMAwGYG89Rq5R6L3aQii5SXyM0sljRx/BQyFbcEsotmOiv7LzMHSKFn8WkpAEtvBirx+2+OaK62IaT4s/kcZoZveOQuTmN9tYNjd0VwGl6VsPgE02OLsI6KOgSj4bF/yBDSXvyoacRyMvwOoWf57r1zzPJLQ2u0s2FRDzDgTNNUPebUI6Kh3gRZ/f9PfilWqx7L/FLv8A5mAkaMe5KwsAAAAASUVORK5CYII=) то ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAAZAQAAAAAOTqO3AAAASElEQVR4XmP4////HwZ04vc8IPH9fg2Q2A8k3i/eAyTWg4j5cCIcSHzPr2H4U/6/huF39b8/DN/rgXrfgwxAEO9AxEdsdgAJAL8rWlbLtHcKAAAAAElFTkSuQmCC)- корінь і задача вирішена. Якщо ні, то з двох половин відрізку вибираємо той, на кінцях якого функція має протилежні знаки:
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*Критерій закінчення ітераційного процесу*: якщо довжина відрізку знаходження кореня менше 2![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAPAQAAAAD8b8PZAAAAKElEQVR4XmP4/4cBgv7YMHzew/D9D8PvPwxf/jC8/8PwrobhAUwWjABrQRvQ0qsaxwAAAABJRU5ErkJggg==), то ітерації припиняють і за значення кореня із заданою точністю приймають середину відрізку.

Код програми може бути таким:

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace bicection

{

class Program

{ //Знайти корені нелінійного рівняння

//6x^4-3x^3+8x^2-5=0

//x1=0.74213

//x2=-0.6365

static double f(double x)

{

//рівняння, для якого шукаємо корені

double y=6\*Math.Pow(x,4)-3\*Math.Pow(x, 3)+8\*Math.Pow(x,2)-5;

return y;

}

// --------------------------------------------------------------------

static double bicect(double left, double right)

{

//метод бісекцій

double eps = 0.00001; //точність розрахунку

double center = 0;

while (right - left > eps \* 2)

{

center = (right - left) / 2 + left;

if (f(center) \* f(left) < 0) //перевірка, чи функція проходить через 0

left = center;

else

right = center;

}

return center;

}

// ----------------------------------------------------

static void Main(string[] args)

{

//метод бісекцій

double x1 = bicect(0, 1);

double x2 = bicect(-1, 0);

Console.WriteLine("Метод бісекцій");

Console.WriteLine("x1={0},x2= {1}", x1, x2);

Console.ReadKey();

}

}

}

В цій програмі є два методи: static double f(double x), в якому визначається рівняння, і метод static double bicect(double left, double right). Для обчислення ступеня в методі **f** використовується метод Math.Pow( ).

Другий метод static double bicect(double left, double right) реалізує ітераційний процес. В методі Main два рази викликається метод бісекцій для знаходження коренів на вказаних відрізках. Результат виводиться на консоль.

#### 5. Лінійний пошук в масиві

**Лінійний, послідовний пошук** — алгоритм знаходження заданого значення довільної функції на деякому відрізку.

**Формальний запис алгоритму:**

1. Визначити елемент ***key***, який шукаємо***;***

2. Встановити границі області пошуку L, R для масиву A [a];

3. Якщо аi == key – елемент знайдено;

4. Інакше – переходимо до наступного елементу.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace Search

{

class Program

{

static void Main(string[] args)

{

int i, n, key, nom;

bool x = false;

Console.WriteLine("Розмір масиву");

n = int.Parse(Console.ReadLine());

int[] mas = new int[n]; //визначення масиву

Console.WriteLine("Шуканий елемент");

key = int.Parse(Console.ReadLine());

// Random - клас для генерації випадкових чисел

Random aRand = new Random();

for (i = 0; i < n; i++)

{

//формування масиву, заповнення його випадковими числами

mas[i] = aRand.Next(n);

Console.Write(mas[i] + " ");

}

for (i = 0; i < n; i++)

{ //якщо цей елемент дорівнює шуканому

if (mas[i] == key) //то x призначаємо true

{ x = true; nom = i; break; } //і виходимо з циклу

}

if (x == true)

Console.WriteLine("Елемент знайдено");

else Console.WriteLine("\nЕлемент не знайдено");

Console.ReadKey();

}

}

}

#### 6. Двійковий (бінарний) пошук

**Двійковий (бінарний) пошук** (також відомий як метод ділення навпіл і дихотомія) — класичний алгоритм пошуку елемента у відсортованому масиві.

**Формальний запис алгоритму:**

Масив ділитися на дві рівні частини, шляхом визначення першого (a), останнього (b) і середнього (c) елементів;

Середній елемент порівнюється з шуканим (s):

якщо **s < c,** останньому елементу призначається значення середнього, тим самим ділянка пошуку зменшується удвічі: b = c;

якщо **s > c,** першому елементу призначається значення середнього, і ділянка пошуку зменшується удвічі: a = c;

якщо **s = c,** елемент знайдений, і робота алгоритму завершується**.**

Якщо для перевірки не залишилося жодного елементу, алгоритм завершується, інакше виконується перехід до пункту 2.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace BinarySearch

{

class Program

{

static void Main(string[] args)

{

int i, n, key, begin, end, c;

bool x = false;

Console.WriteLine("Розмір масиву");

n = int.Parse(Console.ReadLine());

int[] mas = new int[n]; //визначення масиву

Console.WriteLine("Шуканий елемент");

key = int.Parse(Console.ReadLine());

for (i = 0; i < n; i++)

{

//формування масиву, заповнення його числами кратними n (10,20,....)

mas[i] = n \* i;

Console.Write(mas[i] + " ");

}

begin = 0; end = n; //ліва і права границі масиву

while (begin < end)

{

// власне реалізація алгоритму

c = begin + (end - begin) / 2;

if (key < mas[c]) end = c;

else if (key > mas[c]) begin = c + 1;

else { x = true; break; }

}

if (x == true)

Console.WriteLine("Елемент знайдено");

else Console.WriteLine("\n Елемент не знайдено");

Console.ReadKey();

}

}

}

### Варіанти завдань для лабораторної роботи № 2

Завдання передбачає створення трьох класів з описом полів та реалізацією 8 **нестатичних методів різних класів**. Завдання 1 – 4 кожного варіанта передбачають роботу з одновимірними масивами (векторами), завдання 5, 6 кожного варіанта передбачають опрацювання матриць, завдання 7, 8 кожного варіанта реалізують операції введення та виведення обчислених результатів на консоль. Кожний клас потрібно описати в окремому файлі.

Відповідно до **SOLID принципу єдиної відповідальності** в об’єктно-орієнтованому проєктуванні клас не може мати методи, які не відповідають **одній області функціональності об’єкту цього класу**. Це означає, що класи вектор і матриця не повинні мати методи введення значень з консолі, або виведення їх на консоль. Потрібен інший клас, названий тут сервісним класом.

Взаємодія класів подана на рис. 1, де зв’язок між класами поданий **направленою асоціацією.**

// File: Vector.cs

// Author: sigma

// Purpose: Definition of Class Vector

using System;

public class Vector

{

public Service service;

}
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Рисунок 1 – Направлена асоціація класів. Рисунок 2 – Код, що описує асоціацію класів.

Направлена асоціація кодується мовою C# включенням асоційованого (залежного) об’єкту в клас незалежного об’єкту (рис. 2).

Ненаправлена асоціація класів подана на рис. 3.
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Рисунок 3. - Ненаправлена асоціація класів

При ненаправленій асоціації класів асоційовані об’єкти в інші класи, з якими вони асоціюються, не включаються. Об’єкти рівноправні і незалежні.

Забороняється використовувати властивості, методи та інтерфейси класів просторів імен [**System.Collections**](https://learn.microsoft.com/ru-ru/dotnet/api/system.collections?view=net-8.0)**,** **System.Collections.Generic, System.Collections.ObjectModel, універсальні шаблони**, а також клас **Array**, який не належить простору імен [**System.Collections**](https://learn.microsoft.com/ru-ru/dotnet/api/system.collections?view=net-8.0)**.**

|  |  |
| --- | --- |
| **№ варіанту** | **Зміст завдання** |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор слід реалізувати такі методи:**   1. Згенерувати елементи одновимірного масиву, задавши їх кількість з консолі. 2. Відсортувати згенерований масив за спаданням значень його елементів алгоритмом швидкого сортування. Заборонено використовувати метод QuickSort() класу Array. 3. У згенерованому масиві знайти прості числа із заданого з консолі діапазону, використовуючи алгоритм Ератосфена 4. Знайти значення елемента, заданого з консолі, застосувавши нерекурсивний метод бінарного пошуку. У разі його відсутності в масиві вивести відповідне повідомлення. Використання методу BinarySearch() класу Array не дозволено.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність з консолі. 2. Визначити суму елементів заданого з консолі номеру рядка матриці та суму елементів заданого з консолі номеру стовпчика матриці.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, знайдені в масиві прості числа, шукане значення елемента масиву та його індекс в результаті бінарного пошуку. 2. Вивести на консоль елементи матриці, згенеровані в класі **Матриця**, номери рядка та стовпчика матриці, в яких обчислювалися суми елементів та значення сум. |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та інші в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати елементи одновимірного масиву, задавши їх кількість з консолі. 2. Відсортувати згенерований масив за спаданням значень його елементів алгоритмом Шелла. 3. У згенерованому масиві обчислити суму його елементів, середнє арифметичне, max елемент масиву та його індекс, використовуючи методи класу **Math**. 4. Визначити кількість повторень елемента масиву, що введений з консолі, застосувавши метод лінійного пошуку.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати матрицю, i–й рядок якої визначає номер співробітника, j-й стовпчик якої визначає номер місяця року. Кількість співробітників задати з консолі. Значення на перетині i-го рядка та j-го стовпця визначає зарплату i-го співробітника у j-му місяці. 2. У згенерованій матриці визначити загальний бюджет зарплати за рік, загальну і середню зарплату за місяць, номер якого ввести з консолі.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, обчислені в масиві суму його елементів, середнє арифметичне, max елемент масиву та його індекс, кількість повторень заданого елемента. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальний бюджет зарплати за рік, загальну і середню зарплату за вказаний з консолі місяць |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та інші в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати елементи одновимірного масиву, задавши їх кількість з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів алгоритмом вибору. 3. У згенерованому масиві визначити кількість парних елементів і елементів з парними індексами, застосувавши алгоритм лінійного пошуку. 4. Визначити кількість і значення елементів масиву, що кратні заданому з консолі числу, застосувавши рекурсивний метод бінарного пошуку. У разі їх відсутності вивести відповідне повідомлення. Використання методу BinarySearch() класу Array не дозволено.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень з консолі. Елемент на перетині i-го рядка та j-го стовпчика матриці означає прибуток за j-й місяць від i-го проєкту, який виконується в компанії. 2. Визначити загальний прибуток від кожного проєкту, загальний дохід компанії від усіх проєктів за всі місяці, індекс проєкту з найбільшим прибутком.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, обчислені в масиві кількість парних елементів і елементів з парними індексами, кількість і значення елементів масиву, що кратні заданому з консолі числу. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальний прибуток від кожного проєкту, загальний дохід компанії від усіх проєктів за всі місяці, індекс проєкту з найбільшим прибутком. |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи Parse(), TryParse() вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати додатні та від’ємні значення елементів одновимірного масиву, задавши їх кількість з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів алгоритмом включення. 3. У згенерованому масиві визначити прості числа серед додатних елементів масиву, використовуючи алгоритм Ератосфена. 4. Знайти найбільший серед від’ємних та найменший серед додатних елементів масиву та їх індекси, застосувавши алгоритм лінійного пошуку.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень з консолі. Елемент на перетині i-го рядка та j-го стовпчика матриці означає прибуток за j-й місяць від продажу i-го товару в магазині. 2. У згенерованій матриці визначити загальний прибуток від кожного товару, загальний прибуток магазину від продажу всіх товарів за всі місяці, індекс товару, який приносить найбільший прибуток.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, знайдені прості числа серед додатних елементів масиву, найбільший серед від’ємних та найменший серед додатних елементів масиву та їх індекси. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальний прибуток магазину від кожного товару, загальний прибуток магазину від продажу всіх товарів за всі місяці, індекс товару, який приносить найбільший прибуток. |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи Parse(), TryParse() вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву. .  **У класі Вектор реалізувати такі методи:**   1. Згенерувати додатні та від’ємні значення елементів одновимірного масиву, задавши їх кількість з консолі. 2. Відсортувати згенерований масив за зростанням значень його додатних елементів алгоритмом бульбашкового сортування. 3. Переставити елементи згенерованого масиву в порядку чергування від’ємних, додатних, нульових елементів. 4. Визначити кількість і значення елементів згенерованого масиву, що належать заданому з консолі діапазону, застосувавши метод рекурсивного бінарного пошуку. Використання методу BinarySearch() класу Array не дозволено.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі, включаючи нульове значення. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість вакцинованих людей проти Covid-19 в *i*-й країні в *j*-му місяці. Якщо значення дорівнює нулю, це означає, що в *i*-й країні в *j*-му місяці людей не вакцинували. 2. У згенерованій матриці визначити загальну кількість людей, що вакциновані в усіх країнах за весь період, країну, в якій найменша кількість вакцинованих за весь період, місяць з найбільшою кількістю вакцинованих.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, масив після переставлення елементів, результати бінарного пошуку. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальну кількість людей, що вакциновані в усіх країнах за весь період, країну, в якій найменша кількість вакцинованих за весь період, місяць з найбільшою кількістю вакцинованих. |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи Parse(), TryParse() вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати натуральні значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів алгоритмом швидкого сортування. Заборонено використовувати метод QuickSort() класу Array. 3. Визначити, чи елементи згенерованого масиву з парними індексами є простими числами. Для визначення простих чисел використати алгоритм Ератосфена, 4. У згенерованому масиві переставити елементи так, щоб спочатку розташовувались числа, які діляться на 2, але не діляться на 3, потім числа, що діляться на 2 та на 3, потім числа, що діляться тільки на 3, потім всі інші.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елеменет на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість студентів, що проходять практику в *j*-му місяці в *i*-й компанії. 2. У згенерованій матриці визначити загальну кількість студентів, що проходили практику в усіх компаніях в заданому з консолі місяці, кількість компаній, в яких проходили практику задана з консолі кількість студентів, компанію, в якій практикувалась найбільша кількість студентів.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, елементи згенерованого масиву з парними індексами, які є простими числами, або повідомлення про їх відсутність, масив після переставлення елементів. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальну кількість студентів, що проходили практику в усіх компаніях в заданому з консолі місяці, кількість компаній, в яких проходили практику задана з консолі кількість студентів, компанію, в якій практикувалась найбільша кількість студентів. |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи Parse(), TryParse() вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву  **У класі Вектор реалізувати такі методи:**   1. Згенерувати цілочислові значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів алгоритмом вставки. 3. Знайти елементи згенерованого масиву, що є квадратами цілих чисел, застосувавши алгоритм лінійного пошуку. 4. У згенерованому масиві знайти середнє арифметичне елементів з парними індексами.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі, включаючи нульові значення. Елеменет на перетині *i*-го рядка та *j*-го стовпчика матриці означає *i*-ту дисципліну та *j*-ту компетентність, які вони формують, і містить значення 0 або 1. На перетині *i*-го рядка та *j*-го стовпчика матриці записаний 0, якщо дисципліна не забезпечує формування компетентності студента, 1 – якщо між дисципліною і компетентністю є зв’язок. 2. У згенероаній матриці визначити, кількість дисциплін, які не забезпечують формування жодної компетентності студентів, дисципліни, які формують найбільшу кількість компетентностей, компетентності, які не забезпечені дисциплінами.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, елементи згенерованого масиву, що є квадратами цілих чисел та їх індекси, середнє арифметичне елементів з парними індексами. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, кількість дисциплін, які не забезпечують формування жодної компетентності студентів, дисципліни, які формують найбільшу кількість компетентностей, компетентності, які не забезпечені дисциплінами. |
|  |  |
|  | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи Parse(), TryParse() вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву  **У класі Вектор реалізувати такі методи:**   1. Згенерувати додатні та від’ємні значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів алгоритмом Шелла. 3. Знайти в згенерованому і відсортованому масиві елементи та їх індекси, які є пірамідальними числами, тобто складають послідовність чисел 1, 4, 10, 35,…, застосувавши алгоритм лінійного пошуку. Формула для обчислення *n*-го пірамідального числа: 4. У згенерованому масиві визначити усі входження в масив заданого з консолі елемента, застосувавши метод нерекурсивного бінарного пошуку. Використання методу BinarySearch() класу Array не дозволено.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. На перетині *i*-го рядка та *j*-го стовпчика матриці записана кількість кредитів, що має *i*-та дисципліна в *j*-му навчальному році. Якщо значення елемента матриці дорівнює нулю, це означає, що i-та дисципліна не вивчається в *j*-му навчальному році. 2. У згенеровній матриці визначити загальну кількість кредитів по всіх дисциплінах за всі навчальні роки, дисципліну та навчальний рік, в якому є дисципліна з найбільшою кількістю кредитів, середню кількість кредитів в кожному навчальному році.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, елементи згенерованого масиву, що є пірамідальними числами, усі індекси шуканого елемента. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальну кількість кредитів по всіх дисциплінах за всі навчальні роки, дисципліну та навчальний рік, в якому є дисципліна з найбільшою кількістю кредитів, середню кількість кредитів в кожному навчальному році. |
| **9.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи Parse(), TryParse() вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів бульбашковим алгоритмом. 3. У згенерованому масиві елементи, що розташовані між мінімальним та максимальним елементами, зписати в інвертованому порядку. 4. У згенерованому масиві визначити елементи, які є числами Фібоначчі. Кожне число Фібоначчі, починаючи з третього, є сумою двох попередніх. Перші два значення послідовності Фібоначчі дорівнюють 1, тобто числа Фібоначчі мають значення 1, 1, 2, 3, 5, 8, 13….   **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. На перетині *i*-го рядка та *j*-го стовпчика матриці записана кількість студентів, які обрані до складу студради *i*-го факультету в *j*-му навчальному році. 2. У згенерованій матриці визначити факультет і навчальний рік, в якому кількість студентів в студраді є найбільшою, сумарну кількість студентів в студраді за всі роки навчання на заданому з консолі факультеті, навчальний рік, в якому сумарна кількість студентів в студрадах усіх факультетів найменша.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, елементи згенерованого масиву, що записані в інвертованому порядку, індекси елементів згенерованого масиву, які є числами Фібоначчі. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, факультет і навчальний рік, в якому кількість студентів в студраді є найбільшою, сумарну кількість студентів в студраді за всі роки навчання на заданому з консолі факультеті, навчальний рік, в якому сумарна кількість студентів в студрадах усіх факультетів найменша. |
| **10.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи Parse(), TryParse() вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати додатні та від’ємні значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів найбільш ефективним для невеликих масивів алгоритмом. 3. Знайти в згенерованому і відсортованому масиві елементи та їх індекси, які є семикутними числами, застосувавши алгоритм лінійного пошуку. Семикутні числа складають послідовність (1, 7, 18, 34,…). Формула для обчислення *n*-го семикутного числа: 4. У згенерованому масиві визначити суму парних елементіви, які мають непарні індекси.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість заяв абітурієнтів, які подали їх до вступу на *i*-й факультет та *j*-ту спеціальність. 2. У згенерованій матриці визначити загальну кількість заяв абітурієнтів по всіх факультетах, факультет з максимальною кількістю заяв абітурієнтів, кількість заяв на задану з консолі спеціальність   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, елементи згенерованого масиву, що є семикутними числами, суму парних елементів, які мають непарні індекси. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальну кількість заяв абітурієнтів по всіх факультетах, факультет з максимальною кількістю заяв абітурієнтів, кількість заяв на задану з консолі спеціальність. |
| **11.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати додатні та від’ємні значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів алгоритмом вставки. 3. Переставити елементи згенерованого масиву так, щоб спочатку розташовувались парні числа, потім непарні, потім нульові. 4. У згенерованому масиві визначити кількість входжень кожного елемента.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість БПЛА, які поставлені в *i*-му місяці *j*-тій бригаді ЗСУ. 2. У згенерованій матриці визначити загальну кількість БПЛА за всі місяці всім бригадам ЗСУ, бригаду з максимальною кількістю БПЛА, кількість БПЛА за всі місяці заданій з консолі бригаді.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, масив після переставлення елементів, кількість входжень кожного елемента в масиві. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, загальну кількість БПЛА за всі місяці всім бригадам ЗСУ, бригаду з максимальною кількістю БПЛА, кількість БПЛА за всі місяці заданій з консолі бригаді. |
| **12.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом змішування (Cocktail sort) <https://uk.wikipedia.org/wiki/%D0%A1%D0%BE%D1%80%D1%82%D1%83%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F_%D0%B7%D0%BC%D1%96%D1%88%D1%83%D0%B2%D0%B0%D0%BD%D0%BD%D1%8F%D0%BC>) . 3. Знайти в згенерованому масиві два сусідні елементи, сума яких мінімальна. 4. У згенерованому масиві поміняти місцями елемент из парними і непарними індексами.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає оцінку *i*-го студента по *j*-й дисципліні. 2. Визначити студентів, які за підсумками успішності за всіма дисциплінами підпадають під відрахування, рейтинг кожного студента як середнє арифметичне по всіх дисциплінах, дисципліну, середній бал якої найбільший.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, два сусідні елементи, сума яких мінімальна, масив після перестановки елементів. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, студентів, які за підсумками успішності за всіма дисциплінами підпадають під відрахування, рейтинг кожного студента, дисципліну, середній бал якої найбільший. |
| **13.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення елементів одновимірного масиву, задавши їх парну кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом вставки (Insertion Sort) 3. Для кожних двох сусідніх елементів згенерованого масиву обчислити найменший спільний дільник за алгоритмом Евкліда. 4. У згенерованому масиві здійснити пошук елемента та його індекса за алгоритмом бінарного пошуку. Значення шуканого елемента ввести з консолі. Заборонено використовувати метод BinarySearch() з класу Array   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість підручників, які *i*-й студент прочитав по *j*-й дисципліні. 2. Визначити студентів, які прочитали найбільшу кількість підручників за всіма дисциплінами, дисципліну, по якій рекомендована найменша кількість підручників, сумарну кількість підручників, які прочитали всі студенти по всіх дисциплінах   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, масив найменших спільних дільників, результат пошук елемента та його індекс. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, шуканих студентів, дисципліну та кількість підручників згідно з умовою п.6 |
| **14.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом сортування вибором (Selection Sort). 3. У згенерованому та відсортованому масиві видалити елементи, які менші за значення, що введене з консолі. Використати алгоритм зсуву масиву вліво. 4. У згенерованому за п.1 масиві визначити пари сусідніх елементів одного знаку та кількість таких пар.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість лабораторних робіт, виконаних *i*-м студент з *j*-ї дисципліни. 2. Визначити студентів, які виконали найбільшу кількість лабораторних робіт за всіма дисциплінами, дисципліну, по якій усі студенти виконали найменшу кількість робіт, студентів, які хоча б з однієї дисципліни не виконали жодної (в матриці записаний 0) лабораторної роботи.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, масив після видалення елементів, пари елементів одного знаку. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, студентів, які виконали найбільшу кількість лабораторних робіт за всіма дисциплінами, дисципліну, по якій усі студенти виконали найменшу кількість робіт, студентів, які хоча б з одної дисциплінами не виконали жодної лабораторної роботи |
| **15.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом випадкового сортування (Bogosort). 3. У згенерованому та відсортованому масиві здійснити пошук елементів, сусіди яких відрізняються на задане з консолі число. 4. У згенерованому за п.1 масиві видалити усі елементи, що повторюються, використовуючи алгоритм зсуву масиву вліво.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість пропущених занять *i*-м студентом з *j*-ї дисципліни. 2. Визначити студентів, які пропустили найбільшу кількість занять за всіма дисциплінами, дисципліну, по якій пропущена всіма студентами найменша кількість занять, середнє значення пропусків всіма студентами занять з усіх дисциплін.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, шукані елементи та їх індекси, масив після видалення елементів. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, студентів, які пропустили найбільшу кількість занять за всіма дисциплінами, дисципліну, по якій пропущена всіма студентами найменша кількість занять, середнє значення пропусків всіма студентами занять з усіх дисциплін. |
| **16.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом Шелла. 3. У згенерованому та відсортованому масиві здійснити пошук елементів та їх індексів, які є числами Мерсенна () або Ферма (), застосувавши алгоритм лінійного пошуку. 4. У згенерованому за п.1 масиві переставити елементи так, щоб спочатку йшли числа Фібоначчі, потім числа Мерсенна, потім числа Ферма, потім решта.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість резюме, посланих *i*-им студентом для працевлаштування в *j*-ту компанію. 2. Визначити студентів, які послали резюме у всі компанії; компанію, в яку послали найменшу кількість резюме; студента, який не послав резюме в жодну компанію.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, шукані елементи та їх індекси, масив після переставлення елементів. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, студентів, які послали резюме у всі компанії; компанію, в яку послали найменшу кількість резюме; студента, який не послав резюме в жодну компанію. |
| **17.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення додатних і від’ємних елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом випадкового сортування (англ. Bogosort). 3. У згенерованому та відсортовному масиві переставити елементи так, щоб спочатку йшли парні елементи, якщо їх індекси у вхідному масиві парні, потім непарні елементи, якщо їх індекси у вхідному масиві непарні, потім елементи з нульовим значенням, потім решта. Якщо елементи вхідногор масиву парні, а їх індекси непарні, такі елементи у вихідному масиві віднести до решти. 4. У згенерованому за п.1 масиві обчислити суму додатних елементів з парними індексами.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає температуру повітря в *i*-ий день *j*-го місяця. 2. Визначити місяці, середня температура в яких була вище за задану з консолі; день, в якому температура була найнижча по всіх місяцях; середню температура взимку.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, масив після переставлення елементів, суму додатних елементів з парними індексами. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, місяці, середня температура в яких була вище за задану з консолі; день, в якому температура була найнижча по всіх місяцях; середню температура взимку. |
| **18.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення додатних і від’ємних елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом сортування змішуванням (cocktail sort, shaker sort). 3. У згенерованому та відсортовному масиві переставити елементи так, щоб додатні та від’ємні числа чергувалися. 4. У згенерованому за п.1 масиві обчислити медіану елементів. Медіаною набору різних чисел називається таке число *m*, що кількість чисел, більших за *m*, дорівнює кількості чисел, менших за *m*.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість ворожих атак, які відбили ЗСУ в *i*-ий день *j*-го місяця. 2. Визначити місяці, середня кількість ворожих атак в яких була вище за задану з консолі; день, в якому кількість ворожих атак була найнижча по всіх місяцях; загальну кількість ворожих атак за всі місяці.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, масив після переставлення елементів, медіану масиву. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, місяці, середня кількість ворожих атак в яких була вище за задану з консолі; день, в якому кількість ворожих атак була найнижча по всіх місяцях; загальну кількість ворожих атак за всі місяці. |
| **19.** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення додатних і від’ємних елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за алгоритмом Шелла 3. У згенерованому та відсортовному масиві здійснити пошук заданого з консолі елемента та його індекса. Заборонено використовувати метод **Array.BinarySearch()** 4. У згенерованому за п.1 масиві обчислити моду елементів. Модою набору чисел називається такий елемент, який зустрічається в масиві найчастіше.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість повітряних тривог в *i*-ий день *j*-го місяця. 2. Визначити місяці, середня кількість тривог в яких була вище за задану з консолі; день, в якому кількість тривог була найнижча по всіх місяцях; день, коли тривоги відсутні.   **У класі Сервіс реалізувати такі методи:**   1. Вивести команди меню на консоль з викликами методів класів **Вектор та Матриця.** 2. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, шуканий елемент та його індекс, моду масиву. 3. Вивести на консоль матрицю, згенеровану в класі **Матриця**, місяці, середня кількість тривог в яких була вище за задану з консолі; день, в якому кількість тривог була найнижча по всіх місяцях; день, коли тривоги відсутні. |
| **20** | Створити консольний проєкт мовою C#. Додати до створеного проєкту C# два створених власноруч класи: **клас Вектор** та **клас Матриця**. Кожний клас створити в окремому файлі (меню Visual Studion “Проєкт”, команда “Додати клас”). В класах **Вектор** і **Матриця** реалізувати задані в завданні методи. Згідно з SOLID принципом єдиної відповідальності для реалізації методів введення та виведення даних створіть окремий клас **Сервіс**. Зв’язок між класами - ненаправлена асоціація. Використовувати методи класів **Console**, **Convert** та методи **Parse(), TryParse()** вбудованих типів в процесі введення та виведення даних в класах **Вектор** і **Матриця неприпустимо через порушення SOLID принципу єдиної відповідальності**. Для створення елементів масиву і матриці використати методи класу **Random**. Для виконання математичних обчислень використати клас **Math.**  **Клас Вектор має такі поля:** кількість елементів масиву, значення елементів масиву.  **У класі Вектор реалізувати такі методи:**   1. Згенерувати значення елементів одновимірного масиву, задавши їх кількість та діапазон значень з консолі. 2. Відсортувати згенерований масив за зростанням значень його елементів за рекурсивним алгоритмом швидкого сортування. Забороняється використовувати метод Array.QuickSort(). 3. У згенерованому та відсортовному масиві здійснити циклічний зсув елементів на *n* елементів вправо або вліво. Значення *n* ввести з консолі. 4. У згенерованому за п.1 масиві обчислити амплітуду елементів. Амплітудою масиву називається різниця між максимальним та мінімальним значеннями елементів масиву.   **Клас Матриця має такі поля:** вимірність матриці (кількість рядків і стовпців), значення елементів матриці.  **У класі Матриця реалізувати такі методи:**   1. Згенерувати елементи матриці, задавши її вимірність та діапазон значень елементів з консолі. Елемент на перетині *i*-го рядка та *j*-го стовпчика матриці означає кількість навчальних занять по *i*-ій дисципліні в *j*-ий місяць. 2. Визначити місяці, середня кількість занять в яких була вище за задану з консолі; дисципліну, яка має найменшу кількість занять за всі місяці; дисципліну, яка не має в заданий місяць занять.   **У класі Сервіс реалізувати такі методи:**   1. Вивести на консоль згенерований в класі **Вектор** масив, масив після сортування, масив після переставлення елементів, амплітуду масиву. 2. Вивести на консоль матрицю, згенеровану в класі **Матриця**, місяці, середня кількість занять в яких була вище за задану з консолі; дисципліну, яка має найменшу кількість занять за всі місяці; дисципліну, яка не має в заданий місяць занять |

### Контрольні запитання

1. Дайте поняття класу та об’єкту
2. Яка структура класу?
3. Дайте означення масиву
4. Охарактеризуйте одновимірні масиви.
5. Охарактеризуйте багатовимірні масиви.
6. Які різновиди масивів існують в C#?
7. Як викликати відкритий метод класу через посилання на об’єкт?
8. Передача масивів в якості аргументів.
9. Передача масивів за допомогою параметрів *ref* та *out*.

### Література

* + - 1. О.С. Бичков, Є.В. Іванов Об’єктно-орієнтоване програмування мовою C#. КНУ ім. Тараса Шевченка

1. C# - творчість програмування. Том 1. Об’єктно-орієнтоване програмування: підручник// Під ред. Бичкова О.С. Волин. Обереги, 2024. – 292 с.
2. The C# Coding Standard. Access mode: <https://github.com/hassanhabib/CSharpCodingStandard>
3. C# Coding Standards and Best Practices. Access mode: <https://www.dofactory.com/csharp-coding-standards>
4. Коноваленко І. В. Платформа .NET та мова програмування C# 8.0: навчальний посібник / Коноваленко І. В., Марущак П. О. – Тернопіль: ФОП Паляниця В. А., 2020 – 320 с. Режим доступу: <https://elartu.tntu.edu.ua/bitstream/lib/32825/1/Konovalenko%20I.%20.NET-C%23.pdf>

# Розділ 2. Об’єктно-орієнтоване проєктування та програмування. SOLID принципи проєктування. Принципи інкапсуляції, успадкування та поліморфізму ООП

## Лабораторна робота № 3. Конструктори та аксесори класів, вкладені та часткові класи, використання текстових файлів в C#

### Рейтинг лабораторної роботи №3

|  |  |  |  |
| --- | --- | --- | --- |
| *№ п.п* | *Вид діяльності студента* | *Рейтинговий бал* | *Deadline* |
| 1 | Написання коду з 9 завдань | 0,5\*9 = 4,5 | 21 Березня |
| 2 | Захист роботи | 0,5 |
| 3 | Звіт з роботи | 0,5 |  |
| Разом за роботу | | 5,5 |  |

### Мета роботи

1. Навчитися створювати власні класи, використовуючи атрибути та методи класів, включаючи:
   1. Конструктори класів
   2. Властивості (аксесори) класів
   3. Вкладення класів
   4. Часткові класи і методи
   5. Статичні класи
   6. Текстові файли
2. Навчитися реалізовувати доступ до відкритих методів та закритих атрибутів класів.

### Методичні рекомендації до виконання лабораторної роботи

1. Прочитайте лекцію та матеріал в підручнику.
2. Прочитайте методичні вказівки до лабораторної роботи та виконайте наведені в ній приклади (вони всі працездатні).
3. При вивченні теми лекції і виконанні завдань зверніть увагу на особливості створення конструкторів класу в C#:
   * 1. конструктор не повертає значення;
     2. конструктор може бути з параметрами і без параметрів;
     3. в класі можуть бути визначені декілька конструкторів з різними списками параметрів;
     4. якщо конструктор відсутній, він створюється автоматично (конструктор за замовчуванням). Такий конструктор не має параметрів;
     5. якщо в класі визначений хоча б один конструктор, конструктор за замовчуванням автоматично системою не додається.
4. Також зверніть увагу, що для доступу до закритих полів в C# призначені спеціальні методи-властивості *get* i *set*. Якщо відсутня частина set, властивість доступна лише для читання (*read*-*only*), якщо відсутня частина get, властивість доступна лише для запису (*write-only*).
5. Для поглибленого вивчення цього матеріалу прочитайте розділи книги [1].

### Порядок виконання роботи

1. Створити директорію Lab3, в якій будуть розміщуватися проекти цієї лабораторної роботи.

2. Виконати завдання свого варіанту у вигляді окремих консольних проектів в одному рішенні

3. Можлива реалізація у вигляді одного консольного проекту з окремими файлами для кожного з класів з використанням меню для демонстрації роботи кожного завдання варіанту.

4. Для кожного класу передбачити окремий файл.

### Приклади виконання завдань

#### 1. Програма розрахунку рейтингу студента. Клас Student

##### Варіант 1. Конструктор з параметрами та створення об’єкту класу

Розглянемо клас *Student*, який містить відкриті поля і конструктор з параметри для їх ініціалізації. Клас містить один відкритий метод *public void StudentRating(int R)*, який виводить відповідний текст, в залежності від рейтингу студента. В методі *Main()* виконується тестування класу.

Зверніть увагу, що опис класу розміщується в просторі імен, а не класі *Program*. Опис класу рекомендується розмістити в окремому файлі – модулі класу.

using System; //файл Student.cs

namespace ex1lab3

{

/// <summary>

/// клас студент з атрибутами та методами

/// </summary>

class Student

{

public string Name; //ім'я

public int Age; // вік

public string Role; // роль

public string Faculty; //факультет

public string Group; //група

public int Course; //курс

public int Rating; //рейтинг

/// <summary>

/// конструктор з параметрами для ініціалізації полів класу

/// </summary>

/// <param name="N">ім'я студента</param>

/// <param name="A">вік</param>

/// <param name="R">роль</param>

/// <param name="F">факультет</param>

/// <param name="G">група</param>

/// <param name="C">курс</param>

public Student(string name, int age, string role, string fac, string gr, int course )

{

Name = name;

Age = age;

Role = role;

Faculty = fac;

Group = gr;

Course = course ;

}

/// <summary>

/// виведення рекомендацій студенту відповідно до його рейтингу

/// </summary>

/// <param name="R">рейтинг студента</param>

public void StudentRating(int rank)

{

Rating = rank;

if (Rating >= 80)

Console.WriteLine("Привiт вiдмiнникам");

else

if (Rating <= 30)

Console.WriteLine("Треба вчитися краще!");

else

Console.WriteLine("Можна вчитися ще краще!");

}

}

}

//======= файл Program.cs містить точку входу в програму Main()=======

using System;

namespace ex1lab3

{

class Program

{

static void Main(string[] args)

{

//дані рейтингу

./ініціалізація полів класу виконується в конструкторі з параметрами

Student newStudent = new Student("Бака", 20, "студент", "КННІ", "K-01", 3);

Console.WriteLine("Хто ви?");

Console.WriteLine("Прiзвище = " + newStudent.Name);

Console.WriteLine("Вiк= " + newStudent.Age);

Console.WriteLine("Роль= " + newStudent.Role);

Console.WriteLine("Факультет = " + newStudent.Facultet);

Console.WriteLine("група= " + newStudent.Group);

Console.WriteLine("курс= " + newStudent.Course);

Console.WriteLine("Вкажiть Ваш рейтинг?");

string r = Console.ReadLine();

newStudent.Rating = int.Parse(r);

newStudent.StudentRating(newStudent.Rating);

Console.ReadLine();

}

}

}

![](data:image/png;base64,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)

Рисунок 1 – Результат роботи програми 1

Змінимо клас, зробимо поля *Name* i *Age* закритими, а доступ до них реалізуємо через властивості *get* і *set*.

##### Варіант 2. Використання властивостей *get* і *set* замість присвоєння в конструкторі

using System; //файл Student.cs для класу Student

using System.Collections.Generic;

using System.Text;

namespace ex2Lab3

{

class Student

{

//закриті поля класу

private string name;

private int age;

//відкриті поля класу

public string Role; // роль

public string Faculty;

public string Group;

public int Course;

public int Rating;

/// <summary>

/// конструктор класу з параметрами

/// </summary>

/// <param name="F">факультет</param>

/// <param name="G">група</param>

/// <param name="C">курс</param>

/// <param name="R">роль</param>

public Student(string fac, string gr, int course, string role)

{

//конструктор з параметрами

Role = role;

Faculty = fac;

Group = gr;

Course = course;

}

/// <summary>

/// властивість для доступу до закритого поля Name через get і set для полів класу

/// </summary>

public string Name

{

get

{ return Name; }

set

{ Name = value;}

}

/// <summary>

/// властивість для доступу до закритого поля Age через get і set для полів класу

/// </summary>

public int Age

{

get

{ return age; }

set

{ age = value; }

}

/// <summary>

/// виведення повідомлень в залежності від значення рейтингу

/// </summary>

/// <param name="Rat">рейтинг студента</param>

public void StudentRating(int rat)

{

Rating = rat;

if (Rating >= 80)

Console.WriteLine("Привіт відмінникам");

else

if (Rating <= 30)

Console.WriteLine("Треба вчитися краще!");

else

Console.WriteLine("Можна вчитися ще краще!");

}

}

}

//файл Program.cs для класу Program

using System;

namespace ex2Lab3

{

class Program

{

static void Main(string[] args)

{

//дані рейтингу

//ініціалізація полів класу виконується в конструкторі з параметрами

Student newStudent = new Student("КННІ", "K-01", 3,"Студент");

Console.WriteLine("Хто ви?");

//використовуємо властивість

newStudent.Name = Console.ReadLine();

Console.WriteLine("Скiльки вам років?");

//використовуємо властивість

newStudent.Age = int.Parse(Console.ReadLine());

Console.WriteLine("Прiзвище = " + newStudent.name);

Console.WriteLine("Вiк= " + newStudent.age);

Console.WriteLine("Роль= " + newStudent.Role);

Console.WriteLine("Факультет = " + newStudent.Faculty);

Console.WriteLine("група= " + newStudent.Group);

Console.WriteLine("курс= " + newStudent.Course);

Console.WriteLine("Ваш рейтинг?");

string r = Console.ReadLine();

// привсоєння значення відкритому полю класу

newStudent.Rating = int.Parse(r);

newStudent.StudentRating(newStudent.Rating);

Console.ReadLine();

}

}

}

#### 2. Програма автоматизованого обліку банківських відомостей

Програма є автоматизованою системою обліку банківських відомостей. На кожного клієнта банку зберігаються наступні відомості:

* прізвище, ім’я, по-батькові;
* дата народження;
* паспортні дані;
* ідентифікаційний код;
* місце роботи (навчання);
* номери рахунків.

Для кожного клієнта визначимо операції:

* додати нового клієнта;
* видалити клієнта;
* змінити реквізити клієнта.

На кожному рахунку зберігається інформація про поточний баланс. З кожним рахунком можна виконувати наступні дії:

* відкриття, закриття;
* внесення грошей, зняття грошей;
* перегляд балансу.

Створимо два класи:

* класс Client для опису інформації про клієнта;
* клас Account для опису банківського рахунку

##### Клас *Client*. Варіант 1 - конструктор без параметрів, властивості класу

using System;

using System.Collections.Generic;

using System.Text;

namespace ex3Lab3

{

class Client

{

//поля класу

private string name;

private DateTime birthDate;

private string passport;

private string iD;

private string job;

private string nomAccount;

/// <summary>

/// конструктор без параметрів

/// </summary>

public Client()

{

}

}

}

Область видимості полів класу відповідно до правил має бути визначена або як **закрита**, або як **захищена**. Доступ же до полів - членів класу має бути організований або за допомогою методів, або за допомогою властивостей класу. Створимо властивості класу *Client*, які забезпечують читання і запис значень закритих полів класу.

using System;

using System.Collections.Generic;

using System.Text;

namespace ex3Lab3

{

class Client

{

//поля класу

private string name;

private DateTime birthDate;

private string passport;

private string iD;

private string nomAccount;

/// <summary>

/// конструктор без параметрів

/// </summary>

public Client()

{

//поля класу слід ініціалізувати значеннями за замовчуванням

}

/// <summary>

/// властивість класу з методами get, set для закритого поля passport

/// </summary

public string Passport

{

get

{return passport; }

set

{ passport = value; }

}

/// <summary>

/// властивість класу з методами get, set для закритого поля name

/// </summary>

public string Name

{

get

{ return name; }

set

{ name = value; }

}

/// <summary>

/// ////////////////

/// </summary>

public int Age

{

get

{

int yearNumbers; //кількість років

yearNumbers = DateTime.Now.Year - BirthDate.Year;

return yearNumbers;

}

}

/// <summary>

/// методи get і set для закритого поля BirthDate

/// </summary>

public DateTime Birthdate

{

get

{ return birthDate; }

set

{

if (DateTime.Now > value)

birthDate = value;

else

throw new Exception("Введена невірна дата народження");

}

}

/// <summary>

/// властивість класу з методами get, set для закритого поля iD

/// </summary>

public string ID\_kod

{

get { return iD; }

set

{ iD = value; }

}

/// <summary>

/// властивість класу з методами get, set для закритого поля nomAccount

/// </summary>

public string Nom\_Account

{

get { return nomAccount; }

set

{ nomAccount = value; }

}

}

}

Як видно з прикладу, властивість складається з методів *set* **і** *get*. При цьому властивість повинна містити хоч би один з методів. Метод *set* дозволяє змінювати значення поля класу, *get* − отримувати значення. У метод *set* передається значення параметра за допомогою змінної *value*. Обидва методи можуть містити довільну кількість операторів, що описують алгоритм виконання дій в процесі читання або запису значення в полі класу. У даному прикладі властивості *Passport* і *Name* дозволяють просто дістати доступ до полів класу, читаючи або встановлюючи значення відповідних змінних. Властивість *Birthdate* також призначена для читання і запису значення змінної - члена класу *BirthDate*. При цьому при читанні значення (операція *get*) відбувається просто передача значення змінної *BirthDate*, при спробі ж запису нового значення в цю змінну відбувається перевірка допустимості встановленого значення змінної. В даному випадку перевірка зводиться до порівняння нового значення дати народження з поточною датою. Якщо встановлене значення дати народження більше або дорівнює поточній даті, генерується виключення, яке не дозволяє записати нове значення в змінну, - член класу.

Властивість *age* застосовується для отримання поточного віку клієнта. Вона призначена лише для читання значення із змінної, тому містить лише метод *get*. При використанні властивості *age* відбувається обчислення поточного значення віку клієнта в роках шляхом віднімання року народження від поточного значення року.

Використання властивостей аналогічно використанню змінних. У наступному прикладі створюється об'єкт *с1* класу *Client*. Потім поля цього об'єкту заповнюються значеннями з використанням властивостей. Після цього на екран виводяться значення полів, для цього також застосовуються властивості класу:

using System;

namespace ex3Lab3

{

class Program

{

static void Main(string[] args)

{

Client c1 = new Client();

c1.Name = "Вася";

c1.Passport = "9002";

c1.Birthdate = new DateTime(2003, 08, 03);

c1.ID\_kod = "123456789";

c1.Nom\_Account = "8097";

Console.WriteLine("Имя=" + c1.name);

Console.WriteLine("Паспорт=" + c1.passport);

Console.WriteLine("Возраст=" + c1.age);

Console.WriteLine("Иден.код=" + c1.ID\_kod);

Console.WriteLine("Код счета=" + c1.Nom\_Account);

Console.ReadKey();

}

}

}
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Рисунок 2 – Результат роботи програми 2

##### Клас Client. Варіант 2 - конструктор класу з параметрами

/// <summary>

/// конструктор з параметрами

/// </summary>

/// <param name="clientName">ім'я клієнта</param>

/// <param name="clientPassport">паспорт</param>

/// <param name="clientBirthDate">дата народження</param>

public Client(string clientName, string clientPassport,  
 DateTime clientBirthDate)

{

name = clientName;

passport = clientPassport;

birthdate = clientBirthDate;

}

Видно, що конструктор має три параметри. У тілі конструктора відбувається запис переданих як параметри значень у відповідні поля класу за допомогою властивостей даного класу. У випадку з датою народження це дозволяє не дублювати процедуру перевірки введеної дати, а скористатися алгоритмом, реалізованим у властивості *birthdate*.

Створимо також метод, що дозволяє змінити значення полів об'єкту класу *Client*:

/// <summary>

/// редагування полів

/// </summary>

/// <param name="clientName">ім'я клієнта</param>

/// <param name="clientPassport">паспорт</param>

/// <param name="clientBirthDate">дата народження</param>

public void EditClient(string clientName, string clientPassport,  
 DateTime clientBirthDate)

{

name = ClientName;

passport = ClientPassport;

birthdate = ClientBirthDate;

}

Як видно з прикладу, код цього методу практично повністю ідентичний конструктору з параметрами з різницею в імені, а також в типі значення, яке повертається. Звичайно, в даному випадку можна було б обійтися і використанням властивостей для зміни значень полів класу, проте, інколи буває корисно, аби такого роду зміни були реалізовані в рамках одного методу, тим більше, якщо алгоритм змін є нестандартним.

Тепер, з використанням конструктора з параметрами, можна створити і відразу ж ініціалізувати об'єкт класу *Client*:

Client c1 = new Client("Вася", "9002", new DateTime(2003, 08, 03));

Змінений код з викликом редагування полів класу:

static void Main(string[] args)

{

Client c1 = new Client("Вася", "9002", new DateTime(2003, 08, 03));

c1.ID\_kod = "123456789";

c1.Nom\_Account = "8097";

Console.WriteLine("Iм'я=" + c1.Name);

Console.WriteLine("Паспорт=" + c1.Passport);

Console.WriteLine("Вiк=" + c1.Age);

Console.WriteLine("Iден.код=" + c1.ID\_kod);

Console.WriteLine("Код рахунку=" + c1.Nom\_Account);

Console.ReadKey();

// редагування полів

c1.EditClient("Iван", "4567", new DateTime(2000, 09, 01));

//Виведення значень відредагованих полів

Console.WriteLine("Виведення значень вiдредагованих полiв");

Console.WriteLine("Iм'я=" + c1.Name);

Console.WriteLine("Паспорт=" + c1.Passport);

Console.WriteLine("Вik=" + c1.Age);

Console.ReadKey();

}
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Рисунок 3 – Результат роботи програми 2, варіант 2

##### Клас Account. Варіант 1

У першому варіанті класу *Account* активно використовуватимемо поля класу. Окрім двох основних полів *credit* і *debit*, які зберігають надходження і витрати рахунку, введемо поле *balance*, яке задає поточний стан рахунку, і два поля, пов'язані з останньою виконуваною операцією. Поле *sum* зберігатиме суму грошей поточної операції, а поле *result* – результат виконання операції. Полів в класу багато, і як наслідок, в методах класу аргументів буде небагато.

class Account

{

//закриті поля класу

int debit = 0, credit = 0, balance = 0;

int sum = 0, result = 0;

/// <summary>

/// Зарахування на рахунок з перевіркою

/// </summary>

/// <param name="sum">сума, що зараховується</param>

public void PutMoney(int sum)

{

this.sum = sum;

if (sum > 0)

{

credit += sum; balance = credit - debit; result = 1;

}

else result = -1;

Mes();

}//PutMoney

/// <summary>

/// Зняття з рахунку з перевіркою

/// </summary>

/// <param name="sum">сума, що знімається</param>

public void GetMoney(int sum)

{

this.sum = sum;

if (sum <= balance)

{

debit += sum; balance = credit - debit; result = 2;

}

else result = -2;

message();

}//getMoney

/// <summary>

/// Повідомлення про виконання операції

/// </summary>

void message()

{

switch (result)

{

case 1:

Console.WriteLine("Операція зарахування грошей пройшла успішно!");

Console.WriteLine("Cума={0},Ваш поточний баланс={1}", sum, balance);

break;

case 2:

Console.WriteLine("Операцiя зняття грошей пройшла успiшно!");

Console.WriteLine("Cума={0},Ваш поточний баланс={1}", sum, balance);

break;

case -1:

Console.WriteLine("Операцiя зарахування грошей не виконана!");

Console.WriteLine("Сума має бути бiльше за нуль!");

Console.WriteLine("Cума={0},Ваш поточний баланс={1}", sum, balance);

break;

case -2:

Console.WriteLine("Операцiя зняття грошей не виконана!");

Console.WriteLine("Сума має бути не бiльше балансу!");

Console.WriteLine("Cума={0},Ваш поточний баланс={1}", sum, balance);

break;

default:

Console.WriteLine("Невiдома операцiя!");

break;

}

Console.ReadLine();

}

}

Як можна бачити, лише у методів *getMoney***()** і *putMoney***()** є один вхідний аргумент. Це той аргумент, який потрібний по суті справи, оскільки лише клієнт може вирішити, яку суму він хоче зняти або покласти на рахунок. Інших аргументів в методів класу немає - вся інформація передається через поля класу. Зменшення числа аргументів призводить до підвищення ефективності роботи з методами, оскільки зникають витрати на передачу фактичних аргументів. Але при цьому ускладнюються операції роботи з вкладом, оскільки потрібно у момент виконання операції оновлювати значення полів класу. Закритий метод *Mes*() викликається після виконання кожної операції, повідомляючи про те, як пройшла операція, і інформуючи клієнта про поточний стан його балансу.

##### Клас Account. Варіант 2

Спроектуємо аналогічний клас *Account1*, який відрізняється лише тим, що у нього буде менше полів. Замість поля *balance* в класі з'явиться відповідна функція з цим же іменем, замість полів *sum* і *result* з'являться аргументи в методах, що забезпечують необхідну передачу інформації. От як виглядає цей клас:

using System;

using System.Collections.Generic;

using System.Text;

namespace ex3Lab3

{

class Account1

{

//закриті поля класу

int debit = 0, credit = 0;

/// <summary>

/// Зарахування на рахунок з перевіркою

/// </summary>

/// <param name="sum">зарахована сума</param>

public void PutMoney(int sum)

{

int res = 1;

if (sum > 0) credit += sum;

else res = -1;

message(res, sum);

} //putMoney

/// <summary>

/// Зняття з рахунку со счета з перевіркою

/// </summary>

/// <param name="sum"> сума, що знімається</param>

public void GetMoney(int sum)

{

int res = 2;

if (sum <= balance()) debit += sum;

else res = -2;

balance();

message(res, sum);

}//getMoney

/// <summary>

/// розрахунок балансу

/// </summary>

/// <returns>поточний баланс</returns>

int balance()

{

return (credit - debit);

}

/// <summary>

/// Повідомлення про виконання операції

/// </summary>

void message(int result, int sum)

{

switch (result)

{

case 1:

Console.WriteLine("Операцiя зарахування грошей пройшла успiшно!");

Console.WriteLine("Cума={0},Ваш текущий баланс={1}", sum, balance());

break;

case 2:

Console.WriteLine("Операція зняття грошей пройшла успiшно!");

Console.WriteLine("Cума={0},Ваш текущий баланс={1}", sum, balance());

break;

case -1:

Console.WriteLine("Операцiя зарахування грошей не виконана!");

Console.WriteLine("Сума має бути більше за нуль!");

Console.WriteLine("Cума={0},Ваш поточний баланс={1}", sum, balance());

break;

case -2:

Console.WriteLine("Операцiя зняття грошей не виконана!");

Console.WriteLine("Сума має бути не більше балансу!");

Console.WriteLine("Cума={0},Ваш поточний баланс={1}", sum, balance());

break;

default:

Console.WriteLine("Невiдома операцiя!");

break;

}

}

}//Account1

}

Порівнюючи цей клас з класом *Account*, можна бачити, що число полів скоротилося з п'яти до двох, спростилися основні методи *GetMoney*() і P*utMoney*(). Але, як плата, в класі з'явився додатковий метод *balance*(), що багато разів викликається, і в методі *message*() тепер з'явилися два аргументи. Який клас кращий? Однозначно сказати не можна, все залежить від контексту, від пріоритетів, заданих при створенні конкретної системи.

*Метод TestAccounts() класу* Program*, що тестує роботу з класами* Account *і* Account, має викликатися у методі *Main():*

using System;

namespace ex3Lab3

{

class Program

{

static void TestAccounts()

{

Account myAccount = new Account();

myAccount.PutMoney(6000);

myAccount.GetMoney(2500);

myAccount.PutMoney(1000);

myAccount.GetMoney(4000);

myAccount.GetMoney(1000);

//Аналогічна робота з класом Account1

Console.WriteLine("Новий клас i новий рахунок!");

Account1 myAccount1 = new Account1();

myAccount1.PutMoney(6000);

myAccount1.GetMoney(2500);

myAccount1.PutMoney(1000);

myAccount1.GetMoney(4000);

myAccount1.GetMoney(1000);

Console.WriteLine("Кiнець роботи");

Console.ReadLine();

}// TestAccounts

static void Main(string[] args)

{

Console.WriteLine("Тестування класiв Account i Account1 ");

TestAccounts();

}

}

}
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Рисунок 4 – Результат роботи програми. Клас Account. Варіант 2

#### 3. Вбудовані (вкладені) класи

У мові C# будь-який клас у своїй реалізації може містити оголошення іншого класу. Клас, що оголошується в межах фігурних дужок іншого класу, називається *вкладеним класом*. Вкладені класи можуть мати модифікатори доступу *public, protected, internal, protected internal, private* або *private protected*. Об‘єкт вкладеного класу можна оголосити у випадку, якщо вкладений клас оголошений як видимий (не як *private*).

Нехай *Outer* – ім’я класу, який містить в собі оголошення іншого класу з іменем *Inner*, *Inner* – ім’я класу, який оголошується в класі *Outer*. Якщо вкладений клас оголошено як не *private*-клас, то створення екземпляру цього класу має такий вигляд: Outer.Inner objInner = new Outer.Inner();

using System;

using System.Collections.Generic;

using System.Text;

namespace ex6Lab3

{

class Outer

{

// внутрішні змінні класу Outer

public int D;

static public int Sd;

// доступ до private-класу Inner1 з внутрішнього методу класу

public Inner GetInner()

{

Console.WriteLine("Метод GetInner() зовнiшнього класу");

Inner i1 = new Inner(); // створити екземпляр класу Inner1

// доступ до члена даних класу Inner1 через екземпляр класу

i1.d1 = 25;

// доступ до статичного члена вкладеного класу Inner1

Inner.sd1 = 30;

return i1;

}`

// private-вкладений клас Inner

public class Inner

{

public int D1;

public static int Sd1;

public string Method()

{

Console.WriteLine("Метод внутрiшнього класу ");

string str = " результат вкладеного класу Inner";

return str;

}

}

}

}

using System;

namespace ex6Lab3

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("Hello World!");

// Використання вкладених класів Outer.Inner1, Outer.Inner2, Outer

// 1. Оголосити об'єкт класу Outer

Outer o = new Outer();

o.D = 300; // доступ до змінної через екземпляр класу Outer

Outer.Sd = 230; // доступ до статичної змінної

Console.WriteLine("Поля зовнiшнього класу: "+ o.D+" "+ Outer.Sd);

Console.WriteLine("Main:"+ o.GetInner());

// 2. Оголосити об'єкт public-класу Inner

Outer.Inner i1 = new Outer.Inner();

i1.D1 = 440;

Outer.Inner.Sd1 = 500; // доступ до статичної змінної внутрішнього класу

Console.WriteLine("Поля внутрiшнього класу " + i1.D1 + " " + Outer.Inner.Sd1);

Console.WriteLine("Main:"+i1.Method());

}

}

}

#### 4. Часткові класи (класи, що розділяються) і часткові методи

Класи можуть бути частковими. Тобто ми можемо мати кілька файлів з визначенням одного і того самого класу, і при компіляції всі ці визначення будуть скомпільовані в одне. Наприклад, визначимо в проекті два файли з кодом.

// частина 1 класу Person

public partial class Person

{

public void Move()

{

Console.WriteLine("I am moving");

}

}

// частина 2 класу Person

public partial class Person

{

public void Eat()

{

Console.WriteLine("I am eating");

}

}

Отже, два файли в проекті містить визначення одного і того самого класу *Person*, які містять два різних методу. І обидва визначені класи є **частковими**. Для цього вони визначаються з ключовим словом ***partial***.

Ключове слово *partial* вказує, що інші частини класу, структури або інтерфейсу можуть бути визначені в просторі імен. Всі частини повинні використовувати ключове слово *partial*. Для формування остаточного класу всі частини повинні бути доступні під час компіляції. Всі частини повинні мати однакові модифікатори доступу, наприклад *public*, *private* тощо.

Приклад використання методів часткових класів:

class Program

{

static void Main(string[] args)

{

Person Vadim = new Person();

Vadim.Move(); // метод першого часткового класу

Vadim.Eat(); // метод другого часткового класу

Console.ReadKey();

}

}

Часткові класи можуть містити часткові методи. Такі методи також визначаються з ключовим словом *partial*. Причому визначення часткового методу без тіла методу знаходиться в одному частковому класі, а реалізація цього самого методу – в іншому частковому класі..

public partial class Person

{

partial void DoSomething(); //оголошення часткового методу

public void OneMethod()

{

Console.WriteLine("Start");

DoSomething(); //call method of second partion class

Console.WriteLine("Finish");

}

}

public partial class Person

{

//визначення часткового методу

partial void DoSomething()

{

Console.WriteLine("I am reading a book");

}

}

Як правило, часткові методи завжди закриті (private). Виклик часткових методів здійснюється через відкриті методи

Person Ivan = new Person();

Ivan. OneMethod(); //метод викликає закритий частковий метод

#### 5. Текстові файли

В С# для роботи з файлами і потоками використовуються класи ***FileStream*, *StreamWriter***, ***StreamReader*, *FileInfo*** і інші класи.

Для введення і виведення даних не потоками, а рядками призначені класи *StringReader*, *StringWriter*.

Розглянемо приклад**.** В цьому прикладі спочатку створюється об'єкт ***f*** класу *StreamWriter*, який містить файл для виводу **output.txt**. Якщо не вказати повний шлях до файлу як нашому прикладі, то файл буде створений в директорії, де розміщується exe-файл програми: .*..\\bin\\debug\\output.txt*

Далі визначаються і ініціалізуються змінні ***int i*** та ***string s****,* які записуються у вихідний файл. Метод *Close()* закриває файл. В другій частині прикладу по черзі зчитуються рядки з файлу *input.txt,* перетворюються у числові типи і виводяться на консоль.

using System;

using System.IO; // підключення простору імен для роботи з файлами

namespace ex7Lab3

{

class Program

{

static void Main(string[] args)

{

//запис у текстовий файл

Console.WriteLine("Hello World!");

StreamWriter fout = new StreamWriter("output.txt"); // 2

//відкрити файл для запису

int i = 3;

string s1 = "Мова програмування С# - це C++++ ";

fout.WriteLine("i = " + i); // 3

fout.WriteLine("s1 = " + s1); // 4

fout.Close(); // 5

//=========читання з текстового файлу================

StreamReader fin = new StreamReader("f:\\input.txt"); // відкрити

//файл для читання

string s2 = fin.ReadLine(); // читати рядок

Console.WriteLine("s = " + s2);

char c = (char)fin.Read(); // читати символ

fin.ReadLine();

Console.WriteLine("c = " + c);

string buf = fin.ReadLine(); //читати рядок і конвертувати у ціле число

int j = Convert.ToInt32(buf);

Console.WriteLine(j);

buf = fin.ReadLine(); //читати рядок і конвертувати у число double

double x = Convert.ToDouble(buf);

Console.WriteLine(x);

buf = fin.ReadLine(); //читати рядок і конвертувати у число double

double y = double.Parse(buf);

Console.WriteLine(y);

buf = fin.ReadLine(); //читати рядок і конвертувати у ціле число

decimal z = decimal.Parse(buf);

Console.WriteLine(z);

fin.Close();

}

}

}

### Варіанти завдань для лабораторної роботи № 3

#### Інструкція з виконання лабораторного завдання

Виконання лабораторної роботи передбачає три етапи (рис.4).

Етап 1 – об’єктно-орієнтований аналіз (OOA) з виконанням об’єктно-орієнтованої декомпозиції предметної області. Об'єктно-орієнтований аналіз дозволяє чітко визначити основні сутності системи та їхню поведінку. На вході - опис предметного середовища Результат – модель предметної області у вигляді сукупності сутностей з атрибутами та операціями, що характеризують поведінку сутностей, відповідно до принципів SOLID.

Етап 2 – об’єктно-орієнтоване проєктування (OOD). На входе результат об’єктно-орієнтованої декомпозиції. Результат – UML діаграма класів, яка містить класи і взаємозв'язки між ними та UML Use Case діаграма для визначення сценарію роботи програми.

Етап 3 – об’єктно-орієнтоване програмування (OOP). На вході UML діаграма класів і UML Use Case діаграма. Результат – код програми відповідно до вимог чистого коду (гарного стилю програмування) та принципів SOLID (в цій лабораторній роботі слід дотримуватись принципів єдиної відповідальності (SRP), та принципу відкритості – закритості (OCP)).Виконання лабораторної роботи передбачає три етапи.

**Етап 1 – об’єктно-орієнтований аналіз (OOA)**.

На вході етапу ООА розробник має опис предметної області, в якій описана бізнес-логіки системи. На виході як результат ООА – модель предметної області відповідно до принципів SOLID з визначенням класів, їх атрибутів, об’єктів та методів, що визначають їх поведінку.

**Етап 2 – об’єктно-орієнтоване проєктування (OOD).**

На вході етапу OOD модель предметної області як результат етапу ООА. На виході етапу OOD – *UML діаграма класів* з переліком усіх класів, атрибутів, операцій (методів) та взаємозв'язків між класами. Для лабораторної роботи 3 рекомендується встановлювати **асоціативні** (направлені і ненаправлені) зв’язки між класами. Кратність зв’язків **один до одного**. **Не використовуйте зв’язки типу успадкування, агрегація, композиція.**

**Етап 3 – об’єктно-орієнтоване програмування (OOP)**.

На вході етапу OOP маємо UML діаграму класів (результат етапу OOD). На виході етапу OOP– код класів відповідно до вимог чистого коду (гарного стилю програмування) та принципів SOLID (в цій лабораторній роботі слід дотримуватись принципів *єдиної відповідальності (SRP), та принципу відкритості – закритості (OCP)*). Сценарій роботи програми реалізується у функції Main() або розробник реалізує його в окремому класі. Для розробки сценарію роботи програми необхідно розробити UML діаграму варіантів використання (Use Case Diagram)
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Рисунок 4 – Етапи об'єктно-орієнтованого підходу до розробки ПЗ

**Для забезпечення SOLID принципу відкритості – закритості (OCP) потрібно створити 4 версії коду лабораторної роботи №3**. **Кожна версія коду в окремому проєкті:**

- версія 1 включає пункти 1,2,3,4,5,6. Дедлайн зараховується по версії 1.

- версія 2 включає код версії 1 та пункт 7 завдання;

- версія 3 включає код версії 2 та пункт 8 завдання;

- версія 4 включає код версії 3 та пункт 9 завдання.

**Для забезпечення SOLID принципу єдиної відповідальності (SRP)** слід визначити методи, які властиві зазначеним об’єктам предметної області. Методи, які не властиві відповідним об’єктам, слід перенести в інші класи, визначивши їх самостійно. Для опрацювання полів класів, які не задіяні в заданих предметною областю методах класів, їх слід або вилучити, або задати методи, які ці поля використовуватимуть самостійно. Якщо студент вважає для зручності роботи користувача з програмою використовувати меню, для цього слід розробити окремий клас Menu. Не ускладнюйте інші класи, включаючи меню у вигляді метода в клас.

На етапі **об’єктно-орієнтоване програмування (OOP)** потрібно розробити код відповідно до пунктів завдання.

**Пункт 1** завдання передбачає розробку класів відповідно до опису предметної області, що містять закриті поля.

**Пункти 2 та 3** завдання передбачають розробку конструкторів за замовчування, з параметрами (та конструктора копії) в створених класах.

**Пункт 5 завдання** – розробка в створених класах відкритих методів за сценарієм роботи програми (UML Use Case diagram). Алгоритми методів студент розробляє самостійно. В завданні алгоритм може бути не описаний.

**Пункт 6 завдання** – створення сервісного класу, в який включити відкриті методи для читання з консолі, виведення результатів на консоль, методів запису та читання з текстових файлів.

**Пункт 7 завдання** – доповнення класів вбудованими (вкладеними класами). Рекомендується у вигляді другої версії лабораторної роботи.

**Пункт 8 завдання** – доповнення другої версії програми частковими класами та методами. Зробити у вигляді третьої версії лабораторної роботи.

**Пункт 9 завдання** – доповнення третьої версії новим статичним класом.

В методі *Main*() класу *Program* продемонструвати виклики усіх методів усіх класів. Усі значення, що розраховуються, записувати до *текстових файлів,* методи їх обробки включити в сервісний клас, оскільки ці методи не властиві об’єктам предметної області.

**Студент має право додати додаткові поля та методи в класи завдань свого варіанту**. **Номер варіанта визначається за порядковим номером студента в журналі групи.**

|  |  |
| --- | --- |
| **№ варіанту** | **Зміст завдання** |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є викладач і студент. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 1.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 1.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Викладач | Джерело навчального контенту; координує дисципліну; виконує оцінювання студентів | Ім’я викладача Назва дисципліни Навчальне навантаження (години) Кількість студентів | Збільшити кількість студентів  Зменшити кількість студентів Змінити обсяг навчального навантаження  Поставити оцінку студенту Передати матеріал Записати оцінку в журнал | | Студент | Отримувач знань і навчального контенту; виконує завдання; формує власний рейтинг | Ім’я студента Назва дисципліни Список робіт з оцінками Обсяг виконаних робіт | Додати оцінку Переглянути оцінки  Розрахувати рейтинг Завантажити матеріал | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один викладач** працює з **одним студентом**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (викладач і студент) для реалізації своїх дій.  Розробити таблицю зв’язків між сутностями за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про викладача і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Освітній процес 1».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Teacher,** **Student, Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.1.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну станів об’єктів відповідно до табл.1.1.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Student** вбудований (вкладений) клас Дипломний\_проект (**DiplomaProject**) з додатковими сутностями згідно з табл. 1.3:  Таблиця 1.3. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Дипломний проект | Інтегрує знання студента й оцінюється викладачем | Назва теми,  Кількість реалізованих алгоритмів,  Складність теми.  Оцінка  Ім’я керівника | Вибрати тему з переліку.  Визначити складність теми.  Визначити оцінку |   **Алгоритм вибору теми** такий: перелік тем подати текстовим файлом, з консолі ввести ключові слова, читати рядки файлу в пам’ять, шукати входження ключових слів в прочитані рядки, вивести на консоль рядок, в якому знайдені задані ключові слова.  **Алгоритм визначення оцінки** дипломного проекту (ДП): порахувати кількість реалізованих в ДП методів, задати складність кожного методу, визначити складність усього ДП, визначити співвідношення складності ДП та балів, порахувати оцінку в балах.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Student**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод вибору теми, в інший файл – метод розрахунку оцінки за дипломний проект.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас Наукова стаття (**ScientificPaper**), включивши в нього функцію (на вибір студента) з варіанта 1 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є кафедра і студент. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 2.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 2.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Кафедра | Організаційна одиниця, яка адмініструє напрям підготовки та облік студентів | Назва кафедри  Кількість студентів  Напрям підготовки  Перелік дисциплін  Максимальна кількість студентів | Збільшити кількість студентів в межах максимальної кількості та з відповідним напрямом підготовки  Зменшити кількість студентів  Додати дисципліну, що відповідають напрямку  Видалити дисципліну | Дія дозволена, якщо поточна кількість < максимальної кількості  Додати дисципліну можна, якщо вона відповідає напрямку підготовки кафедри  Видалення можливе, якщо дисципліна присутня у списку | | Студент | Учасник освітнього процесу, чия успішність вимірюється на основі оцінок | Ім’я студента  Напрям підготовки  Список оцінок  Рівень навчального навантаження  Номер залікової книжки | Визначити рейтинг успішності  Переглянути оцінки  Додати оцінку | Додати оцінку можна, якщо вона не перевищує рейтинг в 100 балів | | Сервіс | Технічний посередник: забезпечує обмін, введення /виведення та збереження даних | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |  |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **одна кафедра навчає** **одного студента**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (кафедра і студент) для реалізації своїх дій.  Розробити таблицю зв’язків між сутностями за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів.  На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента.  Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Освітній процес 2».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Department,** **Student, Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.2.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.2.1.  **Алгоритм методів збільшення та зменшення кількості студентів**, які навчаються на кафедрі такий: згенерувати оцінку з акредитації кафедри (A або B, або E, або F): оцінка А – збільшення кількості студентів на 20%, оцінка В – кількість студентів не змінюється, оцінка Е - кількість студентів зменшується на 10%, оцінка F - повідомлення про ліквідацію ліцензії та зменшення кількості студентів на 50%.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Student** вбудований (вкладений) клас КонкурснаРобота (**СompetitiveWork**) з додатковими сутностями згідно з табл. 2.2:  Таблиця 2.2. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Конкурсна робота студента | Творчий результат студента, який оцінюється в межах конкурсу і відображає індивідуальну активність | Назва роботи  Тематика конкурсу  Дата подання  Оцінка / рейтинг  Статус (подано, прийнято, відхилено)  Призове місце  Автор (студент) | Подати роботу  Визначити відповідність теми роботи тематиці конкурсу  Оцінити роботу  Призначити статус  Присвоїти місце  Переглянути деталі |   **Алгоритм «Подати роботи»**. Студент вводить назву роботи, спеціальність. Фіксується поточна дата як дата подання. Статус роботи встановлюється як "подано". Робота зв’язується з автором (студентом). Перевіряється, чи студент не подав іншу роботу (у моделі 1:1). Якщо умови виконані — запис зберігається.  **Алгоритм перевірки відповідності теми роботи тематиці конкурсу**. Перелік тематик конкурсу подати рядками в текстовому файлі, читаючи рядки з файлу, шукати збіги ключових слів з назви конкурсної роботи з прочитаним рядком з файлу, вивести на консоль рядки файлу, в яких знайдені збіги ключових слів з назви роботи з тематикою конкурсу.  Алгоритми інших дій студент розробляє самостійно.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Student**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод перевірки відповідності назви конкурсної роботи тематиці конкурсу, в інший файл – метод розрахунку балів за конкурсну роботу.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **СreativeWork**, включивши в нього функцію (на вибір студента) з варіанта 2 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є кафедра і викладач. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 3.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 3.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Кафедра | Керує ресурсами: планує навантаження, розподіляє дисципліни, забезпечує відповідність нормам | Назва кафедри  Загальне річне навантаження (год) кафедри  Поточна кількість викладачів  Перелік дисциплін  Мінімальний обсяг дисципліни (90 год)  Максимальне навантаження на одного викладача (600 год) | Додати викладача (з перевіркою ліміту)  Видалити викладача  Розподілити навантаження між викладачами  Переглянути розподіл навантаження | Додати викладача можливо, тільки якщо на нього припадає не більше 600 год.  Додати викладача можливо, якщо його спеціалізація відповідає профілю дисципліни.  Кафедра не може створювати дисципліни з меншим навантаженням ніж 90 годин | | Викладач | Реалізує навчальну, наукову та методичну діяльність в межах нормативного навантаження | ПІБ  Спеціалізація  Загальне річне навантаження (год) викладача  Кількість дисциплін  Кількість наукових статей  Кількість методичних робіт  Кількість організаційних робіт | Визначити рейтинг викладача  Перевірити перевищення навантаження  Додати наукову/методичну роботу | рейтинг викладача =  статті × 10 + методичні роботи × 5 + організаційні роботи × 3 | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |  |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один викладач працює на одній кафедрі** (модель 1:1). **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (кафедра і викладач) для реалізації своїх дій.  Розробити таблицю зв’язків між сутностями за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Освітній процес 3».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Department,** **Teacher, Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.3.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.3.1.  **Алгоритм методу розподілу навантаження.** Згенерувати число, що означає загальне навантаження кафедри в діапазоні від 6000 до 10000 годин. Перевірити можливості розподілу. Обчислити базовий розподіл як загальне навантаження кафедри / кількість викладачів і порівняння його з мінімальним обсягом дисципліни. Перевірити, що не порушені норми (навантаження викладача <= 600), не порушений мінімальний обсяг дисципліни (обсяг >= 90), загальне навантаження кафедри <= кількість викладачі\*600.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Teacher** вбудований (вкладений) клас Керівництво конкурсними роботами (**ContestWorkManage**r) з додатковою сутністю згідно з табл. 3.2:  Таблиця 3.2. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Конкурсна робота студента | Відображає процес супроводу та оцінки конкурсної роботи викладачем | Назва конкурсної  Тема конкурсу  Статус (прийнята / відхилена)  Рейтинг роботи  Призове місце, отримане конкурсною роботою (1,2, 3). Значення 0 - робота не попала в номінацію призових.  Викладач-керівник | Подати роботу  Визначити відповідність теми роботи тематиці конкурсу  Оцінити роботу  Призначити статус  Присвоїти місце  Переглянути деталі |   Приклад деяких алгоритмів. **Алгоритм «Подати роботи»**. Викладач вводить назву роботи, спеціальність. Фіксується статус роботи встановлюється як «подано».  **Алгоритм перевірки відповідності теми роботи тематиці конкурсу**. Перелік тематик конкурсу подати рядками в текстовому файлі, читаючи рядки з файлу, шукати збіги ключових слів з назви конкурсної роботи з прочитаним рядком з файлу, вивести на консоль рядки файлу, в яких знайдені збіги ключових слів з назви роботи з тематикою конкурсу.  **Алгоритм розрахунку рейтингу конкурсної роботи:** згенерувати 3 цілих числа в діапазоні від 0 до 10 (числа свідчать про наукову новизну, практичну цінність, якість оформлення), Сума балів від 25 до 30 свідчить про перше призове місце, сума балів від 20 до 24 – друге призове місце, сума балів від 15 до 19 – третє призове місце, сума балів менше за 15 – робота в номінацію не попала .  Алгоритми інших дій студент розробляє самостійно.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Teacher**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод перевірки відповідності назви конкурсної роботи тематиці конкурсу, в інший файл – метод розрахунку рейтингу конкурсної роботи.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас Міжнародний проект **InterProject**, включивши в нього функцію (на вибір студента) з варіанта 3 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує модель державно-приватного партнерства, в якій учасниками моделі є ІТ-компанія і кафедра. ІТ-компанія створює кафедру. Кафедра укладає партнерство з факультетом. Факультет делегує навчальне навантаження кафедрі. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 4.1 подані ролі, атрибути та операції сутностей моделі державно-приватного партнерства  Таблиця 4.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | ІТ-компанія | Комерційна організація, яка створює або інтегрує освітні підрозділи для підготовки фахівців | Назва компанії  Сфера діяльності  Закріплена кафедра  Партнерський факультет  Якість практичної підготовки студентів | Створити кафедру  Закріпити її за напрямом  Погодити співпрацю з факультетом  Покращення якості практичної підготовки студентів | Наявність договору / меморандуму про співпрацю із ЗВО.  Затвердження програм практик.  Визнання компанії як бази практики / стажування. | | Факультет | Академічна одиниця ЗВО, яка співпрацює з ІТ-компанією для передачі частини підготовки фахівців | Назва факультету  Декан  Кількість кафедр  Загальне річне навчальне навантаження  Перелік напрямів  Партнерська ІТ-компанія  Якість освітнього процесу | Затвердити список напрямів підготовки Визначити обсяг годин на рік, Розподілити річне навантаження  між кафедрами  Погодити співпрацю з ІТ-компанією  Контролювати якість освітнього процесу |  | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, навчальний план, напрям підготовки тощо |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один факультет співпрацює з однією ІТ-компанією** (модель 1:1). **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (кафедра і викладач) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів.  На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента.  Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Освітній процес 3».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Faculty,** **ITCompany, Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.4.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.4.1.  **Алгоритм «Погодити співпрацю з ІТ-компанією».** Компанія ініціює запит (формат взаємодії, перелік напрямів, вигоди) про співпрацю,звертаючись до факультету. факультет реєструє звернення, оцінює пропозиції (перевіряє відповідність тематики компанії напряму підготовки факультету, практичну цінність, ресурси). Факультет підписує угоду/меморандум/наказ, якщо схвалена пропозиція, повідомлення про відмову, якщо пропозиція не схвалена.  **Алгоритм «Контролювати якість освітнього процесу».** Визначити перелік критеріїв якості (дисципліни, кваліфікація викладачі, метод. забезпечення, бажання студентів). Порівняти дані за критеріями з нормативами (можна задати випадковим чином). Формувати висновки, визначивши значення «відповідає критеріям», «має суттєві недоліки», «має несуттєві недоліки». Рішення записується у файл.  **Алгоритм «Покращити якість підготовки студентів».** Показник якості підготовки студентів (індекс KPI) розраховувати як *Індекс KPI = ((Факт – База) / (Норма – База)) \* 100%,* де *Факт* – фактичні результати роботи; *База* – допустиме мінімальне значення показника. Нижче базового рівня – відсутність результату; *Норма* – плановий рівень, те, що студент повинен виконувати обов'язково, нижче – студент не впорався зі своїми обов'язками; *Ціль* – значення, до якого потрібно прагнути, наднормативний показник, що дозволяє поліпшити результати.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**   1. Додати до класу **Faculty** вбудований (вкладений) клас Кафедра (**Department**) з додатковою сутністю згідно з табл. 4.2:   Таблиця 4.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Кафедра | Внутрішній підрозділ факультету, що реалізує навчальне навантаження у співпраці з факультетом | Назва кафедри  Спеціалізація  Завідувач кафедри  Кількість викладачів  Перелік дисциплін з обсягом годин  Річне навчальне навантаження  Партнерський факультет | Сформувати навчальний план (перелік дисциплін та їх години)  Призначити викладачів  Погодити напрям навчання | Призначити викладача на дисципліну можливо, якщо його спеціалізація відповідає профілю дисципліни.  Напрям навчання погоджений, якщо є відповідні кадри |   **Алгоритм «Сформувати навчальний план»**. Отримати від факультету загальне навчальне навантаження. Скласти список дисциплін з обсягом годин. Визначити послідовність їх викладання та розбити дисципліни по роках та семестрах. Критерії: в семестрі 30 кредитів (900 годин). В року 60 кредитів (1800 годин). Затвердити на факультеті.  Алгоритми інших дій студент розробляє самостійно.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Faculty**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод формування навчального плану, в інший файл – метод призначення викладачів на дисципліну  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **CompanyProject** (проект ІТ-компанії), включивши в нього функцію (на вибір студента) з варіанта 4 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує інституційно-адміністративна модель, в якій сутностями моделі є університет і факультет. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 5.1 подані ролі, атрибути та операції сутностей інституційно-адміністративна моделі.  Таблиця 5.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Університет | Головна академічна установа, що координує факультети, формує рейтинг і бюджет | Назва університету  Річний бюджет  Рейтинг (за Osvita.ua)  Кількість факультетів  Кількість студентів, наукових праць, міжнародних проєктів, ЗНО вступників | Розрахувати рейтинг університету за версією Osvita.ua  Розрахувати розмір річного фінансування за рейтингом  Додати факультет  Вилучити факультет | Рейтинг оновлюється один раз на рік.  рейтинг = f(середній бал ЗНО, кількість публікацій, кількість студентів, кількість факультетів \* середня ефективність)  Фінансування залежить від позиції у рейтингу: чим вище — тим більша частка бюджету. | | Факультет | Академічна одиниця ЗВО, яка співпрацює з ІТ-компанією для передачі частини підготовки фахівців | Назва факультету  Декан  Кількість кафедр  Кількість спеціальностей  Кількість студентів  Пов’язаний університет | Збільшити/зменшити кількість кафедр  Додати/видалити спеціальність  Збільшити/зменшити кількість студентів | Кількість кафедр = кількість спеціальностей.  На кожну спеціальність має припадати ≥ 200 студентів. Кількість спеціальностей залежить від кількості студентів | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один університет має один факультет** (модель 1:1). **Сервіс** не є учасником інституційно-адміністративної моделі, є лише інструментом, який використовують інші сутності (університет, факультет) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Інституційно-адміністративна модель».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **University,** **Faculty,** **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.5.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.5.1.  **Алгоритм розрахунку рейтингу університету за версією Osvita.ua** (https://osvita.ua/vnz/rating/25752/): консолідований бал університету визначається як сума балів за рейтингами «SCОPUS», «ТОП200 Україна», «Бал ЗНО на контракт». Враховуються показники: кількість наукових праць, студентів, міжнародних проєктів, ЗНО вступників по кожному факультету, що є ефективністю факультету .  *Рейтинг = f(середній бал ЗНО, кількість публікацій, кількість студентів, кількість факультетів \* середня ефективність усіх факультетів)*  Бали за різні номінації отримати в результаті генерації псевдовипадкових цілих чисел в діапазоні від 0 до 200 методами класу Random або взяти реальні.  **Алгоритм розрахунку розміру річного фінансування університет:** здійснюється відповідно до рейтингу університету та кількості студентів, враховуючи, що підготовка одного бюджетного студента в рік коштує від $2000 до $6000. Якщо університет у **топ-10,** він отримує **100% базового фінансування**. Якщо нижче — коефіцієнт пропорційно знижується.  *Фінансування = Базовий\_фонд \* Коефіцієнт\_рейтингу – (Адміністративні\_витрати + Кількість\_факультетів \* умовна\_витрата\_на\_структуру),*  де *Базовий\_фонд* - загальний обсяг коштів, який може бути виділений університету з держбюджету або спонсорських джерел; *Коефіцієнт\_рейтингу* - число (0.0 – 1.0 або 0% – 100%), що визначається на основі рейтингу університету; *Адміністративні\_витрати* (20 - 30% від бюджету університету) - постійні витрати на управлінський апарат, *Кількість\_факультетів* визначається в процесі роботи програми; умовна\_витрата\_на\_структуру - середня сума, яка витрачається на забезпечення роботи одного факультету.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Faculty** вбудований (вкладений) клас Стартап\_Інкубатор (**StartupIncubator**) факультету як додаткову сутність згідно з табл. 5.2:  Таблиця 5.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Стартап-Інкубатор | Інституція підтримки інноваційної активності студентів | Назва інкубатора,  Кількість менторів, Кількість активних проєктів,  Кількість залучених студентів,  Список стартапів  Обсяг інвестицій, які інкубатор отримає для впровадження своїх старапів | Додати студентський стартап  Призначити ментора  Оцінити результативність  Розрахувати рейтинг результативності  Вибрати найкращий стартап проєкт. |  |   **Алгоритм методу «Вибрати найкращий стартап проєкт».** Вважаємо, що є 10 проектів і 5 експертів, кожний з яких ставить проєкту оцінку. В якості оцінок проєкту виступають псевдовипадкові числа в діапазоні від 1 до 10. В результаті отримаємо матрицю вимірністю 5\*10 (кількість експертів (рядки)\*кількість проєктів (стовпці)). Для кожного проєкту знаходимо суму балів (сума елементів по стовпчиках), потім розраховуємо середнє арифметичний бал для проєкту, поділивши сумарний бал проєкту на кількість експертів. Сортуємо середні бали за зростанням. Проєкт, який має найменший середній бал, вважатимемо найкращим.  **Алгоритм методу «Рейтинг результативності студентів в Стартап-Інкубаторе»**. Для кожного студента визначаємо долю (значення від 0 до 1) його участі в кожному проєкті за допомогою генератору псевдовипадкових чисел. Отриману долю участі множимо на обсяг інвестицій, сортуємо отримані значення за спаданням. Студент з найвищим показником є найрезультативнішим.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **University**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод розрахунок рейтингу університету, в інший файл – метод розрахунку розміру річного фінансування університету.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **StartupProject** (Стартап проєкт), включивши в нього функцію (на вибір студента) з варіанта 5 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує освітнє середовище, учасниками якого є кафедра і ІТ-компанія. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 6.1 подані ролі, атрибути та операції сутностей освітнього середовища.  Таблиця 6.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Кафедра | Освітній підрозділ ЗВО | Назва Якість освітньої програми Кількість викладачів Кількість дисциплін Кількість креативних студентів Кількість реальних проєктів | Покращити якість освітньої програми Залучити фахівців з компанії Збільшити кількість креативних студентів | Студент бере участь у ≥ 1 реальному проєкті.  Студент створив хоча б 1 власну розробку / стартап.  Студент отримав ≥ 90 балів за інноваційні курси.  Студент бере участь у наукових дослідженнях, хакатонах, олімпіадах | | ІТ-компанія | Роботодавець, партнер кафедри, джерело практичного досвіду. | Назва Кількість співробітників Прибуток Прийнято випускників на роботу Реальний проєкт | Найняти випускників Збільшити прибуток |  | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **одна кафедра співпрацює з однією ІТ-компанією** (модель 1:1). **Сервіс** не є учасником освітнього середовища, є лише інструментом, який використовують інші сутності (кафедра, ІТ-компанія) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів.  На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента.  Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Інституційно-адміністративна модель».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Department,** **Company** та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.6.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.6.1.  **Алгоритм методу «Покращити якість освітньої програми».** Якщо якість освітньої програми не відповідає вимогам (наприклад, <100%), залучити фахівців з компанії, додати нові дисципліни, оновити силабуси дисциплін, збільшити кількість викладачів, залучити студентів до виконання проєктів, збільшити якість освітньої програми на кілька відсотків.  **Алгоритм методу «Збільшити кількість креативних студентів».** Визначити поточний рівень креативності студентів (порахувати кількість студентів, які беруть участь у реальних проєктах, створили власну розробку/стартап, отримали ≥ 90 балів за інноваційні курси, беруть участь у наукових дослідженнях, олімпіадах). Визначити проєкти для залучення студентів, задати кількість студентських нагород. Розрахувати нову кількість креативних студентів.  **Алгоритм методу «Збільшити прибуток компанії»**. Розрахувати прибуток: *Додатковий прибуток = Кількість співробітників \* коефіцієнт,* де *коефіцієнт* - це множник, який відображає внесок одного співробітника у прибуток компанії (наприклад, згенерувати число від 1000 до 20000, що означатиме, в середньому кількість грн в місяць прибутку від одного працівника). Додати додатковий прибуток до загального прибутку компанії. Зафіксувати нове значення прибутку (запис у файл).  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Company** вбудований (вкладений) клас ІТ акселератор (**ITAccelerator**) як додаткову сутність згідно з табл. 6.2:  Таблиця 6.2. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | ІТ акселератор | Сприяти розвитку стартапів, залучати студентів та випускників до підприємницької діяльності | Назва  Кількість проектів, участь в яких беруть викладачі і студенти;  Кількість студентів, які навчаються в акселераторі;  Обсяг інвестицій, які акселератор передає на кафедру.  Рівень інноваційності | Додати студентський стартап  Призначити ментора  Оцінити результативність стартапу  Розрахувати рейтинг студентів для конкурсу в акселератор;  Вибрати найкращий стартап проєкт. |   **Алгоритм методу «Вибрати найкращий стартап проєкт».** Вважаємо, що є 10 проектів і 5 експертів, кожний з яких ставить проєкту оцінку. В якості оцінок проєкту виступають псевдовипадкові числа в діапазоні від 1 до 10. В результаті отримаємо матрицю вимірністю 5\*10 (кількість експертів (рядки)\*кількість проєктів (стовпці)). Для кожного проєкту знаходимо суму балів (сума елементів по стовпчиках), потім розраховуємо середнє арифметичний бал для проєкту, поділивши сумарний бал проєкту на кількість експертів. Сортуємо середні бали за зростанням. Проєкт, який має найменший середній бал, вважатимемо найкращим.  **Алгоритм методу «Рейтинг результативності студентів в Стартап-Інкубаторі»**. Для кожного студента визначаємо долю (значення від 0 до 1) його участі в кожному проєкті за допомогою генератору псевдовипадкових чисел. Отриману долю участі множимо на обсяг інвестицій, сортуємо отримані значення за спаданням. Студент з найвищим показником є найрезультативнішим.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Department**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод покращення якості освітньої програми, в інший файл – метод розрахунку обсягу інвестицій на кафедру від стартапів:  *Інвестиції на кафедру = ∑ (Інвестиції від і-го стартапу× Коефіцієнт\_повернення),* де  *Інвестиції від і-го стартапу* = сумі коштів, залучених і-им стартапом, коефіцієнт повернення — це відсоток від прибутку компанії, який йде на підтримку освітньої бази кафедри.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **StartupProject** (Стартап проєкт), включивши в нього функцію (на вибір студента) з варіанта 6 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує освітнє середовище, учасниками якого є студент та його індивідуальна навчальна програма. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 7.1 подані ролі, атрибути та операції сутностей освітнього середовища.  Таблиця 7.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Студент | Учасник освітнього процесу, який навчається за програмою | ПІБ студента,  Список оцінок (0–10), Рейтинг (середній бал), Розмір стипендії, Закріплена навчальна програма | Розрахувати рейтинг  Розрахувати стипендію  Показати слабкі місця у навчанні | Слабкі місця: аналіз оцінок по предметах та виявлення предметів з оцінками < 60 балів (незадовільно)  Стипендія = базова (державна) стипендія, якщо рейтинг ≥ 80, 0, якщо рейтинг < 80, підвищена на кілька %, якщо рейтинг > 90. | | Навчальна програма | Формалізований освітній маршрут, який визначає зміст і обсяг навчання | Назва програми, Кількість кредитів, Список дисциплін, Перелік результатів навчання,  Рівень (бакалавр, магістр),  Якість (оцінка) | Визначити якість навчальної програми  Визначити складність навчальної програми  Оцінити відповідність навчальної програми ринку праці. |  | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент навчається тільки за однією навчальною програмою** (модель 1:1). **Сервіс** не є учасником освітнього середовища, є лише інструментом, який використовують інші сутності (студент, навчальна програма) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Освітня модель».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Student,** **Curriculum** та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.6.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.7.1.  **Алгоритм методу «Визначити якість навчальної програми».** Визначити критерії якості навчальної програми: актуальність дисциплін, практична спрямованість, методичне забезпечення, працевлаштування випускників, задоволеність студентів і задати їх кількісні оцінки. Визначити середню оцінку. Класифікувати результат, наприклад за 5-ти бальною шкалою: 4.5–5.0: Висока якість, 3.5–4.4: Добра, 2.5–3.4: Посередня, <2.5: Низька.  **Алгоритм методу «Визначити складність навчальної програми».** Визначити показники складності навчального матеріалу. наприклад, обсяг інформації, абстрактність, математизація, відсоток теорії у порівнянні з практикою, швидкість засвоєння, відсоток самостійної роботи у порівнянні з аудиторної, складність мислення, запам’ятовування. Для кожного показника задати бал (0..5). Обчислити середнє, дати інтерпретацію по діапазонам середнього балу (висока, низька, середня).  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Student** вбудований (вкладений) клас **WorkInCompany** (Робота в компанії)) як додаткову сутність згідно з табл. 7.2:  Таблиця 7.2. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Робота в ІТ-компанії | Професійна активність студента поза університетом | Назва компанії  Кількість проектів, які виконує студент;  Обсяг освітньої програми, яка збігається за змістом з роботою студента. | Розрахувати обсяг навчальної програми, який можна зарахувати студенту як результат його роботи в компанії в процесі виконання виробничих проектів;  Сформувати рекомендації щодо удосконалення індивідуальної навчального програми для наближення її до профілю роботи студента.  Оцінити вплив на професійну підготовку. |   **Алгоритм методу «Розрахувати обсяг навчальної програми для зарахування за роботу в компанії».** Задати кількість годин, які студент відпрацював на роботі, а також тематику роботи. знайти дисципліни з подібною тематикою. Перевірити результати навчання. Оцінити, наскільки % збігається робота в компанії з освітньою програмою. Не більше 25% загального обсягу ОП може бути зараховано через роботу.  **Алгоритм методу «Сформувати рекомендації щодо удосконалення індивідуальної навчальної програмиу»**. Розробити масив дисциплін за індивідуальною програмою. Сформувати профіль діяльності в компанії (посада, навички, інструменти, проєкти). Побудувати порівняльну таблицю індивідуальної програми та профілю студента. Визначити, що покривається навчанням, що використовується на роботі, але відсутнє в програмі. Згенерувати рекомендації: додати дисципліни, замінити дисципліни на нові, залучити до проєктів за реальними завданнями.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **WorkInCompany**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод «Розрахувати обсяг навчальної програми для зарахування за роботу в компанії», в інший файл – метод «Сформувати рекомендації щодо удосконалення індивідуальної навчального програми».  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **IndividWork** (індивідуальна робота), включивши в нього функцію (на вибір студента) з варіанта 7 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує банківське середовище, учасниками якого є клієнт і банкомат. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам банківського середовища операцій. В таблиці 8.1 подані ролі, атрибути та операції сутностей банківського середовища.  Таблиця 8.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Клієнт | Власник грошей, користувач банкомата | Ім’я, Прізвище, Номер картки, PIN-код,  Баланс | Перевірити PIN-код,  Зняти кошти,  Поповнити рахунок,  Перевірити баланс | Якщо баланс ≥ сума зняття, можна зняти кошти  Якщо перевірено PIN-код, можна перевіряти баланс | | Банкомат | Спеціальний пристрій, за допомогою якого можна керувати готівкою зі свого банківського рахунку | ID банкомата, Локація,  Доступні кошти (сума готівки, яка є в банкоматі),  Стан (працює / вимкнений / немає готівки) | Прийняти карту клієнта,  Видати готівку,  Показати залишок,  Заблокувати банківську картку через неправильний пін-код  Прийняти готівку | Якщо стан АТМ активний, можна працювати.  Якщо сума ≤ доступні кошти банкомата, можна видати готівку.  Карта клієнта автентифікована | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт користується одним банкоматом** (модель 1:1). **Сервіс** не є учасником банківського середовища, є лише інструментом, який використовують інші сутності (клієнт, банкомат) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів.  На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента.  Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Банківська модель».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи**,** **CClient,** **ATM** та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.6.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.7.1.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **ATM** вбудований (вкладений) клас **Bank** (Банк)) як додаткову сутність згідно з табл. 8.2:  Таблиця 8.2. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Банк | Установа, що володіє банкоматом та обслуговує клієнта | Назва банку,  Адреса  Ідентифікатори клієнта  Кількість грошей на рахунку клієнта | Оновити баланс клієнта  Збільшити, зменшити кількість грошей на рахунку клієнта;  Переказ грошей з картки клієнта, зокрема на оплата комунальних платежів з картки клієнта. |   **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **ATM**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод «Блокувати банківську картку», в інший файл – метод «Показати залишок на картці».  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **BankCard** (банківська картка), включивши в нього функцію (на вибір студента) з варіанта 8 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує освітнє середовище, учасниками якого є студент та його студентський парламент. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам освітнього середовища операцій. В таблиці 9.1 подані ролі, атрибути та операції сутностей освітнього середовища.  Таблиця 9.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Студент | Учасник освітнього процесу, який може бути членом студ. парламенту | ПІБ студента,  Курс,  Рейтинг (середній бал),  Стипендія  Статус участі в парламенті (бажаючий, кандидат, член)  Ідеї студента | Розрахувати рейтинг  Подати заявку на участь у парламенті  Взяти участь у голосуванні  Ініціювати пропозицію / ідею  Розрахувати розмір стипендії | Для участі в студ. парламенті: курс ≥ 2,  рейтинг ≥ 80.  Студент є членом студ. парламенту, тоді голосує, ініціює ідеї.  При рейтингу >90 стипендія підвищена | | Студентський парламент | Представницький орган самоврядування | Назва парламенту, Рівень (факультет / університет),  Склад (кількість членів) парламенту (назви департаментів),  Статус активності, Назва проєкту  Кількість проєктів  Обсяг стипенд. фонду | Прийняти нового члена  Взяти участь у голосуванні  Оприлюднити проєкт / ініціативу  Формувати рекомендації щодо заохочення студентів або їх відрахування Призначити  стипендії студентам. | Відрахування за неуспішність за значенням рейтингу, який < 60.  Стипендія за умови рейтингу >80/ | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент може бути членом одного студ. парламенту** (модель 1:1). **Сервіс** не є учасником освітнього середовища, є лише інструментом, який використовують інші сутності (студент, студ. парламент) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Освітня модель».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Student,** **Student**P**arliament** та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.6.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів відповідно до табл.9.1.  **Алгоритм методу «Подати заявку на участь у парламенті».** Якщо виконані умови (курс >=2, рейтинг >80, студент не є членом парламенту), тоді створити заявку (файл), передати об’єкту студ. парламенту, отримати підтвердження або відмову, оновити статус студента.  **Алгоритм методу «Взяти участь у голосуванні»**. Перевірити умови: студент є членом студ. парламенту, засідання активне, студент ще не голосував, вивести питання на голосування, прийняти відповідь (За / Проти / Утримався), зафіксувати відповідь (у файлі/на консолі).  **Алгоритм методу «Призначити стипендію студенту»**. Визначити рейтинги студентів, визначити обсяг стипендіального фонду, визначити студентів, яким слід призначити соціальну стипендію, та студентів, яким слід призначити стипендію за результати навчання (рейтинг не менше 80 балів). Для студентів-відмінників= стипендія підвищена.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **StudentParliament** вбудований (вкладений) клас **StudCouncilCampus** (Студентська Рада студмістечка ) як додаткову сутність згідно з табл. 9.2:  Таблиця 9.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Студентська рада студмістечка | Орган студентського самоврядування, відповідальний за побут і проживання | Назва ради,  Склад,  Адреса гуртожитку, Кількість мешканців, Плани благоустрою, Контактні особи | Розглядати звернення мешканців гуртожитку  Перевірити дотримання умов проживання студентів.  Організувати захід у гуртожитку  Формувати списки студентів на поселення у гуртожиток  Реагувати на порушення умов проживання (виселення, догана тощо). | Аналіз потреб студентів та можливостей кампусу.  Перевірка умов дотримання студентами  правил внутрішнього розпорядку, |   **Алгоритм методу «Перевірити дотримання умов проживання студентів».** Отримати скаргу мешканця гуртожитку, або звіт чергового по гуртожитку, або виявленний інцидент під час перевірки. Реєструвати інцидент (дата, місце, дані студента). Перевірити достовірність (опитати свідків, перегляд відео з камер спостереження, оцінка наслідків). Класифікувати порушення (суттєве, несуттєве, грубе). Визначити міру наказання (попередження, догана, виселення). Зафіксувати інцидент в БД (запис у файл). Видати повідомлення (вивести на консоль).  **Алгоритм методу «Формувати списки студентів на поселення у гуртожиток»**. Отримати та зареєструвати заяви (ПІБ, курс, соц. статус (пільговик, не пільговик), адреса постійного проживання). Визначити пріоритет (з інших міст, сироти, особи з інвалідністю, відмінники. наявність рекомендацій тощо). Врахувати наявну кількість місць. Створити та відсортувати список претендентів за пріоритетністю (запис у файл). Створити резервний список. Оприлюднити список (вивести на консоль).  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас StudentParliament, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод «Формувати списки студентів на поселення у гуртожиток», в інший файл – метод «Перевірити дотримання умов проживання студентів».  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **StudentCouncilPresident**(голова студ. ради), включивши в нього функцію (на вибір студента) з варіанта 9 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує середовище транспортної логістики, учасниками якої є водій та автомобіль. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам транспортної логістики операцій. В таблиці 10.1 подані ролі, атрибути та операції сутностей середовища транспортної логістики.  Таблиця 10.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Водій | Керує автомобілем, відповідає за його стан і рух | Ім’я, Прізвище, Номер посвідчення, Категорія прав, Стаж керування автомобілем,  Стан водія (допущений/ні)  Маршрут руху. | Вчинити порушення ПДР  Повідомити про ДТП або технічну несправність  Заявити про потребу заміни авто  Контроль фізичного стану водія | ПДР порушені, якщо маршрут не зареєстрований або стан водія поганий і він мав бути недопущений.  Виявлено проблему під час руху  Авто втратило придатність у результаті ДТП | | Автомобіль | Об'єкт керування і обліку | Марка,  Модель,  Рік випуску,  Номер авто,  Технічний стан (справний, несправний),  Статус (в ремонті, незареєстрований, списаний, знятий з реєстрації тощо),  Ступінь пошкодження | Пройти технічний огляд  Пройти реєстрацію  Поламатися внаслідок ДТП  Розрахувати вартість ремонту  Бути заміненим | Відповідно до графіку тех. огляду  Внесено до БД, має чинні документи  ДТП зафіксовано, ушкодження перевищують/ не перевищують критичний рівень  Вартість ремонту відповідно до переліку ушкоджень  Визнано неремонтопридатним або ремонт перевищує допустимі витрати | | Сервіс | Технічний посередник: забезпечує обмін, введення /виведення, збереження даних | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один водій керує одним автомобілем** (модель 1:1). **Сервіс** не є учасником транспортної логістики, є лише інструментом, який використовують інші сутності (водій та автомобіль) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Транспортна логістика».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Driver** (водій) та **Car** (автомобіль)та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.6.1).   2 Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 10.1.  **Алгоритм методу «Вчинити порушення ПДР».** Перевірити статус водія. Якщо статус неактивний, зафіксувати порушення і зняти водія з маршруту. Перевірити наявність зареєстрованого маршруту. Якщо маршрут незареєстрований, зафіксувати порушення та накласти на водія санкції. Зареєструвати тип порушення (перевищення швидкості, проїзд на червоне світло тощо). Додати запис до особової справи водія. Якщо порушення спричинило поломку авто, повідомити про несправність.  **Алгоритм методу «Повідомити про несправність».** Отримати номер авто. Зафіксувати несправність авто (записати до файлу). Оцінити серйозність поломки (можна ремонтувати, критична поломка, авто непридатне до ремонту тощо). створити запит на заміну авто (за потреби) або на ремонт. Поставити водія та авто у чергу на заміну або ремонт.  **Алгоритм методу «Розрахувати вартість ремонту»**. Визначити деталі, що пошкоджені. Визначити вартість кожної пошкодженої деталі та вартість ремонтних робіт.  *Вартість ремонту\_деталі = (Ціна деталі - Знижка) + (Години роботи × Ціна години);*  *Знижка = Базова ціна \* (Коефіцієнт\_амортизації );*  *Коефіцієнт\_амортизації = Рік\_амортизації × Норма\_зносу\_на\_рік*  *Рік\_амортизації* — кількість повних років з моменту випуску автомобіля.  *Норма\_зносу\_на\_рік* — стандартна втрата вартості авто за рік (%)  *Загальна сума = ∑ Вартість ремонту\_деталі*  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Car** вбудований (вкладений) клас **CarEngine** (двигун) як додаткову сутність згідно з табл. 10.2:  Таблиця 10.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Двигун | Центральний технічний компонент автомобіля | Тип,  Об’єм, Потужність, Стан,  Пробіг, Температура, Середні витрати пального | Розрахувати витрати пального на задану довжину маршруту, якість дороги, клімат.  Розрахувати тривалість маршруту з урахуванням заданої швидкості, запасу пального, параметрів двигуна.  Запустити двигун.  Перевірити температуру.  Вимкнути двигун. | Стан = справний, температура в нормі.  Якщо стан ≠ «справний» → завершити з повідомленням «неможливо запустити». Якщо температура > критичної → завершити, вивести попередження.  Якщо всі умови виконано → встановити стан: **«**працює**»**. |   **Алгоритм методу «Розрахувати витрати пального».**  *Фактична витрата = Базова витрата × Коеф. дороги × Коеф. клімату.*  *Витрати пального = (Фактична витрата / 100) × довжина маршруту.*  Тут *Базова витрата* - витрати пального на 100 км, яку визначає виробник як стандартна вимога (задати самостійно). *Коеф. дороги* - множник, який відображає вплив типу дорожнього покриття та умов руху на витрати пального, наприклад, автотраса - коеф.=1, міський режим - коеф. = 1.2, бездоріжжя - коеф.=1.5.  *Коеф. клімату* - множник, який враховує вплив зовнішньої температури та кліматичних умов на роботу двигуна й споживання пального, наприклад, нормальні умови - коеф. = 1, холод - коеф. = 1.1, спека - коеф. =1.2.  **Алгоритм методу «Розрахувати тривалість маршруту»**.  *макс\_дальність = (запас\_пального × 100) / середня\_витрата*  *дійсна\_відстань = min(довжина\_маршруту, макс\_дальність)*  *тривалість поїздки\_час = дійсна\_відстань / середня\_швидкість*  *середня\_витрата\_пального* - це кількість пального (в літрах), яку автомобіль витрачає на 100 км шляху в середньому за певний період або за умов реального руху.  *витрата\_пального*  = (заправлено літрів / пройдено км) × 100.  *середня\_швидкість -* усереднене значення швидкості руху автомобіля на певному маршруті з урахуванням зупинок, світлофорів, поворотів, заторів.  *середня\_швидкість* = загальна відстань (км) / загальний час у дорозі (год)  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Двигун**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод «Розрахувати витрати пального на задану довжину маршруту, якість дороги, клімат», в інший файл – метод. «Розрахувати тривалість маршруту з урахуванням заданої швидкості, запасу пального, параметрів двигуна»,  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Passenger** (пасажир), включивши в нього функцію (на вибір студента) з варіанта 10 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує середовище наукової роботи, сутностями якої є конференція і автор доповіді на конференції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам наукової роботи операцій. В таблиці 11.1 подані ролі, атрибути та операції сутностей наукового середовища.  Таблиця 11.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Конференція | Захід для представлення наукових доповідей | Назва,  Дата  проведення,  Місце,  Напрямки  конференції,  Гранична дата подачі,  Статус  (активна/архів) | Реєструвати учасників  Отримати доповідь  Рецензувати доповідь  Відхилити доповідь  Прийняти доповідь  Друкувати доповідь  Перевірити  відповідність теми напрямку конференції | Прийом відкрито  Тема доповіді відповідає напрямку  Доповідь рецензована  Доповідь прийнята, якщо рецензія позитивна  Доповідь відхилена, якщо рецензія негативна | | Автор  доповіді | Учасник конференції, який готує і подає наукову доповідь | Ім’я, Прізвище,  Науковий ступінь,  Тема доповіді,  Обсяг тексту,  Дата подачі  Статус (студент, аспірант викладач) | Подати доповідь  Отримати рецензію  Внести правки до тексту доповіді  Розрахувати вартість участі в конференції | Досягнутий дедлайн  Тема доповіді відповідає конференції  Форматування відповідає вимогам | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один автор подає доповідь на одну конференцію** (модель 1:1). **Сервіс** не є учасником наукової роботи, є лише інструментом, який використовують інші сутності (конференція та автор) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області «Наукова робота».  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Conference** (Конференція), **Author** (Автор)та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.11.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 11.1.  **Алгоритм методу «Отримати доповідь».** Перевірити статус конференції: якщо статус “не активна”, відхилити заявку, повідомити актора. Якщо дата вийшла за межі Deadline, відхилити подання доповіді. Перевірити відповідність теми доповіді напрямку конференції. Перевірити технічні вимоги (обсяг, формат, структура доповіді, шаблон). Якщо технічні умови виконано, зареєструвати автора і доповідь (записати дані у файл), надіслати підтвердження автору (виведення на консоль повідомлення).  **Алгоритм перевірки відповідності теми напрямкам конференції.** Сформувати масив (список) назв напрямків конференції. Визначити масив (список) ключових слів доповіді. Знайти співпадіння ключових слів доповіді зі словами з назв напрямків конференції. Можна використати попередньо створений словник ключових слів. Якщо збіги є, то відповідність встановлена, інакше автору надсилається повідомлення про відхилення його доповіді через невідповідність тематиці конференції.  **Алгоритм методу «Рецензувати доповідь».** Призначити рецензента. визначити результати рецензування (випадковим чином сформувати відповідь - прийняти без змін, прийняти з правками, відхилити). Записати рішення до файлу конференції. Повідомити автора - вивести на консоль повідомлення.  **Алгоритм методу «Розрахунок вартості участі в конференції».** Задати базову вартість участі (згенерувати випадкове число від 500 до 1000 грн.) в залежності від форми участі (очна, дистанційна). Задати знижки за статус автора (студент, аспірант, викладач, інші): *Знижка = Базова\_вартість × Коеф\_знижки. Коеф\_знижки =* 0 (викладач) - 0,5 (студент). Задати надбавки за додаткові опції (друкований збірник доповідей, сертифікат, переклад тощо). Задати надбавки за перевищення обсягу доповіді. Додати вартість проїзду для очної участі. Додати оплату проживання для очної участі.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Author** вбудований (вкладений) клас **Paper** (стаття) як додаткову сутність згідно з табл. 11.2:  Таблиця 11.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Стаття | Об’єкт наукової подачі, що оцінюється та публікується | Назва статті  Кількість сторінок. слів  Кількість посилань на релевантні джерела  Мова статті | Перевірити відповідність вимогам  Розрахувати вартість перекладу на англійську  Визначити рівень унікальності | вартість перекладу= кількість слів/сторінок \* ціна перекладу одного слова/ однієї сторінки |   **Алгоритм методу «Перевірити відповідність оформлення статті вимогам конференції».** У діалозі запитати про наявність розділів: мета, постановка проблеми, обґрунтування результатів, висновки, рекомендації, список посилань. Якщо вказані розділи присутні у статті, то вивести повідомлення про відповідність статті вимогам, інакше - повідомлення про невідповідність статті вимогам.  **Алгоритм методу «Визначити рівень унікальності статті».** Очистити текст від списку літератури, анотації, цитат (видалити з файлу). Розбити текст (файл) на блоки. Для кожного блоку знайти в Internet або інших базах статей збіги. Визначити % збігів. Якщо збігів <=20%, текст статті унікальний, інакше текст запозичений. Сформувати звіт з переліком фрагментів зі збігами.  *% унікальності = 100% – (% фрагментів зі збігами).*  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Paper**, подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод «Перевірити відповідність вимогам», в інший файл – метод « Визначити рівень унікальності».  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Subject** (предмет статті), включивши в нього функцію (на вибір студента) з варіанта 11 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує середовище практико-орієнтованого навчання, сутностями якої є студент і біржа практик. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам практико-орієнтованого навчання операцій. В таблиці 12.1 подані ролі, атрибути та операції сутностей практико-орієнтованого навчання.  Таблиця 12.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Студент | Користувач біржі, який шукає та проходить практику | ПІБ,  Факультет, Спеціальність,  Курс, Середній бал, Очікуваний тип практики (виробнича, переддипломна тощо) | Подати заявку на практику  Оцінити практику  Підтвердити завершення  Вибрати місце практики | Реєстрація на біржі завершена  Облікові дані актуальні | | Біржа практик | Платформа для розміщення та призначення місць практики | Назва біржі,  Перелік компаній, Перелік доступних практик,  Статус заявки,  Статус співпраці | Прийняти заявку студента  Призначити місце практики  Надіслати звітні документи  Показати місця практики (компаній) | Є вільні місця за профілем (спеціальність, факультет. курс) студента  Заявка перевірена | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент подає запит на одну біржу практики** (модель 1:1). **Сервіс** не є учасником практико-орієнтованого навчання, є лише інструментом, який використовують інші сутності (студент і біржа практик) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області практико-орієнтованого навчання.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Student** (Студент), **PracticeExchange** (Біржа практик та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.11.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 12.1.  **Алгоритм методу «Подати заявку на практику».** Отримати дані профілю студента: курс, спеціальність, середній бал. Перевірити дані. Якщо перевірка не пройдена → зупинити алгоритм. Показати студенту список доступних місць практики. Студент обирає місце (позицію). Перевірити відповідність позиції спеціальності, курсу. Якщо позиція недоступна → повернути повідомлення. Якщо доступна, створити заявку та зберегти дані: ID студента, ID позиції, дата подачі. Задати статус *"Очікує підтвердження".* Зберегти заявку.  **Алгоритм методу «Оцінити практику».** Отримати заявку студента. Перевірити статус заявки = *«Завершено».* Якщо ні — припинити дію. Показати форму оцінювання. Студент вводить числову оцінку (1–5), текстовий коментар (опціонально). Перевірити, чи оцінка в допустимому діапазоні? Якщо так, зберегти оцінку та коментар, змінити статус заявки на *«Оцінено»,* повернути повідомлення про успішну оцінку. Якщо ні — видати повідомлення про помилку введення.  **Алгоритм методу «Прийняти заявку студента».** Отримати заявку за ID. Перевірити статус заявки = *«Очікує підтвердження».* Якщо статус ≠ «Очікує», припинити обробку. Отримати обраний напрям/позицію практики. Перевірити, чи є вільні місця для обраної позиції та чи відповідає студент профілю позиції (спеціальність, курс)? Якщо умови виконано, тоді змінити статус заявки на *«Прийнята»,* зменшити кількість вільних місць. Якщо умови не виконано: змінити статус заявки на *«Відхилена»,* вказати причину відмови. Зберегти заявку.  **Алгоритм методу «Призначити місце практики».** Отримати заявку. Перевірити статус заявки = *«Прийнята».* Якщо ні — завершити роботу. Створити масив (список) компаній за напрямком заявки. Обрати компанію з вільною позицією. Для пошуку компанії застосовувати метод бінарного пошуку в масиві рядків, якими є назви компаній та їх спеціалізації. Закріпити студента за цією позицією. Змінити статус заявки на *«У процесі».* Зберегти призначення. Повідомити студента та компанію.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **PracticeExchange** вбудований (вкладений) клас **ІТCompany**, з якою біржа має договір про співпрацю, як додаткову сутність згідно з табл. 12.2:  Таблиця 12.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | ІТ-компанія | Організація-партнер, що надає місця для проходження практики | Назва компанії,  Галузь,  Кількість вільних місць,  Статус співпраці (Активна / Призупинена / Завершена | Створити пропозицію  Прийняти студента  Надати характеристику студенту  Завершити практику | Є активний договір з біржею  Позиція відкрита  Кількість місць > 0 |   **Алгоритм методу «Створити пропозицію практики».** Перевірити статус співпраці з біржею. Якщо статус ≠ *«Активна»*, завершити дію, повернути повідомлення. Компанія задає дані: назва позиції (наприклад, «Frontend Intern»), напрямок (галузь, ключові слова), опис обов’язків, вимоги до студента (курс, спеціальність, мін. середній бал), кількість місць, тривалість практики. Присвоїти новій пропозиції статус *«Відкрита»*. Зберегти пропозицію в БД (файл). Збільшити кількість активних позицій компанії. Повернути підтвердження успішного створення  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **PracticeExchange,** подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити методи сутності Біржа практики (табл. 12.1), в інший файл – методи класу ІТ-компанія (табл. 12.2).  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Rezume** (резюме), включивши в нього функцію (на вибір студента) з варіанта 12 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
|  | **Опис предметної області**. Існує середовище ріелторських послуг, сутностями якої є агенство нерухомості та клієнт. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам практико-орієнтованого навчання операцій. В таблиці 13.1 подані ролі, атрибути та операції сутностей в середовищі ріелторських послуг.  Таблиця 13.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Агентство нерухомості | Посередник, що підбирає, пропонує та супроводжує операції з нерухомістю | Назва агентства,  Список об’єктів,  Ліцензія,  Статус співпраці | Прийняти запит клієнта  Шукати об’єкт відповідно до запиту клієнта  Оцінити вартість нерухомості  Підготувати договір  Закрити угоду | Є активна ліцензія  Клієнт подав запит  Є релевантні об’єкти в базі | | Клієнт | Особа, яка звертається по послуги з оренди чи купівлі нерухомості | Ім’я, Прізвище,  Тип запиту (купівля/оренда), Бюджет,  Бажаний район,  Статус запиту (новий, активний, завершений) | Шукати агенство нерухомості  Подати запит  Переглянути пропозиції  Укласти/відхилити угоду | Подано коректний запит  Агентство обслуговує клієнта  Об’єкт доступний | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт подає запит в одне агенство нерухомості** (модель 1:1). **Сервіс** не є учасником практико-орієнтованого навчання, є лише інструментом, який використовують інші сутності (клієнт та агенство нерухомості) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області ріелторських послуг  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **RealEstateAgency** (Агентство нерухомості), **Client** (клієнт) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.13.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 13.1.  **Алгоритм методу «Прийняти запит клієнта».** Отримати запит (кількість кімнат, місця розташування будинку, вартість квартири, первинний-вторинний ринок, тип (елітне, бізнес-клас, економ-клас) тощо) зі статусом «Новий». Перевірити наявність релевантних об’єктів у базі. Якщо є відповідність, змінити статус запиту на «У процесі». Якщо немає — залишити статус без змін, надіслати повідомлення клієнту. Можна клієнту призначити персонального аналітика, який супроводжуватиме процес до укладання договору.  **Алгоритм методу «Оцінити вартість нерухомості.** Отримати заявку студента. Перевірити статус заявки = *«Завершено».* Якщо ні — припинити дію. Показати форму оцінювання. Студент вводить числову оцінку (1–5), текстовий коментар (опціонально). Перевірити, чи оцінка в допустимому діапазоні? Якщо так, зберегти оцінку та коментар, змінити статус заявки на *«Оцінено»,* повернути повідомлення про успішну оцінку. Якщо ні — видати повідомлення про помилку введення.  **Алгоритм методу «Розрахувати вартість нерухомості».**  *Вартість=Площа×БазоваЦінаЗаМ2×КоефіцієнтЛокації×КоефіцієнтТипу×КоефіцієнтРемонту+(Вартість×СумаКоефіцієнтівДодатковихФакторів)*  *КоефіцієнтЛокації -* від 2 до 0.5 (центр, престижний район, спальний, околиця, проблемний)? розраховується як частка СередняЦінаВРайоні​ / СередняЦінаПоМісту.  *КоефіцієнтТипуНерухомості = СередняЦінаЗаТип / СередняЦінаЖитловоїКвартири*  *КоефіцієнтРемонту = СередняЦінаЗаСтан / СередняЦінаНовобудови*  Додаткові фактори можна визначити як надбавку або знижку у відсотках до вартості:  *СумаКоефіцієнтівДодатковихФакторів = Наявність балкона+Наявність ліфта+Гарний Вид +Парковка або гараж - Перший або останній поверх - Шумний район.*  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **RealEstateAgency** вбудований (вкладений) клас **Rieltor** (ріелтор), який супроводжуватиме клієнта, як додаткову сутність згідно з табл. 13.2:  Таблиця 13.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Рієлтор | Представник агентства, який супроводжує клієнта протягом угоди | Назва компанії,  Ім’я, Прізвище, Спеціалізація,  Кількість угод,  Статус доступності - Доступний / Зайнятий | Прийняти запит  Супроводжувати клієнта  Оформити угоду | Рієлтор доступний, спеціалізація відповідає типу об’єкта |   **Алгоритм методу «Супроводжувати клієнта».** Отримати закріпленого клієнта: перевірити, чи клієнт прив’язаний до поточного рієлтора. якщо «ні» — завершити метод із повідомленням про помилку. Завантажити активний запит клієнта: перевірити статус запиту = «*У процесі обробки»* або «*Активний»*; якщо статус недопустимий — завершити. Отримати список релевантних об’єктів, відфільтрувавши об’єкти бази за параметрами запиту (типи запиту, район, бюджет тощо). Надіслати клієнту пропозиції для перегляду. Клієнт робить вибір об’єктів для перегляду. Якщо об’єкти не обрані — завершити метод. Імітувати перегляд об’єктів. Після перегляду отримати рішення «*Влаштовує* / *Не влаштовує*. Якщо клієнт обрав об’єкт, змінити статус запиту на «*Очікує укладення угоди».* Зберегти ID об’єкта як о*»*браний. Якщо відмовився, позначити об’єкт як переглянутий. Повторювати дії, доки не буде знайдено об’єкт або клієнт відмовився від подальшого пошуку.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **PraRealEstateAgency,** подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод «Шукати об’єкт відповідно до запиту клієнта*»*, в інший - метод «Оцінити вартість нерухомості*»*  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Apartment** (квартира), включивши в нього функцію (на вибір студента) з варіанта 13 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
| **14.** | **Опис предметної області**. Існує середовище Академічна мобільність, сутностями якої є студент та відділ академічної мобільності Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам практико-орієнтованого навчання операцій. В таблиці 14.1 подані ролі, атрибути та операції сутностей в середовищі академічної мобільності.  Таблиця 14.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Студент | Здобувач освіти, учасник академ. мобільності | ПІБ,  Освітній рівень,  Середній бал,  Наукові здобутки  Статус заявки | Розрахувати рейтинг студента,  Подати заявку,  Отримати результат розгляду заявки,  Підписати угоду | Обрана програма існує, мотиваційний лист подано,  Заявка розглянута, Заявка схвалена | | Відділ академічної мобільності | Організатор і координатор програм | Назва програми,  Мінімальний середній бал Кількість учасників,  Список (масив) ЗВО-партнерів | Розглянути заявку,  Шукати університет  Схвалити заявку,  Відхилити заявку,  Оформити документи, | Середній бал студента відповідає вимогам  Рейтинг студента відповідає вимогам  Немає місць або студент не відповідає вимогам, тоді заявка відхилена | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент подає заявку в один відділ на одну програму** (модель 1:1). **Сервіс** не є учасником академічної мобільності, є лише інструментом, який використовують інші сутності (студент і відділ академічної мобільності) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області академічної мобільності.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Student** (Студент), **AcademicMobility** (відділ академічної мобільності) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.14.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 14.1.  **Алгоритм методу «Розрахувати рейтинг студента».** Рейтинг студенту включає середній бал за 4 сесії, бали за наукову діяльність студента (кількість статей – 5 балів за кожну статтю, участь в конференціях і конкурсах – по 4 бали за кожну подію тощо) та бали за знання іноземної мови. Кількість оцінок в кожну сесію генерувати псевдовипадковими цілими числами в діапазоні від 60 до 100.  **Алгоритм методу «Подати заявку».** Перевірити, чи студент ще не подавав заявку. Якщо вже подавав, вивести повідомлення про неможливість повторної подачі. Якщо ні, створити заявку, вказавши програму академ. мобільності, додавши мотиваційний лист та розрахований рейтинг студента. Встановити статус заявки як «Очікує розгляду». Надіслати заявку до відділу академічної мобільності, вивести повідомлення «Заявка подана»  **Алгоритм методу «Розглянути заявку».** Перевірити, чи заявка ще не була розглянута. Перевірити рейтинг студента. Якщо нижче мінімального порогу, відхилити заявку. Перевірити, чи є вільні місця у програмі академ. мобільності. Якщо немає, відхилити заявку. Якщо всі умови виконані, схвалити заявку. Оновити статус заявки.  **Алгоритм методу «Шукати університет».** Отримати від студента його спеціальність, курс, рейтинг, бажану країну для мобільності. Відкрити список університетів, з якими підписані угоди про академічну мобільність. Фільтрувати університети за критеріями: споріднена спеціальність, бажана країна. Перевірити, чи є на поточний момент відкриті програми для обміну. Якщо знайдені університети → повернути список університетів. Якщо список порожній → вивести повідомлення: «На жаль, немає університетів, що відповідають вашим критеріям».  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **AcademicMobility** вбудований (вкладений) клас **InterProgram** (міжнародні програми), який супроводжуватиме клієнта, як додаткову сутність згідно з табл. 14.2:  Таблиця 14.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Міжнародна програма | Представлення програми для академічної мобільності між університетами | Назва програми  Спеціальність  Країна  Тривалість програми (місяці)  Університет-партнер | Перевірити наявність місць у програмі  Провести конкурс серед претендентів на участь у міжнародних програмах | Якщо місць на програму немає, конкурс не проводиться |   **Алгоритм методу «Провести конкурс».** Перевірити наявність доступних місць: якщо кількість місць = 0, припинити процес відбору та повідомити всіх претендентів про закриття набору. Сформувати список претендентів: перевірити, чи всі заявки відповідають вимогам, видалити ті, що не відповідають вимогам. Оцінити претендентів за критеріями: визначити вагу кожного критерію (наприклад, середній бал – 30%, наукова діяльність – 30%, рівень англ. мови – 20%, мотиваційний лист – 20%) та уточнити рейтинг студента:  *Рейтинг=(Середній бал×0.3)+(Оцінка за мову×0.3)+(наукова діяльність×0.3)+(рівень англ. мови×0.2)+(Оцінка мотиваційного листа×0.2)*  Відсортувати студентів за рейтингом у порядку спадання. Взяти з початку відсортованого списку топ-N студентів, де N – кількість доступних місць. Додати їх до списку відібраних студентів. Якщо кількість заявок перевищує N, сформувати список резервних студентів, які не пройшли основний конкурс. Претенденти, які увійшли до списку відібраних студентів, отримують статус «Прийнято». Ті, хто залишився у резервному списку, отримують статус «Резерв». Решта отримують статус «Відхилено». Надіслати результати всім учасникам конкурсу.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **AcademicMobility,** подавши його як частковий, поділивши клас на дві частини кожна в окремому файлі: в один файл включити метод «Шукати університет*»*, в інший - метод «Провести конкурс*»*  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **ResearchWork** (наукова робота), включивши в нього функцію (на вибір студента) з варіанта 14 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
| **15.** | **Опис предметної області**. Існує середовище Таксі-сервіс, сутностями якої є клієнт і таксіі Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам Таксі-сервіс операцій. В таблиці 15.1 подані ролі, атрибути та операції сутностей в середовищі Таксі-сервіс.  Таблиця 15.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Клієнт | Замовник послуги таксі | Ім'я,  Контактний номер, Місце посадки,  Місце призначення,  Спосіб оплати | Замовити таксі (вказати місце посадки, місце призначення)  Оплатити поїздку (сума, спосіб оплати)  Скасувати замовлення | є доступний автомобіль, клієнт підтвердив замовлення | | Таксі | Виконавець замовлення, перевізник | номер таксі,  статус (вільне/зайняте), тариф за км,  тариф за хвилину  вартість оплати  відстань | Прийняти замовлення (місце посадки, місце призначення).  Розрахувати вартість поїздки (відстань, тариф)  Визначити оптимальний маршрут поїздки | Авто вільне, відстань до клієнта в межах допустимого.  Тариф встановлений, відстань визначена. | | Сервіс | Технічний посередник: забезпечує обмін введення/виведення збереження даних | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт робить одне замовлення, отримує одне таксі** (модель 1:1). **Сервіс** не є учасником Таксі-сервіс є лише інструментом, який використовують інші сутності (клієнт і таксі) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області Таксі-сервіс.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Client** (Клієнт) та **Taxi** (таксі) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.15.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 15.1.  **Алгоритм методу «Замовити таксі».** Отримати від клієнта інформацію про місце посадки та місце призначення. Перевірити коректність введених даних. Якщо місце посадки або призначення не задано - вивести повідомлення про помилку. Передати дані про замовлення у систему таксі. Очікувати підтвердження прийняття замовлення. Якщо замовлення підтверджено - повідомити клієнта про деталі таксі (номер авто, ім'я водія, час прибуття). Якщо замовлення не підтверджено - запропонувати новий запит.  **Алгоритм методу «Оплатити поїздку».** Перевірити, чи поїздка завершена. Якщо поїздка ще триває - повідомити про неможливість оплати. Отримати значення суму для оплати. Вибрати спосіб оплати (готівка/карта). Якщо вибрана карта - перевірити доступність коштів. Якщо коштів недостатньо - вивести повідомлення про необхідність обрати інший спосіб оплати. Провести оплату. Підтвердити успішне завершення платежу та видати чек.  **Алгоритм методу «Розрахувати вартість поїздки».**  *Вартість=Базовий тариф+(Відстань×Тариф за км)+(Час у дорозі×Тариф за хвилину)+Надбавки*, де  *Базовий тариф* – фіксована сума за подачу авто. *Відстань* – кількість кілометри від початкової до кінцевої точки. *Тариф за км* – вартість 1 км поїздки, *Час у дорозі* – загальний час руху в хвилинах. *Тариф за хвилину* – додаткова вартість за час у дорозі. *Надбавки* – додаткові платежі (нічний тариф, години пік, погодні умови тощо).  **Алгоритм методу «Визначити оптимальний маршрут».** Отримати координати початкової та кінцевої точки маршруту. Надіслати запит до картографічного сервісу для отримання доступних маршрутів. Визначити оптимальний маршрут за критеріями: найменша відстань, найкоротший час у дорозі з урахуванням трафіку, мінімальна кількість світлофорів та зупинок. Якщо є затори або обмеження на маршруті, перерахувати альтернативний маршрут, оцінити додатковий час у дорозі. Вибрати маршрут з найкращими показниками. Передати маршрут водію для навігації.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **TaxiService** вбудований (вкладений) клас **Car** (автомобіль), на якому їхатиме клієнт, як додаткову сутність згідно з табл. 15.2:  Таблиця 15.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Автомобіль | Засіб пересування | Марка,  Модель,  Пробіг,  Витрата пального  Запас пального | Перевірити технічний стан, Визначити витрати пального,  Оцінити залишковий ресурс | автомобіль закріплений за таксі, автомобіль у справному стані |   **Алгоритм методу «Визначити витрати пального».** Отримати загальний пробіг автомобіля (взяти із одометра чи з бортового комп’ютера за наЯвністю). Визначити базову ставку витрат (наприклад, 0.1 грн за 1 км пробігу). Якщо пробіг менше 100 000 км, розрахувати витрати за формулою: *витрати = 0.1 \* пробіг.* Якщо пробіг перевищує 100 000 км, розрахувати за формулою: *витрати = 0.2 \* пробіг.* Зафіксувати значення витрат (вивести на консоль).  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Taxi**, подавши його як частковий, поділивши його на два файли: в один файл включити метод розрахунок вартості виконання замовлення, в інший файл – метод розрахунок оптимального маршруту руху.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Сity** (місто), включивши в нього функцію (на вибір студента) з варіанта 15 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
| **16.** | **Опис предметної області**. Існує середовище фінансових послуг, сутностями якої є клієнт і банк. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам середовище фінансових послуг операцій. В таблиці 16.1 подані ролі, атрибути та операції сутностей в предметній області фінансових послуг.  Таблиця 16.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Клієнт | Фізична або юридична особа, яка користується фінансовими послугами банку | ПІБ,  паспорт,  ІПН,  номер рахунку,  баланс рахунку, кредитний рейтинг | Відкрити рахунок  Закрити рахунок  Поповнити рахунок  Зняти кошти  Отримати кредит | Клієнт має надати необхідні документи | | Банк | Фінансова установа, що надає банківські послуги | Назва банку  перелік послуг, процентні ставки, кредитні ліміти | Створити рахунок клієнта  Відкрити депозит  Надати кредит  Обробити платіж  Нарахувати відсотки по кредиту/депозиту | Клієнт має відповідати вимогам банку  Клієнт має позитивний кредитний рейтинг  На рахунку є активний кредит | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу  Шлях до файлу  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт робить одне замовлення, отримує одне таксі** (модель 1:1). **Сервіс** не є учасником фінансових послуг, є лише інструментом, який використовують інші сутності (клієнт і банк) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області фінансових послуг..  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Client** (Клієнт), **Bank** (банк) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.16.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 16.1.  **Алгоритм методу «Поповнити рахунок / Зняти кошти».** Отримати номер рахунку та визначити суму для поповнення/зняття. Перевірити, чи існує рахунок. Перевірити, що сума на рахунку достатня для зняття.  Додати суму до поточного балансу рахунку/ Відняти суму зі стану рахунку. Оновити дані про баланс у базі банку. Підтвердити успішне поповнення рахунку / зняття коштів.  **Алгоритм методу «Надати кредит клієнту».** Отримати номер рахунку клієнта та суму кредиту. Перевірити кредитний рейтинг клієнта. Переконатися, що сума не перевищує встановлений кредитний ліміт. Додати суму кредиту до балансу клієнта. Оновити кредитну історію в базі банку. Підтвердити видачу кредиту.  **Алгоритм методу «Нарахувати відсотки по кредиту».** Отримати номер рахунку клієнта. Перевірити, чи на рахунку є активний кредит. Розрахувати відсотки за встановленою ставкою.  *Відсотки = Сума кредиту×Ставка×Кількість місяців​/12 -* за формулою простих відсотків  *Загальний борг = Сума кредиту×(1+Ставка / Кількість періодів)^(Кількість періодів) -* за формулою складних відсотків.  Відняти початкову суму кредиту, щоб отримати тільки нараховані відсотки. Додати отримані відсотків до загального боргу клієнта. Оновити інформацію про борг у базі банку. Повідомити клієнта про нараховані відсотки.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Bank** вбудований (вкладений) клас **Website** (сайт банку), для роботи з електронним банкінгом, як додаткову сутність згідно з табл. 16.2:  Таблиця 16.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Сайт банку | Онлайн-платформа для надання банківських послуг | URL  Сервіси  Кількість користувачів на день | Контроль залишків на поточних рахунках,  Оформлення депозиту,  Оплата комунальних послуг,  Переказ коштів на рахунки | Оформлення депозиту доступне тільки для клієнтів із рахунком  Оплата комунальних послуг можлива лише при достатньому балансі |   **Алгоритм методу «Оплата комунальних послуг».** Авторизація клієнта: отримати від клієнта логін і пароль, перевірити коректність введених даних, вивести повідомлення про помилку при невірному введенні. Вибір послуги для оплати: відобразити список доступних комунальних послуг (електроенергія, газ, вода тощо), отримати від клієнта вибір послуги, запросити реквізити для оплати (номер особового рахунку, суму). Перевірка балансу: отримати поточний баланс рахунку клієнта, якщо баланс менший за суму платежу – вивести повідомлення про недостатні кошти та припинити операцію. Формування та підтвердження платежу: відобразити клієнту деталі платежу (сума, отримувач, комісія), запросити підтвердження оплати, якщо підтвердження не отримано – скасувати операцію. Виконання платежу: відняти суму платежу (з урахуванням комісії) з рахунку клієнта, згенерувати квитанцію платежу. Надіслати клієнту повідомлення про успішну оплату. Оновити загальну звітність банку. Вивести повідомлення про успішне завершення оплати.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Bank**, подавши його як частковий, поділивши на два файли: в один файл включити метод видачі кредитів під відсотки, в інший файл – метод нарахування відсотків за кредитами.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас Національний банк України, включивши в нього функцію (на вибір студента) з варіанта 16 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
| **17.** | **Опис предметної області**. Існує середовище медичних послуг, сутностями якої є пацієнт і лікар Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам середовища медичних послуг операцій. В таблиці 17.1 подані ролі, атрибути та операції сутностей у предметній області медичних послуг.  Таблиця 17.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Пацієнт | Фізична особа, яка отримує медичну допомогу | ПІБ,  дата народження, медична картка,  історія хвороби,  поточні скарги | Записатися на прийом,  Отримати діагноз, Отримати призначення лікування | Запис на прийом можливий, якщо є вільний час у лікаря. Діагноз встановлюється після огляду лікарем. Призначення лікування можливе тільки після встановлення діагнозу. | | Лікар | Фізична особа, яка надає медичні послуги | ПІБ,  спеціалізація,  стаж роботи,  графік прийому,  список пацієнтів,  доступ до медичних карт | Провести прийом пацієнта, Встановити діагноз, Призначити лікування | Прийом можливий, якщо пацієнт записаний.  Діагноз встановлюється після обстеження пацієнта. Лікування призначається після встановлення діагнозу. | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один пацієнт, один лікар** (модель 1:1). **Сервіс** не є учасником медичних послуг, є лише інструментом, який використовують інші сутності (пацієнт і лікар) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області медичних послуг.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Patient** (пацієнт) **Doctor** (Лікар) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.17.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 17.1.  **Алгоритм методу «Записатися на прийом».** Пацієнт обирає спеціалізацію лікаря. Відображається список доступних лікарів за спеціалізацією. Пацієнт обирає лікаря зі списку. Відображається розклад прийому лікаря. Пацієнт обирає зручну дату та час прийому. Система перевіряє наявність вільного часу. Якщо час доступний, запис підтверджується. Якщо час зайнятий, пацієнту пропонуються інші варіанти. Пацієнт отримує підтвердження запису.  **Алгоритм методу «Отримати діагноз».** Пацієнт приходить на прийом до лікаря. Лікар проводить огляд та опитування пацієнта. Якщо необхідно, лікар призначає додаткові обстеження. Пацієнт проходить необхідні обстеження (аналізи, рентген тощо). Лікар аналізує результати обстежень. Лікар встановлює діагноз. Пацієнт отримує інформацію про свій діагноз.  **Алгоритм методу «Провести прийом пацієнта».** Лікар переглядає список записаних пацієнтів.Лікар викликає наступного пацієнта в кабінет. Лікар проводить опитування пацієнта щодо скарг. Лікар вносить інформацію про скарги та огляд у медичну картку. Якщо потрібно, лікар призначає додаткові аналізи та обстеження. Лікар завершує прийом пацієнта.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **Patient** вбудований (вкладений) клас **MedicalCard** (медична картка**)**, як додаткову сутність згідно з табл. 17.2:  Таблиця 17.2. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Медична картка | Архів медичних даних пацієнта | Номер картки,  дані пацієнта, історія хвороб, призначення лікування | Оновити медичну історію  Додати результати аналізів  Переглянути історію хвороб | Є нові діагнози або результати обстежень  Пацієнт пройшов обстеження |   **Алгоритм методу «Додати результати аналізів».** Отримати медичну картку пацієнта за номером. Перевірити, чи існує картка. Якщо ні, вивести повідомлення про помилку та завершити виконання. Переконатися, що аналізи проводилися (перевірити наявність відповідного направлення або запиту). Додати результати аналізів до медичної картки. Зберегти зміни в базі даних. Підтвердити успішне оновлення.  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **Doctor**, подавши його як частковий, поділивши його на два файли: в один файл включити метод встановлення діагнозу хвороби, в інший файл – метод призначення лікування.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Illness** (хвороба), включивши в нього функцію (на вибір студента) з варіанта 17 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
| **18.** | **Опис предметної області**. Існує середовище мережі користувачів, сутностями якої є соціальна мережа та користувач Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам мережі користувачів операцій. В таблиці 18.1 подані ролі, атрибути та операції сутностей у предметній області медичних послуг.  Таблиця 18.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Соціальна мережа | Платформа для взаємодії користувачів | Назва мережі  Кількість користувачів  Спрямованість мережі (для науковців, для розваг тощо) | Додати користувача до мережі  Видалити користувача з мережі  Публікувати контент  Створити групи в мережі  Заблокувати користувача  Шукати користувачів | Користувач має бути зареєстрованим для видалення.  Мережа повинна бути активною для створення групи. | | Користувач | Фізична особа, яка комунікує через мережу | Ім’я  e-mail  Пароль  Статус користувача (активний/неактивний)  Кількість друзів | Зареєструвати користувача  Оновити профіль  Додати/видалити контент до мережі  Додати/видалити друзів  Ініціація пошуку користувачів |  | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками мережі користувачів: **один користувач, одна мережа** (модель 1:1). **Сервіс** не є учасником мережі користувачів, є лише інструментом, який використовують інші сутності (користувач і соціальна мережа) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області користування соціальними мережами.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **SocialNetwork** (Соціальна мережа), **User** (Користувач) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.18.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 18.1.  **Алгоритм методу «Додати контент до мережі».** Перевірити, чи має користувач право додавати контент, якщо ні — зупинити виконання і вивести повідомлення про відмову, якщо так — продовжити. Запитати користувача тип контенту (текст, фото, відео тощо). Ввести контент (текст, фото, відео або інші дані). Перевірити контент на відповідність політикам мережі (правилам, цензурі, тощо), якщо контент порушує правила — повідомити користувача та не додавати контент, інакше — продовжити. Додати контент до відповідної категорії: якщо це особистий пост — додати до стрічки новин користувача, якщо це публікація у групі — додати до обраної групи. Повідомити користувача про успішне додавання контенту.  **Алгоритм методу «Створити групу в мережі».** Перевірити, чи має користувач права на створення груп. Якщо користувач не має прав — зупинити виконання і повернути повідомлення про відмову. Запитати у користувача назву групи. Перевірити, чи не існує вже групи з такою назвою, якщо група з такою назвою вже існує — повідомити користувача і зупинити виконання. Запитати у користувача додаткові налаштування для групи: тип групи (відкрита чи закрита), опис групи, кількість адміністраторів або учасників. Створити групу в базі даних: призначити адміністратора (користувача, який створив групу), додати початкових учасників (якщо є). Повідомити користувача про успішне створення групи.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **SocialNetwork** вбудований (вкладений) клас **Friends** (друзі), як додаткову сутність згідно з табл. 18.2:  Таблиця 18.2. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Друзі | Користувачі, які можуть обмінюватися контентом | FirstName та LastName, e-mail друга  Статус дружби | Надіслати запит на дружбу  Підтвердити запит на дружбу  Відправити повідомлення другу  Заблокувати небажаного “друга” |   **Алгоритм методу «Надіслати запит на дружбу».** Перевірити, чи ініціатор дружби і отримувач запиту ще не є друзями (статус дружби не підтверджений). Якщо не є друзями, створити запис запиту на дружбу між ініціатором та отримувачем зі статусом "надіслано". Показати ініціатору повідомлення "Запит на дружбу надіслано". Показати отримувачу запит на дружбу зі статусом "надіслано".  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **SocialNetwork**, подавши його як частковий, поділивши його на два файли: в один файл включити метод створити групу, в інший файл – метод додати контент  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Internet**, включивши в нього функцію (на вибір студента) з варіанта 18 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
| **19.** | **Опис предметної області**. Існує транспортна інфраструктура міста, сутностями якої є само місто і транспорт. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам транспортної інфраструктури операцій. В таблиці 19.1 подані ролі, атрибути та операції сутностей у предметній області медичних послуг.  Таблиця 19.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Місто | Організує транспортну систему, контролює її ефективність | Назва міста  Кількість жителів  Площа міста  Кількість транспортних одиниць | Розрахувати щільність транспорту  Оцінити навантаження на інфраструктуру | Площа > 0  Кількість транспорту > 0 | | Транспорт | Забезпечує перевезення в межах міста | Тип транспорту (автобус, трамвай, метро)  Максимальна пасажиромісткість  Кількість рейсів на день | Розрахувати перевізну здатність  Оцінити ефективність маршруту | Рейси > 0  Пасажиромісткість > 0 | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками транспортної інфраструктури один до одного: **одне місто, один транпорт** (модель 1:1). **Сервіс** не є учасником транспортної інфраструктури, є лише інструментом, який використовують інші сутності (місто і транспорт) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області транспортна інфраструктура.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **City** ( місто), **Тransport** (транспорт) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.19.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 19.1.  Таблиця 19.2. Розрахункові формули для алгоритмів транспортної інфраструктури   |  |  |  |  | | --- | --- | --- | --- | | № | Показник | Формула | Пояснення | | 1 | Пасажиромісткість ТЗ | Пасажиромісткість = Сидячі місця+ Стоячі місця | Кількість пасажирів, яких може вмістити один транспортний засіб за один рейс | | 2 | Перевізна здатність ТЗ (за день) | Перевізна\_здатність = Пасажиромісткість × Кількість\_рейсів\_на\_день | Скільки пасажирів перевозить один ТЗ за день | | 3 | Потреба в перевезеннях | Потреба = Кількість\_жителів × Частка\_користувачів\_транспорту | Скільки людей користуються громад. транспортом щодня | | 4 | Кількість транспорту (фактична) | Кількість\_ТЗ = Потреба / Перевізна\_здатність | Скільки транспорту потрібно для фактичного перевезення пасажирів | | 5 | Кількість транспорту (за нормативом) | Кількість\_ТЗ = Кількість\_жителів / Норматив\_пасажирів\_на\_1\_ТЗ | Кількість ТЗ, що відповідає плановим стандартам обслуговування населення | | 6 | Щільність транспорту в місті | Щільність = Кількість\_ТЗ / Площа\_міста | Скільки одиниць транспорту припадає на 1 км² площі міста | | 7 | Навантаження на одну транспортну одиницю | Навантаження = Кількість\_жителів / Кількість\_ТЗ | Скільки жителів обслуговує одна одиниця транспорту |   6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **City** вбудований (вкладений) клас **Infrastructure**  (інфраструктура), як додаткову сутність згідно з табл. 19.3:  Таблиця 19.3. Додаткові сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умови виконання дій** | | Інфраструктура | Структура маршрутів і їхня доступність для міських районів | Кількість маршрутів,  Середня довжина маршруту,  Рівень покриття міста - % міської території, яку обслуговує транспорт | Розрахувати щільність покриття  Оцінити ефективність мережі | Щільність = Кількість\_маршрутів / Площа\_міста  Ефективність = Рівень\_покриття / Середня\_довжина\_маршруту |   **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **City**, подавши його як частковий, поділивши його на два файли: в один файл включити методи класу **Infrastructure**, в інший файл – методи класу **City**.  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **TransporStop** (зпинка транспорту) включивши в нього функцію (на вибір студента) з варіанта 19 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
| **20.** | **Опис предметної області**. Існує цифрова платформа для молоді, сутностями якої є молодь і цифрова платформа. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності Сервіс для реалізації не притаманних участникам цифрової платформи операцій. В таблиці 20.1 подані ролі, атрибути та операції сутностей у предметній області медичних послуг.  Таблиця 20.1. Основні сутності предметної області   |  |  |  |  |  | | --- | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | **Умова виконання дії** | | Молодь | Учасник цифрового ринку, що створює кар’єру через платформу | Ім’я,  Вік,  Навички,  Рейтинг,  Кількість проєктів  Профіль | Додати навичку  Оцінити досвід (виконання проєкту)  Розрахувати рейтинг | Є хоча б один завершений проєкт або фідбек | | Цифрова платформа | Середовище, яке надає інструменти для навчання і роботи | Назва платформи,  Кількість учасників,  Доступні проєкти,  Назва курсу | Призначити проєкт  Згенерувати звіт про активність  Алгоритм підбору  Порекомендувати курс | Є активний профіль молодої людини | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення даних, зберігає дані | Формат виводу Шлях до файлу Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу | У файл потрібно записати значення атрибутів сутностей, все, що буде виведено на консоль, усі розрахункові значення |   Здійснити **об’єктно-орієнтований аналіз** і визначити класи, поля і методи. Спрощена взаємодія між учасниками цифрової кар’єри: **один учасник цифрового ринку, одна цифрова платформа** (модель 1:1). **Сервіс** не є учасником цифрового кар’єрного ринку, є лише інструментом, який використовують інші сутності (молодь і цифрова платформа) для реалізації своїх дій.  **Розробити таблицю зв’язків між сутностями** за зразком:   |  |  |  |  | | --- | --- | --- | --- | | Сутність 1 | Сутність 2 | Тип зв’язку (1:1) | Опис зв’язку між сутностями |   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування** і побудувати діаграму класів. На основі діаграми класів розробити **код класів** мовою C# для обробки даних про кафедру і студента. Розробити **сценарій роботи програми** і побудувати Use Case діаграму.  На основі Use Case діаграми написати код для реалізації сценарію роботи програми у функції Main() програмного моделювання предметної області “Цифрова кар’єра молоді”.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Створити класи **Youth** (молодь), **DigitalPlatform** (цифрова платформа) та **Service**. Кожен клас має бути створений в окремому файлі командою *Project → Add class.* Визначити в класах закриті поля, що відповідають атрибутам предметної област (табл.20.1).   2. Визначити в класах конструктор за замовчуванням (без параметрів для ініціалізації полів класів нульовими та пустими (для типу *string*) значеннями).  3. Визначити в класах конструктори з параметрами для ініціалізації полів класів початковими значеннями та конструктор копії для створення нових об'єктів як копії існуючого об'єкта.  4. Визначити в класах відкриті властивості (get, set) для доступу до закритих полів та зміни значень ініціалізованих в конструкторах полів класів.  5. Визначити в класах відкриті методи для реалізації поведінки об'єктів через зміну їх станів (полів) відповідно до табл. 20.1.  **Алгоритм методу «Розрахувати рейтинг (на основі виконаних проєктів)».** Отримати список усіх проєктів, у яких брала участь особа. Відфільтрувати лише завершені проєкти з оцінкою. Якщо таких проєктів немає — встановити рейтинг = 0. Для кожного проєкту взяти значення Оцінка (наприклад, від 1 до 10 або у %), визначити коефіцієнт складності проєкту (за потреби). Обчислити середню оцінку:  *рейтинг = (сума оцінок \* коефіцієнти складності) / кількість проєктів*  Зберегти рейтинг у профіль користувача. Оновити статус особи (наприклад: "Новачок", "Стабільний", "Топ").  **Алгоритм методу «Призначити проєкт».** Отримати активний профіль молодої особи. Перевірити, чи не виконує вона інший проєкт у цей момент. Якщо так — призначення неможливе (вийти з алгоритму). Зчитати список навичок користувача, поточний рейтинг. Завантажити базу доступних проєктів зі статусом *«вільний»*. Для кожного проєкту перевірити відповідність за сферою/тематикою, перевірити мінімальний рейтинг. Відсортувати відповідні проєкти за релевантністю (співпадіння навичок, рівень складності). Вибрати найбільш відповідний проєкт. Призначити користувача як виконавця. Оновити статус проєкту → *«У роботі».* Повідомити учасника про призначення.  6. У функції Main() реалізувати сценарій роботи програми відповідно до Use Case діаграми.  **Версія 2 (Версія 1 + п.7) в окремому проєкті**  7. Додати до класу **DigitalPlatform** вбудований (вкладений) клас **Project** (проєкт), як додаткову сутність згідно з табл. 20.2:  Таблиця 20.2. Додаткові сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Проєкт | Практичне завдання, яке виконує молодь, отримуючи досвід і оцінку | Назва,  Сфера,  Складність,  Статус виконання,  Оцінка | Призначити виконавця  Змінити статус  Оцінити результат |   **Алгоритм методу «Призначити виконавця».** Отримати ID кандидата (молодої особи), якого призначають виконавцем. Перевірити статус проєкту: якщо статус ≠ "вільний" або "очікує виконавця", завершити метод з повідомленням: *"Проєкт недоступний для призначення"*. Перевірити, чи користувач не зайнятий іншим активним проєктом: якщо так, завершити: *"Користувач не може бути призначений на кілька проєктів одночасно"*. Призначити виконавця: створити зв’язок між проєктом і користувачем (наприклад, запис у таблиці виконання\_проєкту), записати дату призначення. Оновити статус проєкту: встановити статус = "У роботі", зафіксувати ID\_виконавця у проєкті. Ініціювати логіку старту: встановити дедлайн, створити або активувати трекер виконання (прогрес виконавця). Надіслати повідомлення виконавцю: підтвердження призначення, посилання на бриф (інформація про проєкт), вимоги, дедлайн, контакт координатора. Вивести повідомлення про призначення  **Версія 3 (Версія 2 + п.8) в окремому проєкті.**  8. Модифікувати клас **DigitalPlatform** , подавши його як частковий, поділивши його на два файли: в один файл включити метод Призначити проєкт, в інший файл – метод Порекомендувати курс  **Версія 4 (Версія 3 + п.9) в окремому проєкті.**  9. Додати до проекту новий статичний клас **Mentor** (ментор, координатор), включивши в нього функцію (на вибір студента) з варіанта 20 лабораторної роботи 2, зробивши її статичною.  **Алгоритми методів, які не описані в завданні, студент розробляє самостійно.** |
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## Лабораторна робота №4 Успадкування класів в мові програмування C#: конструктори базових та похідних класів, інтерфейси, абстрактні класи

### Рейтинг лабораторної роботи №4

|  |  |  |  |
| --- | --- | --- | --- |
| *№ п.п* | *Вид діяльності студента* | *Рейтинговий бал* | *Deadline* |
| 1 | Написання коду з 6 завдань | 0,5\*9 = 4,5 | 25 Березня |
| 2 | Захист роботи | 0,5 |
| 3 | Звіт з роботи | 0,5 |  |
| Разом за роботу | | 5,5 |  |

### Мета роботи

1. Навчитися повторному використанню коду через спадкування класів
2. Навчитися створювати конструктори базових та похідних класів
3. Побудувати ієрархію класів відповідно до варіанту
4. Навчитися розробляти оголошення та реалізацію інтерфейсів, використовувати стандартні інтерфейси.
5. Навчитися працювати з абстрактними класами

### Методичні рекомендації до виконання лабораторної роботи

1. Уважно прочитайте лекцію та методичні вказівки до цієї лабораторної роботи.

2. Виконайте і проаналізуйте всі наведені в лекції приклади.

3. Зверніть увагу, що в С# заборонено множинне успадкування класів, тобто кожний похідний клас може мати тільки одного предка (базовий клас).

4. Якщо в базовому класі є конструктор з параметрами, то для його використання в похідному класі необхідно використовувати конструкцію *...(...):base(...){...}*, яка розташовується в оголошенні конструктора похідного класу між заголовком конструктора і тілом.

5. Для поглибленого вивчення цього матеріалу прочитайте розділи 3, 4 книги [2] та розділ 11 книги [3].

### Порядок виконання роботи

1. Створити директорію Lab4, в якій будуть розміщуватися проекти цієї лабораторної роботи.

2. Виконати завдання свого варіанту у вигляді одного консольного проекту з окремими файлами для кожного з класів з використанням меню для демонстрації роботи кожного завдання варіанту.

3. Для кожного класу передбачити окремий файл.

### Приклади виконання завдань

Спадкування — один з трьох фундаментальних принципів об'єктно-орієнтованого програмування, оскільки саме завдяки йому можливо створення ієрархічних класифікацій. Використовуючи спадкування, можна створити загальний клас, який визначає характеристики, властиві безлічі пов'язаних елементів. Цей клас потім може бути успадкований іншими, вузькоспеціалізованими класами з додаванням до кожного з них своїх унікальних особливостей. В мові С# клас, який успадковується, називається базовим. Клас, який успадковує базовий клас, називається похідним. Отже, похідний клас — це спеціалізована версія базового класу. У похідний клас, що успадковує всі змінні, методи, властивості, оператори і індексатори, визначені в базовому класі, можуть бути додані унікальні елементи.

#### Оголошення базових і похідних класів

Нехай є клас ***Person***, який описує людину;

class Person

{

private string name;

public string Name

{

get { return name; }

set { name = value; }

}

public void Display()

{

Console.WriteLine(name);

}

}

Але раптом нам став потрібен клас, що описує співробітника підприємства, наприклад, клас ***Employee***. Оскільки цей клас буде реалізовувати той самий функціонал, що і клас ***Person***, так як співробітник – це також і людина, то було б раціонально зробити клас ***Employee*** похідним (або спадкоємцем, або підкласом) від класу ***Person***, який, в свою чергу, називається базовим класом або батьком (або суперкласом). Для класу ***Employee*** базовим є ***Person***, і тому клас ***Employee*** успадковує всі ті самі властивості, методи, поля, які є в класі ***Person***. Єдине, що не передається при спадкуванні, це конструктори базового класу.

class Employee : Person

{

public void Display()

{

Console.WriteLine(\_name);

}

}

Таким чином, спадкування реалізує ставлення ***is-a*** (є), об'єкт класу ***Employee*** також є об'єктом класу ***Person***:

static void Main(string[] args)

{

Person p = new Person { Name = "Nikita" };

p.Display();

p = new Employee { Name = "Kolya" };

p.Display();

Console.Read();

}

За замовчуванням усі класи успадковуються від базового класу ***Object***, навіть якщо ми явно не встановлюємо успадкування. Тому вище означені класи ***Person***і ***Employee***крім своїх власних методів, також матимуть і методи класу *O****bject: ToString(), Equals(), GetHashCode() і GetType)****.*

Усі класи за замовчуванням можуть успадковуватися. Однак є ряд обмежень:

* не підтримується множинне спадкування, клас може успадковуватися тільки від одного класу;
* при створенні похідного класу треба враховувати тип доступу до базового класу. Тип доступу до похідному класу повинен бути таким самим, як і у базового класу, або більш строгим. Тобто, якщо базовий клас має тип доступу **internal**, то похідний клас може мати тип доступу **internal** або **private**, але **не public;**
* однак слід також враховувати, що якщо базовий і похідний клас знаходяться в різних збірках (проектах), то в цьому випадку похідний клас може успадковувати тільки від класу, який має модифікатор **public;**
* якщо клас оголошений з модифікатором **sealed**, то від цього класу не можна успадковувати і створювати похідні класи.

#### 2. Доступ до членів базового класу з класу-спадкоємця

Похідний клас може мати доступ тільки до тих членів базового класу, які визначені з модифікаторами ***private*** ***protected*** (якщо базовий і похідний клас знаходяться в одній збірці), ***public***, ***internal*** (якщо базовий і похідний клас знаходяться в одній збірці), ***protected*** і ***protected*** ***internal***.

class Employee : Person

{

public void Display()

{

Console.WriteLine(Name);

}

}

#### 3. Конструктори, ключове слово base

Тепер додаємо в класи конструктори. Клас ***Person*** має конструктор, який встановлює властивість ***Name***. Оскільки клас ***Employee*** успадковує і встановлює ту саму властивість ***Name***, логічно було б не писати по сто разів код установки, а якось викликати відповідний код класу ***Person***. До того ж властивостей, які треба встановити в конструкторі базового класу, і параметрів може бути набагато більше. За допомогою ключового слова ***base*** можна звернутися до базового класу. У нашому випадку в конструкторі класу ***Employee*** нам треба встановити ім'я і компанію. Але ім'я ми передаємо на установку в конструктор базового класу, тобто в конструктор класу ***Person***, за допомогою виразу ***base*** *(****name****)*.

class Person

{

public string Name { get; set; }

public Person(string str) //конструктор базового класу

{

Name = str;

}

public void Display()

{

Console.WriteLine(Name);

}

}

class Employee : Person

{

public string Company { get; set; }

//конструктор похідного класу

public Employee(string str, string company): base(str)

{

Company = company;

}

}

static void Main(string[] args)

{

Person p = new Person("Nikita");

p.Display();

Employee emp = new Employee("Kolya", "Microsoft");

emp.Display();

Console.Read();

}

Конструктори не передаються похідному класу при спадкуванні. І якщо в базовому класі не визначений конструктор за замовчуванням без параметрів, а тільки конструктори з параметрами (як у випадку з базовим класом ***Person***), то в похідному класі ми обов'язково повинні викликати один з цих конструкторів через ключове слово ***base***.

#### 4. Порядок виклику конструкторів

При виклику конструктора класу спочатку відпрацьовують конструктори базових класів і тільки потім конструктори похідних. Наприклад, візьмемо такі класи:

class Person

{

string name;

int age;

public Person(string name)

{

this.name = name;

Console.WriteLine("Person(string name)");

}

public Person(string name, int age) : this(name)

{

this.age = age;

Console.WriteLine("Person(string name, int age)");

}

}

class Employee : Person

{

string company;

public Employee(string name, int age, string company) : base(name, age)

{

this.company = company;

Console.WriteLine("Employee(string name, int age, string company)");

}

}

При створенні об’єктуа Employee:

Employee worker = new Employee("Kolya", 22, "Microsoft");

отримаємо наступний консольний вивід:

Person(string name)

Person(string name, int age)

Employee(string name, int age, string company)

У підсумку ми отримуємо наступний ланцюг викликів методів.

Спочатку викликається конструктор **Employee (string name, int age, string company)**. Він делегує виконання конструктору **Person (string name, int age)**

Викликається конструктор **Person (string name, int age)**, який сам поки не виконується і передає виконання конструктору **Person (string name)**

Викликається конструктор **Person (string name)**, який передає виконання конструктору класу **System.Object**, так як це базовий за замовчуванням клас для **Person**.

Виконується конструктор **System.Object.Object()**, потім виконання повертається конструктору **Person (string name)**

Виконується тіло конструктора **Person (string name)**, потім виконання повертається конструктору **Person (string name, int age)**

Виконується тіло конструктора **Person(string name, int age)**, потім виконання повертається конструктору **Employee(string name, int age, string company)**

Виконується тіло конструктора **Employee (string name, int age, string company)**. В результаті створюється об'єкт **Employee**

#### 5 Інтерфейси

Інтерфейс являє посилальний тип, який може оголошувати деякий функціонал, тобто набір методів і властивостей без їх реалізації. Потім цей функціонал реалізують класи і структури, які застосовують дані інтерфейси.

##### Оголошення інтерфейсу

Для оголошення інтерфейсу використовується ключове слово ***interface***. Як правило, назви інтерфейсів в C# починаються з великої літери **I**, наприклад, ***IComparable****,* ***IEnumerable та IEnumerator*** (так звана угорська нотація), однак це не обов'язкова вимога, а більше стиль програмування.

Що може визначати інтерфейс? В цілому інтерфейси можуть визначати такі сутності:

* методи;
* властивості;
* індексатори;
* події;
* статичні поля і константи (починаючи з версії C# 8.0).

Однак інтерфейси **не можуть** визначати нестатичні змінні. Наприклад, найпростіший інтерфейс, який визначає всі ці компоненти:

interface IMovable

{

const int minSpeed = 0; // константа мінімальна швидкість

// статична змінні

static int maxSpeed = 60; // максимальна швидкість

void Move(); // метод руху

string Name { get; set; } // властивість назва

delegate void MoveHandler(string message); //делегат для події

event MoveHandler MoveEvent; // подія руху

}

В даному випадку визначено інтерфейс ***IMovable***, який представляє певний об'єкт, що рухається. Методи і властивості інтерфейсу можуть не мати реалізації, в цьому вони зближуються з абстрактними методами і властивостями абстрактних класів. В даному випадку інтерфейс оголошує метод ***Move***, який буде представляти деяке пересування. Він не має реалізації. Те саме стосується властивості ***Name***. Якщо його члени – методи і властивості не мають модифікаторів доступу, то за замовчуванням цей доступ є ***public***, так як мета інтерфейсу - оголошення функціоналу для реалізації його класом. Це стосується також і констант і статичних змінних, які в класах і структурах за замовчуванням мають модифікатор ***private***. В інтерфейсах вони мають за замовчуванням модифікатор ***public***.

interface IMovable

{

public const int minSpeed = 0; // мінімальна швидкість

private static int maxSpeed = 60; // максимальна швидкість

public void Move(); // метод руху

protected internal string Name { get; set; } // властивість назва

public delegate void MoveHandler(string message); // делегат для події

public event MoveHandler MoveEvent; // подія руху

}

##### Застосування інтерфейсів

Не можна створювати об'єкти інтерфейсу безпосередньо за допомогою конструктора, як наприклад, в класах: Інтерфейс призначений для реалізації в класах і структурах. Наприклад, маючи інтерфейс **IMovable**, який-небудь клас або структура можуть застосувати даний інтерфейс:

using System;

namespace HelloApp

{

interface IMovable

{

void Move();

}

class Person : IMovable

{

public void Move()

{

Console.WriteLine("Людина рухається");

}

}

struct Car : IMovable

{

public void Move()

{

Console.WriteLine("Машина їде");

}

}

class Program

{

static void Action(IMovable movable)

{

movable.Move();

}

static void Main(string[] args)

{

Person person = new Person();

Car car = new Car();

Action(person);

Action(car);

Console.Read();

}

}

}

У даній програмі визначено метод ***Action***(), який в якості параметра приймає об'єкт інтерфейсу ***IMovable***. На момент написання коду ми можемо не знати, що це буде за об'єкт - якийсь клас або структура. Єдине, в чому ми можемо бути впевнені, що цей об'єкт обов'язково реалізує метод ***Move***() і ми можемо викликати цей метод. Іншими словами, інтерфейс – це контракт, що якийсь певний тип обов'язково реалізує деякий функціонал.

Інтерфейси мають ще одну важливу функцію: C# не підтримує множинне успадкування, тобто можна успадкувати клас тільки від одного класу. Інтерфейси дозволяють частково обійти це обмеження, оскільки в C# клас може реалізувати відразу кілька інтерфейсів. Усі реалізовані інтерфейси вказуються через кому:

using System;

namespace HelloApp

{

interface IAccount

{

int CurrentSum { get; } // Поточна сума на рахунку

void Put(int suma); // Покласти гроші на рахунок

void Withdraw(int suma); // зняти гроші з рахунку

}

interface IClient

{

string Name { get; set; }

}

class Client : IAccount, IClient //клас реалізує два інтерфейси

{

int sum; // сума грошей

public string Name { get; set; }

public Client(string name, int suma)

{

Name = name;

sum = sum;

}

public int CurrentSum { get { return sum; } }

public void Put(int sum) { sum += suma; }

public void Withdraw(int sum)

{

if (sum >= suma)

{

sum -= suma;

}

}

}

class Program

{

static void Main(string[] args)

{

Client client = new Client("Igor", 200);

client.Put(30);

Console.WriteLine(client.CurrentSum); //230

client.Withdraw(100);

Console.WriteLine(client.CurrentSum); //130

Console.Read();

}

}

}

##### Стандартні інтерфейси NET

|  |  |  |
| --- | --- | --- |
| **Інтерфейс** | **Методи** | **Опис** |
| IComparable | CompareTo() | Задає метод порівняння об'єктів за принципом більше або менше. Метод повертає результат порівняння двох об'єктів - поточного і переданого йому в якості параметра. |
| IComparer | Compare() | Метод повертає результат порівняння двох об'єктів, переданих йому в якості параметрів. |
| ICloneable | MemberwiseClone()  Clone() | Клонування – створення копії об'єкта.. Якщо необхідно скопіювати в іншу область пам'яті поля об'єкта, можна скористатися методом MemberwiseClone (), який будь-який об'єкт успадковує від класу Оbject. Це називається поверхневим клонуванням. Для створення повністю незалежних об'єктів необхідно глибоке копіювання, коли в пам'яті створюється дублікат всього дерева об'єктів, тобто об'єктів, на які посилаються поля об'єкта, поля полів тощо. Об'єкт, що має власні алгоритми клонування, повинен оголошуватися як похідний інтерфейсу ICloneable і перевизначати його єдиний метод Clone (). |
| IEnumerable | GetEnumerator() | Задає послідовність перебору елементів об'єкта, повертає об'єкт типу IEnumerator |
| IEnumerator | GetEnumerator(), Current, MoveNext(), Reset(). | Властивість Current повертає поточний елемент об'єкта, метод MoveNext () просуває нумератор на наступний елемент об'єкта, метод Reset () встановлює нумератор в початок перегляду. |

#### 6. Абстрактні класи

Абстрактний клас схожий на звичайний клас. Він також може мати змінні, методи, конструктори, властивості. Єдине, що при визначенні абстрактних класів використовується ключове слово ***abstract***. Головна відмінність полягає в тому, що не можна використовувати конструктор абстрактного класу для створення його об'єкта.

Навіщо потрібні абстрактні класи? Припустимо, в нашій програмі для банківського сектора ми можемо визначити дві основні сутності: клієнт банку і співробітник банку. Кожна з цих сутностей має свою специфіку, наприклад, для співробітника треба визначити його посаду, а для клієнта – суму на рахунку. Відповідно клієнт і співробітник становитимуть окремі класи ***Client*** та ***Employee***. У той самий час обидві ці сутності можуть мати щось спільне, наприклад, ім'я та прізвище, якусь іншу загальну функціональність. І цю загальну функціональність краще винести в якийсь окремий клас, наприклад, ***Person***, який описує людини. Тобто класи ***Employee*** (співробітник) і ***Client*** (клієнт банку) будуть похідними від класу ***Person***. І так як всі об'єкти в нашій системі представлятимуть або співробітника банку, або клієнта, то безпосередньо ми від класу ***Person*** створювати об'єкти не будемо. Тому має сенс зробити його абстрактним:

**abstract** class Person

{

public string Name { get; set; }

public Person(string name)

{

Name = name;

}

public void Display()

{

Console.WriteLine(Name);

}

}

class Client : Person

{

public int Sum { get; set; } // сума на рахунку

public Client(string name, int sum) : base(name)

{

Sum = sum;

}

}

class Employee : Person

{

public string Position { get; set; } // посада

public Employee(string name, string position): base(name)

{

Position = position;

}

}

Потім ми зможемо використовувати ці класи:

Client client = new Client("Oleg", 500);

Employee employee = new Employee("Boris", "Apple");

client.Display();

employee.Display();

### Варіанти завдань для лабораторної роботи № 4

Виконання лабораторної роботи №4 передбачає три етапи аналогічно лабораторній роботі №3 (рис. 5).

**Етап 1** – об’єктно-орієнтований аналіз (OOA) предметної області з розширенням бізнес-логіки завдань лаб.роботи №3 на додаткові бізнес-задачі, що визначені в завданнях лабораторної роботи №4. Об'єктно-орієнтований аналіз дозволяє доповнити сутності предметної області лабораторної роботи №3 та їхню поведінку новими особливостями. На вході – предметні сутності версії 1 згідно із завданнями лаб. роботи №3, опис додаткових сутностей та їх поведінки згідно із завданнями лаб. роботи №4. Результат – модель предметної області у вигляді сукупності сутностей з атрибутами та операціями, що характеризують поведінку сутностей, відповідно до принципів SOLID та опису предметної області лабораторної роботи №4.

**Етап 2** – об’єктно-орієнтоване проєктування (OOD). На входе результат об’єктно-орієнтованої декомпозиції (ООА). Результат – UML діаграма класів, яка містить класи і взаємозв'язки між ними та UML Use Case діаграма для визначення сценарію роботи програми.

**Етап 3** – об’єктно-орієнтоване програмування (OOP). На вході UML діаграма класів і UML Use Case діаграма. Результат – код програми відповідно до вимог чистого коду (гарного стилю програмування) та принципів SOLID.
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Рисунок 5 – Етапи об'єктно-орієнтованого підходу до розробки ПЗ для лабораторної роботи №4.

У цій лабораторній роботі слід дотримуватись **SOLID принципів єдиної відповідальності (SRP), принципу відкритості – закритості (OCP) та принцип підстановки Лісков (LSP).**

**Принцип єдиної відповідальності (SRP)** - кожен клас має відповідати тільки за одну область функціональності і мати тільки одну задачу або відповідальність.

**Принципу відкритості – закритості (OCP) -** класи повинні бути відкритими для розширення, але закритими для модифікації. Це означає, що поведінка класу може бути змінена без зміни його вихідного коду, шляхом додавання нового коду, а не модифікації існуючого.

**Принцип підстановки Лісков (LSP) -** класи-нащадки повинні мати можливість замінити батьківські класи без порушення функціональності**.**

Виконання лабораторної роботи передбачає чотири версії коду, кожна версія в окремому проєкті Visual Studio.

В методі *Main*() класу *Program* продемонструвати виклик усіх методів усіх класів. Усі значення, що розраховуються, записувати до *текстових файлів* методам класу **Service.** Також у файл записувати *протокол роботи програми*, тобто дані, що виводяться на консоль.

**Студент має право додати додаткові поля та методи в класи завдань свого варіанту**.

**Номер варіанта визначається за порядковим номером в журналі.**

|  |  |
| --- | --- |
| **№ варіанту** | **Зміст завдання** |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є узагальнена сутність «**Людина**». Сутності «**Викладач**» і «**Студент**» є нащадками від узагальненої сутності «Людина» і успадковують від неї спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. За бажанням використовувати меню для зручності користувача, слід створити окрему сутність Меню (не обов’язково). В таблиці 4 1.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.1.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Людина | Базовий клас для всіх учасників навчального процесу | Ім’я,  Назва дисципліни | Отримати ім’я особи Змінити ім’я Отримати назву дисципліни Змінити назву дисципліни | | Викладач | Джерело навчального контенту; координує дисципліну; виконує оцінювання студентів | Ім’я викладача (успадковано) Назва дисципліни (успадковано) Навчальне навантаження (години) Кількість студентів | Збільшити кількість студентів  Зменшити кількість студентів Змінити обсяг навчального навантаження  Поставити оцінку студенту Передати матеріал студенту Записати оцінку в журнал | | Студент | Отримувач знань і навчального контенту; виконує завдання; формує власний рейтинг | Ім’я студента (успадковано) Назва дисципліни (успадковано) Список робіт з оцінками Обсяг виконаних робіт | Додати оцінку Переглянути оцінки  Розрахувати рейтинг Отримати матеріал від викладача | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення, збереження даних. | Формат виводу Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один викладач** працює з **одним студентом**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (викладач і студент) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про викладача і студента згідно зі сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   * + - 1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4.       2. Створити новий клас **Person** (базовий клас), модифікувати класи **Teacher** та **Student** з лабораторної роботи №3, зробивши їх похідними від Person. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл.4.1.1).       3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **Person**, зробивши його **protected** для заборони створення об’єкту класу **Person** як не релевантного предметній області.       4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**.       5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів.       6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.1.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **Person** абстрактним. Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування.   **Версія 3 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **Person**, від якого успадковуються класи **Teacher** та **Student**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.   **Версія 4 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 1. Створити окремий клас **StudentGroup**, який в якості поля має масив (список) об'єктів класу **Student**. В класі **StudentGroup** реалізувати: * інтерфейс *IComparable* для порівняння студентів за рейтингом методом *CompareTo*(); * інтерфейси *IComparer* для порівняння студентів не тільки за рейтингом, але і за обсягом виконаних робіт методом *Compare*(); * інтерфейс *IEnumerable* та *IEnumerator* для виведення на консоль списку студентів, впорядкованих за рейтингом (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є узагальнена сутність «**Освітній суб’єкт**». Сутності «**Кафедра**» і «**Студент**» є нащадками від узагальненої сутності «**Освітній суб’єкт**». «**Кафедра**» - це організаційний освітній суб’єкт;«**Студент**» - це індивідуальний освітній суб’єкт. Ці суб’єкти успадковують від узагальненої сутності «**Освітній суб’єкт**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Через бажання використовувати меню для зручності користувача, слід створити окрему сутність Меню (не обов’язково). В таблиці 4.1.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.2.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Освітній суб’єкт | Базова сутність для уніфікації обробки напряму підготовки | Ім’я сутності,  Назва напряму підготовки | Отримати ім’я  Змінити ім’я Отримати назву напряму Змінити назву напряму | | Кафедра | Організаційна одиниця, яка адмініструє напрям підготовки та облік студентів | Назва кафедри (успадковано як назва сутності) Назва напряму підготовки (успадковано) Поточна кількість студентів Макс. кількість студентів Перелік дисциплін за напрямом підготовки | Збільшити кількість студентів  Зменшити кількість студентів Додати дисципліну (за напрямом) Видалити дисципліну | | Студент | Учасник освітнього процесу, чия успішність вимірюється на основі оцінок | Ім’я студента (успадковано як назва сутності) Назва напряму підготовки (успадковано) Список оцінок Рівень навантаження. | Додати оцінку з дисципліни Переглянути оцінки  Розрахувати рейтинг | | Сервіс | Технічний посередник: забезпечує обмін даними, введення/виведення, збереження даних. | Формат виводу Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **одна кафедра** працює з **одним студентом**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (кафедра і студент) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про кафедру і студента згідно зі сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   * + - 1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4.       2. Створити новий клас **EducationalEntity** (базовий клас), модифікувати класи **Department** та **Student** з лабораторної роботи №3, зробивши їх похідними від **EducationalEntity**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.1.1).       3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **EducationalEntity**, зробивши його **protected** для заборони створення об’єкту класу **EducationalEntity** як не релевантного предметній області.       4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**.       5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів.       6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.2.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **EducationalEntity** абстрактним. Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування.   **Версія 3 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **EducationalEntity**, від якого успадковуються класи **Department** та **Student**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.   **Версія 4 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 1. Створити окремий клас **CatalogDepartment**, який в якості поля має масив об'єктів класу **Department**. В класі **CatalogDepartment** реалізувати: * інтерфейс *IComparable* для порівняння кафедр за кількістю студентів методом *CompareTo*(); * інтерфейс *IComparer* для порівняння кафедр не тільки за кількістю студентів, але і за кількістю дисциплін (перелік дисциплін); * інтерфейси *IEnumerable та IEnumerator* для виведення на консоль список кафедр, впорядкованих за кількістю студентів (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є узагальнена сутність «**Освітня одиниця**». Сутності «**Кафедра**» і «**Викладач**» є нащадками від узагальненої сутності «**Освітня одиниця**». «**Кафедра**» - це організаційний освітній суб’єкт;«**Викладач**» - це індивідуальний освітній суб’єкт. Ці суб’єкти успадковують від узагальненої сутності «**Освітня одиниця**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Через бажання використовувати меню для зручності користувача, слід створити окрему сутність Меню (не обов’язково). В таблиці 4.3.1 подані ролі, атрибути та операції сутностей освітнього процесу.  Таблиця 4.3.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Освітня одиниця | Базова сутність для уніфікації обробки даних про викладача | Назва одиниці Загальне річне навантаження (години) Перелік дисциплін | Отримати назву  Змінити назву Додати / видалити дисципліну Отримати / оновити загальне навантаження | | Кафедра | Організаційна одиниця, яка керує ресурсами, планує і розподіляє навантаження | Назва кафедри (успадковано як назва одиниці) Загальне річне навантаження (успадковано) Перелік дисциплін (успадковано)  Поточна кількість викладачів Список викладачів | Додати викладача (з перевіркою, що його навантаження не перевищує 600 годин) Видалити викладача Розподілити загальне навантаження між викладачами Переглянути розподіл | | Викладач | Виконує навчальну, наукову та методичну діяльність | ПІБ (успадковано як назва) Загальне річне навантаження (успадковано)  Спеціалізація викладача Кількість дисциплін К-сть наукових / методичних / орг. робіт | Додати наукову або методичну роботу Перевірити перевищення допустимого навантаження (норма 600 год) Визначити рейтинг за продуктивністю | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Формат виводу Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Рейтинг викладача може обчислюватись, наприклад, так:  *Рейтинг = (К-сть наукових робіт × 2 + К-сть методичних × 1.5 +К-сть орг. × 1) / (Загальне навантаження / 100)*  Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: на **одній кафедрі** працює **один викладач**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (кафедра і викладач) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про кафедру і викладача згідно зі сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   * + - 1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4.       2. Створити новий клас **EducationalUnit** (базовий клас), модифікувати класи **Department** та **Teacher** з лабораторної роботи №3, зробивши їх похідними від **EducationalUnit**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.3.1).       3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **EducationalUnit**, зробивши його **protected** для заборони створення об’єкту класу **EducationalUnit** як не релевантного предметній області.       4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**.       5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів.       6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.3.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **EducationalUnit** абстрактним. Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування.   **Версія 3 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **EducationalUnit**, від якого успадковуються класи **Department** та **Teacher**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.   **Версія 4 в окремому проєкті.**   * + - 1. Зробити копію проєкту версії 1. Створити окремий клас **CatalogTeacher** який в якості поля має масив об'єктів класу **Teacher**. В класі **CatalogTeacher** реалізувати: * інтерфейс *IComparable* для порівняння кафедр за рейтингом викладачів методом *CompareTo*(); * інтерфейс *IComparer* для порівняння кафедр не тільки за рейтингом викладачів, але й за їх річним навантаженням методом *Compare*(); * інтерфейси *IEnumerable та IEnumerator* для виведення на консоль списку викладачів, впорядкованих за рейтингом (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є узагальнена сутність «**Організаційна структур**а». Сутності «**ІТ-компанія**» і «**Факультет**» є нащадками від узагальненої сутності «**Організаційна структур**а». Ці суб’єкти успадковують від узагальненої сутності «**Організаційна структура**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Через бажання використовувати меню для зручності користувача, слід створити окрему сутність Меню (не обов’язково). В таблиці 4.4.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.4.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Організаційна структура | Базова сутність для суб’єктів взаємодії у сфері підготовки фахівців | Назва структури Сфера або напрям діяльності Якість процесу Партнерська структура Перелік напрямів або кафедр | Змінити назву Змінити якість Підтвердити/змінити партнерство Додати напрям або кафедру | | ІТ-компанія | Комерційна структура, яка створює або інтегрує кафедри для покращення практичної підготовки | Сфера діяльності (успадковано) Якість практичної підготовки (успадковано від якості процесу)  Закріплена кафедра Партнерський факультет | Закріпити кафедру за напрямом (сферою діяльності) Погодити співпрацю з факультетом Покращити якість практичної підготовки | | Факультет | Академічна одиниця, що бере участь у підготовці фахівців спільно з ІТ-компаніями | Назва факультету (успадковано) Перелік напрямів (успадковано)  Якість освітнього процесу (успадковано)  Кількість кафедр Загальне річне навантаження Партнерська ІТ-компанія | Затвердити напрями Визначити річний обсяг годин Розподілити навантаження між кафедрами Погодити співпрацю з ІТ-компанією Контролювати якість освіти | | Сервіс | Технічний посередник для обміну, введення/ виведення,збереження даних. | Формат виводу Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **одна компанія** співпрацює з **одним факультетом**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (компанія і факультет) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про компанію і факультет згідно зі сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **OrganizationalStructure** (базовий клас), модифікувати класи **Faculty** та **ITCompany** з лабораторної роботи №3, зробивши їх похідними від **OrganizationalStructure**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.4.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **OrganizationalStructure**, зробивши його **protected** для заборони створення об’єкту класу **OrganizationalStructure** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.4.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**   1. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **OrganizationalStructure** абстрактним. Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування.   **Версія 3 в окремому проєкті.**   1. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **OrganizationalStructure**, від якого успадковуються класи **Faculty** та **ITCompany**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.   **Версія 4 в окремому проєкті.**   1. Зробити копію проєкту версії 1. Створити окремий клас **CatalogFaculties**, який в якості поля має масив об'єктів класу **Faculty**. В класі **CatalogFaculties** реалізувати:  * інтерфейс *IComparable* для порівняння факультетів за кількістю кафедр методом *CompareTo*(); * інтерфейс *IComparer* для порівняння факультетів не тільки за кількістю кафедр, але й за їх річним навантаженням; * інтерфейси *IEnumerable та IEnumerator* для виведення на консоль список факультетів, впорядкованих за кількістю викладачів(реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **5.** | **Опис предметної області**. Існує інституційно-адміністративна модель, в якій сутностями моделі є узагальнена сутність «**Академічна установа**». Сутності «**Університет**» і «**Факультет**» є нащадками узагальненої сутності «**Академічна установа**». Ці суб’єкти успадковують від узагальненої сутності «**Академічна установа**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача, слід створити окрему сутність Меню (не обов’язково). В таблиці 4.5.1 подані ролі, атрибути та операції сутностей інституційно-адміністративної моделі.  Таблиця 4.5.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Академічна установа | Базова сутність для всіх освітніх організаційних одиниць | Назва установи Кількість студентів Кількість підрозділів (кафедр/факультетів) Список спеціальностей або факультетів | Змінити назву Змінити кількість студентів Змінити кількість підрозділів Додати / видалити спеціальність або підрозділ | | Університет | Головна академічна установа, що координує факультети, формує рейтинг і бюджет | Назва університету (успадковано) К-сть факультетів (успадковано) К-сть студентів (успадковано)  К-сть наукових праць К-сть міжнародних проєктів Середній бал ЗНО вступників  Рейтинг (Osvita.ua)  Річний бюджет | Розрахувати рейтинг за версією Osvita.ua Розрахувати бюджет на основі рейтингу Додати / вилучити факультет | | Факультет | Академічна одиниця, що бере участь у підготовці фахівців спільно з ІТ-компаніями | Назва факультету (успадковано) Кількість студентів (успадковано)  Кількість кафедр Кількість спеціальностей Пов’язаний університет | Збільшити / зменшити кількість кафедр Додати / видалити спеціальність Змінити кількість студентів | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Формат виводу Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один університет має** **один факультет.** **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (університет і факультет) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про університет і факультет згідно зі сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **AcademicInstitution** (базовий клас), модифікувати класи **University** та **Faculty** з лабораторної роботи №3, зробивши їх похідними від **AcademicInstitution**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.5.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **AcademicInstitution**, зробивши його **protected** для заборони створення об’єкту класу **AcademicInstitution** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.5.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**   1. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **AcademicInstitution** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування.*   **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **AcademicInstitution**, від якого успадковуються класи **University** та **Faculty**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **CatalogUniversity**, який в якості поля має масив об'єктів класу **University**. В класі **CatalogUniversity** реалізувати:   * інтерфейс *IComparable* для порівняння університетів за рейтингом методом *CompareTo*(); * інтерфейс *IComparer* для порівняння університетів не тільки за рейтингом, але й за їх річним бюджетом; * інтерфейси *IEnumerable та IEnumerator* для виведення на консоль списку університетів, впорядкованих за рейтингом (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **6.** | **Опис предметної області**. Існує освітнє середовище, в якому сутностями моделі є узагальнена сутність «**Функціональна структура**». Сутності «**Університет**» і «**Факультет**» є нащадками узагальненої сутності «**Функціональна структура**». Ці суб’єкти успадковують від узагальненої сутності «**Функціональна структура**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача, слід створити окрему сутність Меню (не обов’язково). В таблиці 4.6.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.6.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Функціональна структура | Базова сутність, що виконує проєкти, взаємодіє з фахівцями, формує якість і вплив | Назва структури Кількість працівників Кількість реальних проєктів | Змінити назву Додати працівника Збільшити кількість проєктів | | Кафедра | Освітній підрозділ ЗВО | Назва (успадковано) Кількість викладачів як працівників (успадковано) Кількість дисциплін Кількість креативних студентів Якість освітньої програми | Покращити якість освітньої програми Залучити фахівців з компанії Збільшити кількість креативних студентів | | ІТ-компанія | Роботодавець, партнер кафедри, джерело практичного досвіду | Назва (успадковано) Кількість працівників (успадковано) Кількість реальних проєктів (успадковано)  Прибуток Кількість найнятих випускників | Найняти випускників Збільшити прибуток Збільшити проєктну активність | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Формат виводу Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **одна кафедра - одна ІТ-компанія.** **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (кафедра і ІТ-компанія) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про кафедру і компанію згідно зі сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **FunctionalStructure** (базовий клас), модифікувати класи з лабораторної роботи №3, зробивши їх похідними від **FunctionalStructure**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас (не обов'язково). Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.6.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **FunctionalStructure**, зробивши його **protected** для заборони створення об’єкту класу **FunctionalStructure** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.6.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **FunctionalStructure** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування.*  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **FunctionalStructure**, від якого успадковуються класи **Department** та **Company**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **CatalogCompanies**, який в якості поля має масив об'єктів класу **Company**. В класі **CatalogCompanies** реалізувати:   * інтерфейс *IComparable* для порівняння компаній за прибутком методом *CompareTo*(); * інтерфейс *IComparer* для порівняння університетів не тільки за прибутком, але й за кількістю проєктів; * інтерфейси *IEnumerable та IEnumerator* для виведення на консоль списку компаній, впорядкованих за прибутком (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **7** | **Опис предметної області**. Існує предметна область у вигляді освітнього середовища, в якому сутностями моделі є узагальнена сутність «**Освітній елемент**». Сутності «**Студент**» і «**Навчальна програма**» є нащадками узагальненої сутності «**Освітній елемент**». Ці суб’єкти успадковують від узагальненої сутності «**Освітній елемент**» спільні атрибути (Назва) та операції. Оскільки дві похідні сутності різнопланові — одна репрезентує **людину** , інша — **освітній продукт/структуру**, вводиться додатковий базовий атрибут «**Тип освітнього елемента**», значенням якого є «людина» або «структура». Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача, слід створити окрему технічну сутність Меню (не обов’язково), яка не входить в предметну область. В таблиці 4.7.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.7.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Освітній елемент | Базова сутність, що узагальнює освітні елементи | Назва освітнього елемента  Тип освітнього елемента (людина/структура) | Отримати назву  Змінити назву  Отримати тип Змінити тип | | Студент | Похідна сутність - учасник освітнього процесу, який навчається за програмою | ПІБ (успадковано як назва)  Тип (успадковано як людина)  Список оцінок (0–10),  Рейтинг (середній бал),  Розмір стипендії,  Назва навчальної програми | Розрахувати рейтинг  Розрахувати стипендію  Показати слабкі місця у навчанні за аналізом оцінок | | Навчальна програма | Похідна сутність - освітній маршрут студента | Назва програми (успадковано як назва),  Тип (успадковано як структура)  Кількість кредитів,  Список дисциплін,  Перелік результатів навчання,  Рівень (бакалавр, магістр),  Якість навчальної програми (оцінка) | Визначити якість навчальної програми  Визначити складність навчальної програми  Оцінити відповідність навчальної програми ринку праці | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент - одна навчальна програма.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності ( студент і навчальна програма) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента і навчальну програму за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **EducationalElement** (базовий клас), модифікувати класи з лабораторної роботи №3, зробивши їх похідними від **EducationalElement**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас (не обов'язково). Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.7.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **EducationalElement**, зробивши його **protected** для заборони створення об’єкту класу **EducationalElement** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.7.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**   1. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **EducationalElement** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування.*   **Версія 3 в окремому проєкті.**   1. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **EducationalElement**, від якого успадковуються класи **Student** та **Curriculum**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.   **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **CatalogCurriculum**, який в якості поля має масив об'єктів класу **Curriculum**. В класі **CatalogCurriculum** реалізувати:   * інтерфейс *IComparable* для порівняння навчальних програм за їх якістю методом *CompareTo*(); * інтерфейс *IComparer* для порівняння навчальних програм не тільки за якістю, але й за кількістю дисциплін методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль списку навчальних програм, впорядкованих за кількістю дисциплін (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*) (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **8** | **Опис предметної області**. Існує предметна область у вигляді банківської мережі, в якій сутностями моделі є узагальнена сутність «**Банківська мережа**». Сутності «**Клієнт**» і «**Банкомат**» є нащадками узагальненої сутності «**Банківська мережа**». Ці суб’єкти успадковують від узагальненої сутності «**Банківська мережа**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.8.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.8.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Банківська мережа | Узагальнена сутність, що представляє взаємодію об'єктів банківської системи | Ідентифікатор об’єкта в мережі,  Статус активності | Авторизувати,  Завершити сесію | | Клієнт | Власник грошей, користувач банкомата | Ідентифікатор клієнта (успадковано),  Статус активності (успадковано як «активний», «блокований», «неавторизований»)  Ім’я, Прізвище,  Номер картки,  PIN-код,  Баланс | Перевірити PIN-код,  Зняти кошти,  Поповнити рахунок,  Перевірити баланс | | Банкомат | Спеціальний пристрій, за допомогою якого можна керувати готівкою зі свого банківського рахунку | Ідентифікатор банкомата (успадковано),  Статус активності (успадковано як «працює», «вимкнений», «немає готівки»)  Локація,  Доступні кошти (сума готівки, яка є в банкоматі),  Стан (працює / вимкнений / немає готівки) | Прийняти карту клієнта,  Видати готівку,  Показати залишок,  Заблокувати банківську картку через неправильний пін-код  Прийняти готівку | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт – один банкомат.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (клієнт і банкомат) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта і банкомат за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **BankingNetwork** (базовий клас), модифікувати класи з лабораторної роботи №3, зробивши їх похідними від **BankingNetwork**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас (не обов'язково). Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.8.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **BankingNetwork**, зробивши його **protected** для заборони створення об’єкту класу **BankingNetwork** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.8.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **BankingNetwork** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **BankingNetwork**, від якого успадковуються класи **Client** та **ATM**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **ATMNetwork**, який в якості поля має масив (список) об'єктів класу **ATM**. В класі **ATMNetwork** реалізувати:   * інтерфейс *IComparable* для порівняння банкоматів за обсягом доступних коштів методом *CompareTo*(); * інтерфейс *IComparer* для порівняння банкоматів не тільки за обсягом доступних коштів, але й за станом методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль списку банкоматів, впорядкованих за обсягом готівки (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **9** | **Опис предметної області**. Існує предметна область у вигляді освітнього середовища, в якому сутностями моделі є узагальнена сутність «**Самоврядування**». Сутності «**Студент**» і «**Студентський парламент**» є нащадками узагальненої сутності «**Самоврядування**». Ці суб’єкти успадковують від узагальненої сутності «**Самоврядування**» спільні атрибути (назва, статус тощо) та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача, слід створити окрему технічну сутність Меню (не обов’язково), яка не входить в предметну область. В таблиці 4.9.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.9.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Самоврядування | Узагальнена сутність як спільнота студентів, що організовують студентське життя | Назва або ПІБ,  Рівень участі,  Статус активності | Оновити статус, Подати/опрацювати ініціативу/пропозицію | | Студент | Учасник освітнього процесу, який може бути членом студ. парламенту | ПІБ студента (успадковано як назва),  Рівень (успадковано як Рівень участі – індивідуальний учасник )  Статус активності (успадкований бажаючий, кандидат, член парламенту)  Курс,  Рейтинг (середній бал),  Стипендія  Ідеї студента | Розрахувати рейтинг  Подати заявку на участь у парламенті  Взяти участь у голосуванні  Ініціювати пропозицію / ідею  Розрахувати розмір стипендії | | Студентський парламент | Представницький орган самоврядування | Назва парламенту (успадковано як назва),  Рівень (успадковано як Рівень участі – факультет, університет), Статус активності (успадковано – активний, неактивний),  Склад (кількість членів) парламенту (назви департаментів),  Назва  проєкту  Кількість проєктів  Обсяг стипенд. фонду | Прийняти нового члена  Взяти участь у голосуванні  Оприлюднити проєкт / ініціативу  Формувати рекомендації щодо заохочення  студентів або їх відрахування  Призначити стипендії студентам.  Відхилити заявку  Оприлюднити результати голосування | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент – один студентський парламент.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності ( студент і студентський парламент) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента і студентський парламент за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **SelfGovernment** (базовий клас), модифікувати класи **Student,** **Student**P**arliament** з лабораторної роботи №3, зробивши їх похідними від **SelfGovernment**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас (не обов'язково). Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.9.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **SelfGovernment**, зробивши його **protected** для заборони створення об’єкту класу **SelfGovernment** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.9.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **SelfGovernment** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **SelfGovernment**, від якого успадковуються класи **Student** та **Student**P**arliament**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetStud**P**arliament**, який в якості поля має масив (список) об'єктів класу **Student**P**arliament**. В класі **SetStud**P**arliament** реалізувати:   * інтерфейс *IComparable* для порівняння студентських парламентів за кількістю членів методом *CompareTo*(); * інтерфейс *IComparer* для порівняння студентських парламентів не тільки за кількістю членів, але й за кількістю проєктів методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку студентських парламентів, впорядкованих за кількістю членів (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **10** | **Опис предметної області**. Існує предметна область у вигляді транспортної логістики, в якій сутностями моделі є узагальнена сутність «**Об’єкт транспортної системи**». Сутності «**Водій**» і «**Автомобіль**» є нащадками узагальненої сутності «**Об’єкт транспортної системи**». Ці суб’єкти успадковують від узагальненої сутності «**Об’єкт транспортної системи**» спільні атрибути (ID, Назва тощо) та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача, слід створити окрему технічну сутність Меню (не обов’язково), яка не входить в предметну область. В таблиці 4.10.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.10.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Об’єкт транспортної системи | Узагальнена сутність яка забезпечує рух, керування, контроль або обслуговування. | ID   * + Назва (ідентифікатор)   + Тип об’єкта *(водій / транспортний засіб)*   + Статус активності *(активний, не допущений, неактивний, зареєстрований, незареєстрований)*   + Поточний стан *(нормальний / критичний / потребує уваги)* | Оновити статус Надіслати повідомлення про інцидент Зареєструвати об'єкт Ініціювати перевірку стану | | Водій | Керує автомобілем, відповідає за його стан і рух | Ім’я, Прізвище (успадковано як ID та назва),  Стан водія (успадковано як статус активності)  Номер посвідчення,  Категорія прав,  Стаж керування автомобілем,  Маршрут руху. | Вчинити порушення ПДР  Повідомити про ДТП або технічну несправність  Заявити про потребу заміни авто  Контроль фізичного стану водія | | Автомобіль | Об'єкт керування і обліку | Модель (успадковано як назва),  Номер авто (успадковано як ID),  Технічний стан (успадковано як поточний стан)  Статус (успадковано як Статус активності – «в ремонті», «не зареєстрований», «списаний», «знятий з реєстрації» тощо),  Рік випуску,  Ступінь пошкодження | Пройти технічний огляд  Пройти реєстрацію  Поламатися внаслідок ДТП  Розрахувати вартість ремонту  Бути заміненим | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один водій – один автомобіль.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (водій та автомобіль) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про водія і автомобіль за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **TransportSystemObject** (базовий клас), модифікувати класи **Driver** (водій) та **Car** (автомобіль) з лабораторної роботи №3, зробивши їх похідними від **TransportSystemObject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності слід зробити меню як окремий клас (не обов'язково). Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.10.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **TransportSystemObject**, зробивши його **protected** для заборони створення об’єкту класу **TransportSystemObject ernment** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.10.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **TransportSystemObject** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **TransportSystemObject**, від якого успадковуються класи **Driver** та **Car**. Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfCar**, який в якості поля має масив (список) об'єктів класу **Car**. В класі **SetOfCar** реалізувати:   * інтерфейс *IComparable* для порівняння автомобілів за роком випуску методом *CompareTo*(); * інтерфейс *IComparer* для порівняння автомобілів не тільки за роком випуску, але й за ступенем пошкодження методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку автомобілів, впорядкованих за роком випуску (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **11** | **Опис предметної області**. Існує предметна область у вигляді наукової роботи, в якій сутностями моделі є узагальнена сутність «**Об’єкт конференції**». Сутності «**Конференція**» і «**Автор доповіді**» є нащадками узагальненої сутності «**Об’єкт конференції**». Ці суб’єкти успадковують від узагальненої сутності «**Об’єкт конференції**» спільні атрибути (ID, Назва тощо) та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.11.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.11.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Об’єкт конференції | Узагальнена сутність яка забезпечує контроль і керування конференцією та авторами. | ID,  Назва,  Статус,  Дата події / подачі | Оновити статус,  Перевірити на відповідність критеріям,  Ініціювати комунікацію | | Конференція | Захід для представлення наукових доповідей | ID (успадковано)  Назва конференції (успадковано як назва),  Дата проведення (успадковано як Дата події),  Статус (активна/архів) (успадкована як Статус)  Місце,  Напрямки  конференції,  Гранична дата подачі, | Реєструвати учасників  Отримати доповідь  Рецензувати доповідь  Відхилити доповідь  Прийняти доповідь  Друкувати доповідь  Перевірити  відповідність теми напрямку конференції | | Автор доповіді | Учасник конференції, який готує і подає наукову доповідь | ID (успадковано),  ПІБ (успадковано як Назва),  Дата подачі (успадковано як Дата події / подачі)  Статус (студент, аспірант викладач) (успадковано як Статус)  Науковий ступінь,  Тема доповіді,  Обсяг тексту, | Подати доповідь  Отримати рецензію  Внести правки до тексту доповіді  Розрахувати вартість участі в конференції | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один автор – одна конференція.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (автор і конференція) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про автора і конференцію за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **ConferenceObject** (базовий клас), модифікувати класи **Conference** (Конференція), **Author** (Автор) з лабораторної роботи №3, зробивши їх похідними від **ConferenceObject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.11.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **ConferenceObject**, зробивши його **protected** для заборони створення об’єкту класу **ConferenceObject** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.11.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **ConferenceObject** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **ConferenceObject**, від якого успадковуються класи **Conference** (Конференція), **Author** (Автор). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfAuthor**, який в якості поля має масив (список) об'єктів класу **Author**. В класі **SetOfAuthor** реалізувати:   * інтерфейс *IComparable* для порівняння авторів за обсягом тексту доповідей методом *CompareTo*(); * інтерфейс *IComparer* для порівняння авторів не тільки за обсягом тексту доповіді, але й за датою подачі методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку авторів, впорядкованих за статусом (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **12** | **Опис предметної області**. Існує предметна область практико-орієнтованого навчання, в якій сутностями моделі є узагальнена сутність «**Старт кар’єри**». Сутності «**Студент**» і «**Біржа практик**» є нащадками узагальненої сутності «**Старт кар’єри**». Ці суб’єкти успадковують від узагальненої сутності «**Старт кар’єри**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.12.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 4.12.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Старт кар’єри | Узагальнена сутність для учасників і керуючих елементів системи | Назва об'єкта,  Тип (студент / компанія),  Статус активності (активний / неактивний, відхилений, виключений, очікування підтвердження, завершив участь ) | Отримати/змінити ідентифікатор  Отримати/змінити тип  Отримати/Змінити статус, | | Студент | Користувач біржі, який шукає та проходить практику | ПІБ (успадковано як назва)  Тип (успадковано як «студент»)  Статус активності (успадковано як: «активний / неактивний, відхилений, виключений, підтверджений, завершив участь»)  Факультет, Спеціальність,  Курс, Середній бал, Вид практики (виробнича, проєктна, переддипломна тощо) | Подати заявку на практику  Оцінити практику  Підтвердити завершення  Вибрати місце практики | | Біржа практик | Платформа для розміщення та призначення місць практики | Назва біржі (успадковано як назва),  Тип (успадковано як «компанія»)  Статус активності(успадковано як «активна, неактивна, очікує оновлення, завершена» )  Перелік компаній,  Перелік доступних практик,  Статус заявки,  Статус співпраці | Прийняти заявку студента  Призначити місце практики  Надіслати звітні документи  Показати місця практики (компаній) | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент – одна біржа практик.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності ( студент і біржа практик) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента і біржу практик за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **CareerStar** (базовий клас), модифікувати класи **Student** (Студент), **PracticeExchange** (Біржа практик) з лабораторної роботи №3, зробивши їх похідними від **CareerStar**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.12.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **CareerStar**, зробивши його **protected** для заборони створення об’єкту класу **CareerStar** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.12.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **CareerStar** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **CareerStar**, від якого успадковуються класи **Student** (Студент), **PracticeExchange** (Біржа практик). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfStudent**, який в якості поля має масив (список) об'єктів класу **Student**. В класі **SetOfStudent** реалізувати:   * інтерфейс *IComparable* для порівняння студентів за середнім балом методом *CompareTo*(); * інтерфейс *IComparer* для порівняння студентів не тільки за середнім балом, але й за типом практики методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку студентів, впорядкованих за спеціальностями (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **13** | **Опис предметної області**. Існує предметна область ріелторських послуг, в якій сутностями моделі є узагальнена сутність «**Сторони угоди**». Сутності «**Клієнт**» і «**Агенство нерухомості**» є нащадками узагальненої сутності «**Сторони угоди**». Ці суб’єкти успадковують від узагальненої сутності «**Сторони угоди**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.13.1 подані ролі, атрибути та операції сутностей ріелторських послуг.  Таблиця 4.13.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Сторони угоди про нерухомість | Узагальнена сутність для учасників угоди про нерухомість | Назва,  Тип сторони (агентство / клієнт), Статус участі (активна / тимчасова / завершена | Зареєструвати у системі (ініціалізувати атрибути), Активувати профіль (змінити статус участі),  Отримати / змінити атрибути, Надіслати запит / відповідь (визначити тип сторони угоди) | | Агентство нерухомості | Посередник, що підбирає, пропонує та супроводжує операції з нерухомістю | Назва агентства (успадковано як назва),  Тип сторони (успадковано як «агенство»)  Статус участі (успадковано)  Список об’єктів,  Ліцензія, | Прийняти запит клієнта  Шукати об’єкт відповідно до запиту клієнта  Оцінити вартість нерухомості  Підготувати договір  Закрити угоду | | Клієнт | Особа, яка звертається за послугами з оренди чи купівлі нерухомості | Ім’я, Прізвище (успадковано як назва)  Тип сторони (успадковано як «Клієнт»)  Статус участі (успадковано)  Тип запиту (купівля/оренда), Бюджет,  Бажаний район,  Статус запиту (новий, активний, завершений) | Шукати агенство нерухомості  Подати запит  Переглянути пропозиції  Укласти/відхилити угоду | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт – одне агенство нерухомості.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (клієнт та агенство нерухомості) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта та агенство нерухомості, за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **PartyToAgreement** (базовий клас), модифікувати класи **RealEstateAgency** (Агентство нерухомості), **Client** (клієнт) з лабораторної роботи №3, зробивши їх похідними від **PartyToAgreement**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.13.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **PartyToAgreement**, зробивши його **protected** для заборони створення об’єкту класу **PartyToAgreement** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.13.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **PartyToAgreement** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **PartyToAgreement**, від якого успадковуються класи **RealEstateAgency** (Агентство нерухомості), **Client** (клієнт). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfClient**, який в якості поля має масив (список) об'єктів класу **Client**. В класі **SetOfClient** реалізувати:   * інтерфейс *IComparable* для порівняння клієнтів за бюджетом методом *CompareTo*(); * інтерфейс *IComparer* для порівняння клієнтів не тільки за бюджетом, але й за типом запиту методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку клієнтів, впорядкованих за бюджетом (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **14** | **Опис предметної області**. Існує предметна область академічної мобільності, в якій сутностями моделі є узагальнена сутність «**Сторона програми обміну**». Сутності «**Студент**» і «**Відділ академічної мобільності**» є нащадками узагальненої сутності «**Сторона програми обміну**». Ці суб’єкти успадковують від узагальненої сутності «**Сторона програми обміну**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.14.1 подані ролі, атрибути та операції сутностей предметної області академічної мобільності.  Таблиця 4.14.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Сторона програми обміну | Узагальнена сутність для процесу академічної мобільності | Ідентифікатор (*код для однозначної ідентифікації сторін обміну*),  Тип учасника *(студент / відділ)*,  Статус взаємодії *(активний, завершений, скасований)* | Ініціювати участь у програмі (ініціалізувати значення атрибутів),  Отримати/змінити тип учасника  Отримати/змінити статус заявки про взаємодію | | Студент | Здобувач освіти, учасник академ. мобільності | Ідентифікатор (успадковано),  Тип учасника (успадковано як “студент”)  Статус заявки (успадковано як Статус взаємодії)  ПІБ,  Освітній рівень (бакалавр, магістр),  Середній бал,  Наукові здобутки | Розрахувати рейтинг студента,  Подати заявку,  Отримати результат розгляду заявки,  Підписати угоду | | Відділ академічної мобільності | Організатор і координатор програм обміну | Ідентифікатор (успадковано),  Тип учасника (успадковано як “відділ”)  Статус взаємодії (успадковано)  Назва програми,  Мінімальний середній бал Кількість учасників,  Список (масив) ЗВО-партнерів | Розглянути заявку,  Шукати університет  Схвалити заявку,  Відхилити заявку,  Оформити документи, | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один студент – один відділ академічної мобільності.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності ( студент і відділ академічної мобільності) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента та відділ академічної мобільності за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **ExchangeProgramSide** (базовий клас), модифікувати класи **Student** (Студент), **AcademicMobility** (відділ академічної мобільності) з лабораторної роботи №3, зробивши їх похідними від **ExchangeProgramSide**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.14.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **ExchangeProgramSide**, зробивши його **protected** для заборони створення об’єкту класу **ExchangeProgramSide** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.14.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **ExchangeProgramSide** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **ExchangeProgramSide**, від якого успадковуються класи **Student** (Студент), **AcademicMobility** (відділ академічної мобільності). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfStudent**, який в якості поля має масив (список) об'єктів класу **Student**. В класі **SetOfStudent** реалізувати:   * інтерфейс *IComparable* для порівняння студентів за середнім балом методом *CompareTo*(); * інтерфейс *IComparer* для порівняння студентів не тільки за середнім балом, але й за науковими здобутками методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку студентів, впорядкованих за середнім балом (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **15** | **Опис предметної області**. Існує предметна область Таксі-сервіс, в якій сутностями моделі є узагальнена сутність «**Сервіс таксі**». Сутності «**Клієнт**» і «**Таксі**» є нащадками узагальненої сутності «**Сервіс таксі**». Ці суб’єкти успадковують від узагальненої сутності «**Сервіс таксі**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.15.1 подані ролі, атрибути та операції сутностей послуг таксі.  Таблиця 4.15.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Таксі сервіс | Узагальнена сутність для процесу організації поїздки | Ідентифікатор замовлення (*код для однозначної ідентифікації поїздки*  Тип учасника *(клієнт / таксі)*,  Статус замовлення *(створене, активне, завершене, скасоване, немає машини)* | Ініціювати поїздку (ініціалізувати значення атрибутів),  Отримати/змінити тип учасника  Отримати/змінити статус замовлення | | Клієнт | Замовник послуги таксі | Ідентифікатор замовлення (успадковано),  Тип учасника (успадковано як "клієнт")  Статус замовлення (успадковано)  Ім'я клієнта, Контактний номер,  Місце посадки,  Місце призначення,  Спосіб оплати | Замовити таксі (вказати місце посадки, місце призначення)  Оплатити поїздку (сума, спосіб оплати)  Скасувати замовлення | | Таксі | Виконавець замовлення, перевізник | Ідентифікатор замовлення (успадковано)  Тип учасника (успадковано як "таксі")  Статус замовлення (успадковано)  Номер таксі,  Тариф за км, Тариф за хвилину  Вартість оплати, Відстань | Прийняти замовлення (місце посадки, місце призначення).  Розрахувати вартість поїздки (відстань, тариф)  Визначити оптимальний маршрут поїздки | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт – одне таксі.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності ( клієнт і таксі) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта та таксі за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **TaxiService** (базовий клас), модифікувати класи **Client** (Клієнт) та **Taxi** (таксі) з лабораторної роботи №3, зробивши їх похідними від **TaxiService** . Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.15.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **TaxiServic**, зробивши його **protected** для заборони створення об’єкту класу **TaxiService** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.15.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **TaxiService** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **TaxiService**, від якого успадковуються класи **Client** (Клієнт) та **Taxi** (таксі). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfTaxi**, який в якості поля має масив (список) об'єктів класу **Taxi**. В класі **SetOfTaxi** реалізувати:   * інтерфейс *IComparable* для порівняння таксі за тарифом за км методом *CompareTo*(); * інтерфейс *IComparer* для порівняння таксі не тільки за тарифом за км, але й за вартістю оплати методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку таксі, впорядкованих за вартістю оплати (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **16** | **Опис предметної області**. Існує предметна область фінансових послуг, в якій сутностями моделі є узагальнена сутність «**Фінансовий суб’єкт**». Сутності **«Клієнт»** і **«Банк»** є нащадками узагальненої сутності «**Фінансовий суб’єкт**». Ці суб’єкти успадковують від узагальненої сутності «**Фінансовий суб’єкт**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.16.1 подані ролі, атрибути та операції сутностей фінансових послуг.  Таблиця 4.16.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Фінансовий суб’єкт | Узагальнена роль для учасників фінансової взаємодії | Ідентифікатор,  Тип фінансового суб’єкта (Клієнт / Банк),  Статус взаємодії (активний / неактивний / завершений) | Завершити операцію  Ініціювати фінансову операцію (ініціалізувати значення атрибутів),  Отримати/змінити тип фінансового суб’єкта  Отримати/змінити статус взаємодії | | Клієнт | Фізична або юридична особа, яка користується фінансовими послугами банку | Ідентифікатор (успадковано)  Тип суб’єкта (успадковано як "Клієнт")  Статус взаємодії (успадковано)  ПІБ,  Паспорт, ІПН,  Номер рахунку,  Баланс рахунку,  Кредитний рейтинг | Відкрити рахунок  Закрити рахунок  Поповнити рахунок  Зняти кошти  Отримати кредит | | Банк | Фінансова установа, що надає банківські послуги | Ідентифікатор (успадковано),  Тип суб’єкта (успадковано як "Банк"), Статус взаємодії (успадковано)  Назва банку  Перелік послуг,  Процентні ставки,  Кредитні ліміти | Створити рахунок клієнта  Відкрити депозит  Надати кредит  Обробити платіж  Нарахувати відсотки по кредиту/депозиту | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт – один банк.** **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (клієнт і банк) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта та банк за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **FinancialSubject**(базовий клас), модифікувати класи **Client** (Клієнт) та **Bank** (Банк) з лабораторної роботи №3, зробивши їх похідними від **FinancialSubject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.16.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **FinancialSubject**, зробивши його **protected** для заборони створення об’єкту класу **FinancialSubject** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.16.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **FinancialSubject** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **TaxiService**, від якого успадковуються класи **Client** (Клієнт) та **Bank** (Банк). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfClient**, який в якості поля має масив (список) об'єктів класу **Client**. В класі **SetOfClient** реалізувати:   * інтерфейс *IComparable* для порівняння клієнтів за кредитним рейтингом методом *CompareTo*(); * інтерфейс *IComparer* для порівняння клієнтів не тільки за кредитним рейтингом, але й за балансом рахунку методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку клієнтів, впорядкованих за кредитним рейтингом (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **17** | **Опис предметної області**. Існує предметна область медичних послуг, в якій сутностями моделі є узагальнена сутність **«Медичний суб’єкт**». Сутності **«Пацієнт»** і **«Лікар»** є нащадками узагальненої сутності **«Медичний суб’єкт**». Ці суб’єкти успадковують від узагальненої сутності **«Медичний суб’єкт**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам медичного середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.17.1 подані ролі, атрибути та операції сутностей фінансових послуг.  Таблиця 4.17.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Медичний суб’єкт | Узагальнена роль для осіб, що беруть участь у медичному процесі | Ідентифікатор,  ПІБ,  Тип медичного суб’єкта (Пацієнт /Лікар),  Статус взаємодії (активний / завершений / очікує) | Завершити операцію  Ініціювати фінансову операцію (ініціалізувати значення атрибутів),  Отримати/змінити тип фінансового суб’єкта  Отримати/змінити статус взаємодії | | Пацієнт | Фізична особа, яка отримує медичну допомогу | Ідентифікатор (успадковано),  ПІБ (успадковано),  Тип суб’єкта (успадковано як “Пацієнт”,  Статус взаємодії (успадковано)  Дата народження,  Медична картка,  Історія хвороби,  Поточні скарги | Записатися на прийом,  Отримати діагноз, Отримати призначення лікування | | Лікар | Фізична особа, яка надає медичні послуги | Ідентифікатор (успадковано),  ПІБ (успадковано),  Тип суб’єкта (успадковано як “Лікар”,  Статус взаємодії (успадковано  Спеціалізація,  Стаж роботи,  Графік прийому,  Список пацієнтів,  Доступ до медичних карт | Провести прийом пацієнта,  Встановити діагноз, Призначити лікування | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один пацієнт – один лікар.** Тоді *список пацієнтів* можна не використовувати. **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (пацієнт і лікар) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про пацієнта та лікаря за сценарієм роботи версії 1 лабораторної роботи №3. Для спрощення коду не створюйте класи для “медичної картки”, та “історії хвороби”. Задайте їх у вигляді даних типу **string**.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **MedicalSubject** (базовий клас), модифікувати класи **Patient** (Пацієнт) **Doctor** (Лікар) з лабораторної роботи №3, зробивши їх похідними від **MedicalSubject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.17.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **MedicalSubject**, зробивши його **protected** для заборони створення об’єкту класу **MedicalSubject** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.17.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **MedicalSubject** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **MedicalSubject**, від якого успадковуються класи **Patient** (Пацієнт) і **Doctor** (Лікар). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfPatient**, який в якості поля має масив (список) об'єктів класу **Patient**. В класі **SetOfPatient** реалізувати:   * інтерфейс *IComparable* для порівняння пацієнтів за кількістю поточних скарг методом *CompareTo*(); * інтерфейс *IComparer* для порівняння пацієнтів не тільки за кількістю поточних скарг, але й за датою народження методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку пацієнтів, впорядкованих за датою народження (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **18** | **Опис предметної області**. Існує предметна область мережі користувачів, в якій сутностями моделі є узагальнена сутність **«Суб’єкт мережі**». Сутності **«Соціальна мережа»** і **«Користувач»** є нащадками узагальненої сутності **«Суб’єкт мережі**». Ці суб’єкти успадковують від узагальненої сутності **«Суб’єкт мережі**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам медичного середовища операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.18.1 подані ролі, атрибути та операції сутностей мережі користувачів.  Таблиця 4.18.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Суб’єкт мережі | Узагальнена роль для учасників взаємодії в мережі | Назва ,  Тип суб’єкта мережі (Соціальна мережа /Користувач),  Статус активності (активний / неактивний) | Ініціювати взаємодію  Отримати дані про взаємодію  Завершити взаємодію | | Соціальна мережа | Платформа для взаємодії користувачів | Тип суб’єкта мережі (успадковано як “Соціальна мережа”),  Статус активності (успадковано)  Назва мережі (успадковано як Назва))  Кількість користувачів  Спрямованість мережі (для науковців, для розваг тощо) | Додати користувача до мережі  Видалити користувача з мережі  Публікувати контент  Створити групи в мережі  Заблокувати користувача  Шукати користувачів | | Користувач | Фізична особа, яка комунікує через мережу | Тип суб’єкта мережі (успадковано як “Користувач”),  Статус активності (успадковано)  Ім’я користувача (успадковано як Назва)  e-mail  Пароль  Кількість друзів | Зареєструвати користувача  Оновити профіль  Додати/видалити контент до мережі  Додати/видалити друзів  Ініціювати пошук користувачів | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **один користувач – одна мережа**. **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (користувач і мережа) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про користувача і мережу за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **NetworkSubject** (базовий клас), модифікувати класи **SocialNetwork** (Соціальна мережа), **User** (Користувач) з лабораторної роботи №3, зробивши їх похідними від **NetworkSubject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.18.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **NetworkSubject**, зробивши його **protected** для заборони створення об’єкту класу **NetworkSubject** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.18.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **NetworkSubject** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **NetworkSubject**, від якого успадковуються класи **SocialNetwork** (Соціальна мережа), **User** (Користувач). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfUser**, який в якості поля має масив (список) об'єктів класу **User**. В класі **SetOfUser** реалізувати:   * інтерфейс *IComparable* для порівняння користувачів за кількістю друзів методом *CompareTo*(); * інтерфейс *IComparer* для порівняння користувачів не тільки за кількістю друзів, але й за його контентом методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку користувачів, впорядкованих за кількістю друзів (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **19** | **Опис предметної області**. Існує предметна область інфраструктура міста, в якій сутностями моделі є узагальнена сутність **«Транспортна інфраструктура**». Сутності **«Місто»** і **«Транспорт»** є нащадками узагальненої сутності **«Транспортна інфраструктура**». Ці суб’єкти успадковують від узагальненої сутності **«Транспортна інфраструктура**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам інфраструктури міста операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.19.1 подані ролі, атрибути та операції сутностей мережі користувачів.  Таблиця 4.19.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Транспортна інфраструктура | Узагальнений суб’єкт міської транспортної взаємодії | Ідентифікатор  Назва суб’єкту  Статус активності (активний / неактивний)  Тип суб’.єкту (місто / транспорт) | Ініціювати взаємодію (встановити значення статусу “активний” )  Перевірити стан суб’єкту  Завершити дію (змінити статус на “неактивний”) | | Місто | Організує транспортну систему, контролює її ефективність | Назва міста (успадковано як Назва суб’єкту)  Статус (успадковано)  Тип (успадковано як "місто")  Кількість жителів  Площа міста  Кількість транспортних одиниць | Розрахувати щільність транспорту  Оцінити навантаження на інфраструктуру | | Транспорт | Забезпечує перевезення в межах міста | Ідентифікатор (успадковано)  Назва (успадковано як назва транспорту/маршруту),  Статус активності (успадковано),  Тип (успадковано як транспорт: автобус, трамвай, метро)  Максимальна пасажиромісткість  Кількість рейсів на день | Розрахувати перевізну здатність  Оцінити ефективність маршруту | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **одне місто – один тип транспорту**. **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (місто і транспорт) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про місто та транспорт за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **TransportInfrastructure** (базовий клас), модифікувати класи **City** (місто), **Тransport** (транспорт) з лабораторної роботи №3, зробивши їх похідними від **TransportInfrastructure**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.19.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **TransportInfrastructure**, зробивши його **protected** для заборони створення об’єкту класу **TransportInfrastructure** як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.19.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **TransportInfrastructure** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **TransportInfrastructure**, від якого успадковуються класи **City** (місто), **Тransport** (транспорт). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfTransport**, який в якості поля має масив (список) об'єктів класу **Тransport** . В класі **SetOfTransport** реалізувати:   * інтерфейс *IComparable* для порівняння транспорту за перевізною здатністю методом *CompareTo*(); * інтерфейс *IComparer* для порівняння транспорту не тільки за перевізною здатністю, але й за щільністю транспорту в місті методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку видів транспорту, впорядкованих за кількістю транспортних засобів (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |
| **20** | **Опис предметної області**. Існує предметна область цифрового простору, в якій сутностями моделі є узагальнена сутність **«Суб’єкт цифрового простору**». Сутності **«Молодь**» і **«Цифрова платформа»** є нащадками узагальненої сутності **«Суб’єкт цифрового простору**». Ці суб’єкти успадковують від узагальненої сутності **«Суб’єкт цифрового простору**» спільні атрибути та операції. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам цифрового простору операцій. Якщо розробник бажає використовувати меню для зручності користувача (не обов’язково), слід створити окрему технічну сутність Меню, яка не входить в предметну область. В таблиці 4.20.1 подані ролі, атрибути та операції сутностей мережі користувачів.  Таблиця 4.20.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Суб’єкт цифрового простору | Узагальнена сутність для суб’єктів цифрової взаємодії | Назва / Ім’я,  Статус активності (активний / неактивний)  Тип учасника (молодь / платформа) | Ініціювати взаємодію,  Перевірити статус,  Завершити дію | | Молодь | Учасник цифрового ринку, що створює кар’єру через платформу | Ім’я (успадковано як назва),  Статус активності (успадковано),  Тип учасника (успадковано як “ молодь”)  Вік,  Навички,  Рейтинг,  Кількість проєктів  Профіль | Додати навичку  Оцінити досвід (виконання проєкту)  Розрахувати рейтинг | | Цифрова платформа | Середовище, яке надає інструменти для навчання і роботи | Назва платформи (успадковано як назва),  Статус активності (успадковано),  Тип учасника (успадковано як “платформа”)  Кількість учасників,  Доступні проєкти,  Назва курсу | Призначити проєкт  Згенерувати звіт про активність  Алгоритм підбору проєкту  Рекомендувати курс | | Сервіс | Технічний посередник: забезпечує обмін, введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками освітнього середовища: **одна платформа – один представник молоді**. **Сервіс (Меню)** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (молодь і платформа) для реалізації своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про молодь і платформу за сценарієм роботи версії 1 лабораторної роботи №3.  **Версія 1 (пункти завдання 1,2,3,4,5,6).**   1. Скопіювати проєкт версії 1 лабораторної роботи №3 і перейменувати його для версії 1 лабораторної роботи №4. 2. Створити новий клас **SubjectDigitalSpace** (базовий клас), модифікувати класи **Youth** (молодь), **DigitalPlatform** (цифрова платформа) з лабораторної роботи №3, зробивши їх похідними від **SubjectDigitalSpace**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №3. Не додавайте в клас **Service** меню команд. При необхідності (не обов'язково) слід зробити меню як окремий клас. Кожен клас має бути створений в окремому файлі*.* В класах потрібно визначити закриті поля, що відповідають атрибутам предметної област (табл. 4.19.1). 3. Визначити конструктор базового класу (без параметрів або з параметрами) для ініціалізації полів класу **SubjectDigitalSpace**, зробивши його **protected** для заборони створення об’єкту класу **SubjectDigitalSpace**я як не релевантного предметній області. 4. Визначити конструктори похідних класів з параметрами для ініціалізації полів похідних класів з посиланнями на конструктор базового класу через ключове слово **base**. 5. Визначити методи –аксесори (властивості) для доступу до закритих полів похідних класів. 6. Визначити методи похідних класів, що демонструють операції сутностей відповідно до табл. 4.19.1. Якщо не модифікуються алгоритми методів лабораторної роботи №3, реалізація їх залишається без змін в лабораторній роботі №4.   **Версія 2 в окремому проєкті.**  7. Зробити копію проєкту версії 1 лабораторної роботи №4. Зробити базовий клас **SubjectDigitalSpace** абстрактним. *Довести, що не можна створювати об’єкти абстрактного класу, але збережена можливість успадкування*.  **Версія 3 в окремому проєкті.**  8. Зробити копію проєкту версії 2. Реалізувати трирівневу ієрархію класів у вигляді інтерфейсу, який реалізується похідним (не абстрактним) класом **SubjectDigitalSpace**, від якого успадковуються класи **Youth** (молодь), та **DigitalPlatform** (цифрова платформа). Продемонструвати доступ до методів, що реалізовані в похідних класах, через **посилання на інтерфейс**.  **Версія 4 в окремому проєкті.**  9. Зробити копію проєкту версії 1. Створити окремий клас **SetOfDigitalPlatform**, який в якості поля має масив (список) об'єктів класу **DigitalPlatformi**. В класі **SetOfDigitalPlatform** реалізувати:   * інтерфейс *IComparable* для порівняння платформ за кількістю учасників методом *CompareTo*(); * інтерфейс *IComparer* для порівняння транспорту не тільки кількістю учасників, але й за кількістю проєктіві методом *Compare*(); * інтерфейси *IEnumerable* та *IEnumerator* для виведення на консоль переліку платформ, впорядкованих за кількістю учасників (реалізувати методи *MoveNext*(), *Reset*(), *GetEnumerator*(), властивість *Current*). |

### Контрольні запитання

* 1. Що таке успадкування в C#? Які його основні переваги?
  2. Чим відрізняється клас від інтерфейсу в C#?
  3. Чи можна успадкувати клас від декількох базових класів? Обгрунтуйте?
  4. Як реалізується множинна спадковість в C#?
  5. У чому полягає різниця між abstract та interface?
  6. Які модифікатори доступу до членів класу ви знаєте? Як вони впливають на успадкування?
  7. Що означає “перевизначення методу” в контексті успадкування?
  8. Чи можна створити об’єкт інтерфейсу? Якщо ні, то навіщо вони потрібні?
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## Лабораторна робота №5 Поліморфізм методів і операцій, віртуальні функції, перевантаження операторів, індексатори в мові програмування C#

### Рейтинг лабораторної роботи №5

|  |  |  |  |
| --- | --- | --- | --- |
| *№ п.п* | *Вид діяльності студента* | *Рейтинговий бал* | *Deadline* |
| 1 | Написання коду з 5 завдань | 0,5\*7=3,5 | 10 квітня |
| 2 | Захист роботи | 0,5 |
| 3 | Звіт з роботи | 0,5 |  |
| Разом за роботу | | 4,5 |  |

### Мета роботи:

1. Навчитися здійснювати перевантаження методів і операцій (поліморфізм методів і операцій) застосовувати віртуальні функції

2. Навчитися використовувати індексатори.

### Методичні рекомендації до виконання лабораторної роботи

1. Уважно прочитайте лекцію та методичні вказівки до цієї лабораторної роботи.

2. Реалізуйте та проаналізуйте всі приклади з лекції.

3. При роботі над лекцією і виконанні завдань зверніть увагу, що в C# є **дві** різні реалізації перевантаження методів. В першому випадку в одному класі може бути декілька методів з **однаковими іменами**. При цьому вони повинні повертати дані різного типу і/або мати різну кількість параметрів.

В другому випадку перевантаження методів використовується при спадкуванні класів через механізм віртуальних методів.

Крім перевантаження методів в C# можна створювати методи зі змінною кількістю параметрів. При цьому останнім параметром повинен бути масив.

4. Для поглибленого вивчення цього матеріалу прочитайте [2].

### Порядок виконання роботи

1. Створити директорію Lab5, в якій будуть розміщуватися проекти цієї лабораторної роботи.

2. Виконати завдання свого варіанту у вигляді окремих консольних проєктів – кожне завдання варіанту в окремому проєкту. Передбачити опис кожного класу в окремому файлі.

3. Можна виконати завдання свого варіанту у вигляді одного консольного проекту з окремими файлами для кожного з класів з використанням меню для демонстрації роботи кожного завдання варіанту.

### Приклади виконання завдань

Під час виконання об'єкти похідного класу можуть оброблятися як об'єкти базового класу в таких місцях, як параметри методу і колекції або масиви. Коли виникає поліморфізм, оголошений тип об'єкта перестає відповідати своєму типу під час виконання.

#### 1. Перевантаження методів

Використання декількох методів з одним і тим самим **іменем**, але різними типами **параметрів** називається *перевантаженням методів.*

Компілятор визначає, який саме метод потрібно викликати за типом фактичних параметрів. Наприклад, нижче наведено декілька реалізацій метода *max* з лекції 8, який повертає найбільше значення для різних типів і кількості параметрів.

// Повертає найбільше з двох цілих:

int max(int а, int b)

// Повертає найбільше з трьох цілих:

int max(int а, int b, int з)

// Повертає найбільше першого параметра і довжини другого:

int max(int а, string b)

// Повертає найбільше другого параметра і довжини першого:

int max(string b, int а)

...

Console.WriteLine(max( 1, 2 ));

Console.WriteLine(max( 1, 2, 3 ));

Console.WriteLine(max( 1, "2" ));

Console.WriteLine(max( "1", 2 ));

Багато методів, які реалізовані в мові C# перевантажені.

#### 2. Віртуальні члени класу

Базові класи можуть визначати і реалізовувати *віртуальні методи*, а похідні класи - перевизначати їх, тобто надавати своє власне визначення і реалізацію. Під час виконання, коли клієнт викликає метод, CLR виконує пошук типу об'єкта під час виконання і викликає перезапис віртуального методу. У вихідному коді можна викликати метод в базовому класі і забезпечити виконання версії методу, що відноситься до похідному класу.

Похідний член повинен використовувати ключове слово *override*, яке вказує, що метод призначений для участі у віртуальному виклику. Віртуальні методи і властивості дозволяють похідним класам розширювати базовий клас без необхідності використовувати реалізацію методу базового класу.

public class BaseClass

{

public virtual void DoWork() { }

public virtual int WorkProperty

{

get { return 0; }

}

}

public class DerivedClass : BaseClass

{

public override void DoWork() { }

public override int WorkProperty

{

get { return 0; }

}

}

#### 3. Приховування членів базового класу новими членами

Якщо ви хочете, щоб похідний клас мав член з тим самим іменем, що і член в базовому класі, можна використовувати ключове слово *new*, щоб приховати член базового класу. Ключове слово *new* вставляється перед типом значення, що повертається, члена класу, що заміщає.

public class BaseClass

{

public void DoWork() { WorkField++; }

public int WorkField;

public int WorkProperty

{

get { return 0; }

}

}

public class DerivedClass : BaseClass

{

public new void DoWork() { WorkField++; }

public new int WorkField;

public new int WorkProperty

{

get { return 0; }

}

}

Доступ до прихованих членам базового класу можна здійснювати з клієнтського коду приведенням примірника похідного класу до примірника базового класу

DerivedClass B = new DerivedClass();

B.DoWork(); // Calls the new method.

BaseClass A = (BaseClass)B;

A.DoWork(); // Calls the old method.

#### 4. Захист віртуальних членів від перевизначення похідними класами

Похідний клас може зупинити віртуальне успадкування, оголосивши перевизначення як *запечатаний*. Для зупинки спадкування в оголошення члена класу потрібно вставити ключове слово *sealed* перед ключовим словом *override*. Прикладом є наступний код:

public class A

{

public virtual void DoWork() { }

}

public class B : A

{

public override void DoWork() { }

}

public class C : B

{

public sealed override void DoWork() { }

}

Запечатані методи можна замінити похідними класами за допомогою ключового слова *new*, як показано в наступному прикладі:

public class D : C

{

public new void DoWork() { }

}

#### 5. Доступ до віртуальних членів базового класу з похідних класів

Похідний клас, який замінив або перевизначив метод або властивість, може отримати доступ до методу або властивості базового класу за допомогою ключового слова *base*.

public class Base

{

public virtual void DoWork() {/\*...\*/ }

}

public class Derived : Base

{

public override void DoWork()

{

//Perform Derived's work here

//...

// Call DoWork on base class

base.DoWork();

}

}

#### 6. Перевантаження операторів

Поряд з методами ми можемо також перевантажувати оператори. Перевантаження операторів тісно пов'язана з перевантаженням методів. Для перевантаження оператора служить ключове слово *operator*, що визначає операційний метод, який, в свою чергу, визначає дію оператора щодо свого класу. Існують дві форми операторних методів (*operator*): одна для унарних операторів, інша ‒ для бінарних. Нижче наведена загальна форма для кожного різновиду цих методів:

// Загальна форма перевантаження унарного оператора.

public static возвращаемый\_тип **operator** op(тип\_параметра операнд)

{

// операції

}

// Загальна форма перевантаження бінарного оператора.

public static возвращаемый\_тип **operator** op(тип\_параметра1 операнд1,

тип\_параметра2 операнд2)

{

// операції

}

##### Перевантаження бінарних операторів

Для бінарних операторів (+, -, \*, /, %, ==, !=, >, < тощо) тип значення, що повертається співпадає з класом, в якому перевантажується оператор, в якості параметрів використовуються об’єкти того самого класу, що й тип значення, що повертається. Зверніть увагу на те, що операційні методи повинні мати обидва специфікатори типу *public і static,* оскільки застосовуються до усіх об’єктів *.*

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace ConsoleApplication1

{

class MyArr

{

// Координати точки в тривимірному просторі

public int x, y, z;

public MyArr(int x = 0, int y = 0, int z = 0)

{

this.x = x;

this.y = y;

this.z = z;

}

// Перевантажуємо бінарний оператор +

public static MyArr operator +(MyArr obj1, MyArr obj2)

{

MyArr arr = new MyArr();

arr.x = obj1.x + obj2.x;

arr.y = obj1.y + obj2.y;

arr.z = obj1.z + obj2.z;

return arr;

}

}

class Program

{

static void Main(string[] args)

{

MyArr Point1 = new MyArr(1, 12, -4);

MyArr Point2 = new MyArr(0, -3, 18);

Console.WriteLine("Координати першої точки: " +

Point1.x + " " + Point1.y + " " + Point1.z);

Console.WriteLine("Координати другої точки: " +

Point2.x + " " + Point2.y + " " + Point2.z + "\n");

MyArr Point3 = Point1 + Point2;

Console.WriteLine("\nPoint1 + Point2 = "

+ Point3.x + " " + Point3.y + " " + Point3.z);

Console.ReadLine();

}

}

}

##### 6.2 Перевантаження унарних операторів

Унарні оператори (++, --, -) перевантажуються так само як і бінарні. Головна відмінність полягає в тому, що у них є лише один операнд. Для унарних операторів параметр позначає операнд, що передається.

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace ConsoleApplication1

{

class MyArr

{

// Координати точки в тривимірному просторі

public int x, y, z;

public MyArr(int x = 0, int y = 0, int z = 0)

{

this.x = x;

this.y = y;

this.z = z;

}

// Перевантажуємо унарний оператор -

public static MyArr operator -(MyArr obj1)

{

MyArr arr = new MyArr();

arr.x = -obj1.x;

arr.y = -obj1.y;

arr.z = -obj1.z;

return arr;

}

// Перевантажуємо унарний оператор ++

public static MyArr operator ++(MyArr obj1)

{

obj1.x += 1;

obj1.y += 1;

obj1.z += 1;

return obj1;

}

}

class Program

{

static void Main(string[] args)

{

MyArr Point1 = new MyArr(1, 12, -4);

Console.WriteLine("Координати точки: " +

Point1.x + " " + Point1.y + " " + Point1.z);

MyArr Point2 = -Point1;

Console.WriteLine("-Point1 = "

+ Point2.x + " " + Point2.y + " " + Point2.z);

Point2++;

Console.WriteLine("Point2++ = "

+ Point2.x + " " + Point2.y + " " + Point2.z);

Console.ReadLine();

}

}

|

#### 7. Індексатори

Індексатори дозволяють *індексувати об'єкти* і звертатися до даних за індексом. Фактично за допомогою індексаторів ми можемо працювати з об'єктами як з масивами. За формою вони нагадують властивості зі стандартними блоками *get* і *set*, які повертають і присвоюють значення. Формальне визначення індексатора:

Тип\_що\_повератється this [Тип параметр1, ...]

{

    get { ... }

    set { ... }

}

На відміну від властивостей індексатор не має назви. Замість нього вказується ключове слово *this*, після якого в квадратних дужках йдуть параметри. Індексатор повинен мати як мінімум *один параметр*.

class Person

{

public string Name { get; set; }

}

class People

{

Person[] data;

public People()

{

data = new Person[5];

}

// індексатор

public Person this[int index]

{

get

{ return data[index]; }

set

{ data[index] = value;}

}

}

Після цього ми можемо працювати з об'єктом *People* як з набором об'єктів *Person*:

class Program

{

static void Main(string[] args)

{

People people = new People();

people[0] = new Person { Name = "Tom" };

people[1] = new Person { Name = "Bob" };

Person tom = people[0];

Console.WriteLine(tom?.Name);

Console.ReadKey();

}

}

Слід враховувати, що індексатор *не може бути статичним* і застосовується тільки до *примірника класу*. Але при цьому індексатори можуть бути *віртуальними* й *абстрактними* і можуть перевизначитися в похідних класах.

### Варіанти завдань для лабораторної роботи № 5

Виконання лабораторної роботи №5 передбачає три етапи аналогічно лабораторним роботам №3, №4 (рис. 6).

**Етап 1** – об’єктно-орієнтований аналіз (OOA) предметної області з розширенням бізнес-логіки завдань лаб. роботи №4 на додаткові бізнес-задачі, що визначені в завданнях лабораторної роботи №5. Об'єктно-орієнтований аналіз дозволяє доповнити сутності предметної області лабораторної роботи №4 та їхню поведінку новими особливостями. На вході – предметні сутності версії 1 згідно із завданнями лаб. роботи №4 та опис додаткових сутностей та їх поведінки згідно із завданнями лаб. роботи №5. Результат – модель предметної області у вигляді сукупності сутностей з атрибутами та операціями, що характеризують поведінку сутностей, відповідно до принципів SOLID та опису предметної області лабораторної роботи №5.

**Етап 2** – об’єктно-орієнтоване проєктування (OOD). На вході – результат об’єктно-орієнтованої декомпозиції та аналізу (ООА). Результат – UML діаграма класів, яка містить класи і взаємозв'язки між ними та UML Use Case діаграма для визначення сценарію роботи програми.

**Етап 3** – об’єктно-орієнтоване програмування (OOP). На вході – UML діаграма класів і UML Use Case діаграма. Результат – код програми відповідно до вимог чистого коду (гарного стилю програмування) та принципів SOLID.
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Рисунок 6 – Етапи об'єктно-орієнтованого підходу до розробки ПЗ для лабораторної роботи №5.

У цій лабораторній роботі слід дотримуватись **SOLID принципу єдиної відповідальності (SRP), принципу відкритості – закритості (OCP), принципу підстановки Лісков (LSP).**

**Принцип єдиної відповідальності (SRP)** - кожен клас має відповідати тільки за одну область функціональності і мати тільки одну задачу або відповідальність.

**Принципу відкритості – закритості (OCP) -** класи повинні бути відкритими для розширення, але закритими для модифікації. Це означає, що поведінка класу може бути змінена без зміни його вихідного коду, шляхом додавання нового коду, а не модифікації існуючого.

**Принцип підстановки Лісков (LSP) -** класи-нащадки повинні мати можливість замінити батьківські класи без порушення функціональності**.**

Виконання лабораторної роботи передбачає три версії коду, кожна версія в окремому проєкті Visual Studio.

В методі *Main*() класу *Program* продемонструвати виклик усіх методів усіх класів.

Усі значення, що розраховуються, записувати до *текстових файлів* методами класу **Service.** Також у файл записувати *протокол роботи програми*, тобто дані, що виводяться на консоль.

**Студент має право додати додаткові поля та методи в класи завдань свого варіанту**.

**Номер варіанта визначається за порядковим номером в журналі.**

|  |  |
| --- | --- |
| **Номер варіанта** | **Зміст завдання** |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є узагальнена сутність «**Людина**». Сутності «**Викладач**» і «**Студент**» є нащадками від узагальненої сутності «**Людина**» і успадковують від неї спільні атрибути та операції. Комунікація сутностей викладача і студента здійснюється через сутність «**Дипломний проєкт**» з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій, зокрема робота з консоллю та файлами. У разі потреби використання меню для зручності користувача, доцільно створити окрему сутність «**Меню»** (не обов’язково). В таблиці 5 1.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 5.1.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Людина | Базовий клас для всіх учасників навчального процесу | Ім’я,  Назва дисципліни | Отримати ім’я особи  Змінити ім’я  Отримати назву дисципліни  Змінити назву дисципліни | | Викладач | Джерело навчального контенту; координує дисципліну; виконує оцінювання студентів | Ім’я викладача (успадковано)  Назва дисципліни (успадковано)  Навчальне навантаження (години)  Кількість студентів | Збільшити кількість студентів  Зменшити кількість студентів  Змінити обсяг навчального навантаження  Поставити оцінку студенту  Передати матеріал студенту  Записати оцінку в журнал | | Студент | Отримувач знань і навчального контенту; виконує завдання; формує власний рейтинг | Ім’я студента (успадковано)  Назва дисципліни (успадковано)  Список робіт з оцінками  Обсяг виконаних робіт | Додати оцінку Переглянути оцінки  Розрахувати рейтинг Отримати матеріал від викладача | | Дипломний проєкт | Інтегрує знання студента й оцінюється викладачем | Назва теми,  Кількість реалізованих алгоритмів,  Складність теми.  Оцінка  Ім’я керівника | Вибрати тему з переліку.  Визначити складність теми.  Визначити оцінку | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Формат виводу  Шлях до файлу (ім’я файлу)  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Викладач**» і «Д**ипломний проєкт**» та «**Студент**» і «Д**ипломний проєкт**» асоціативний кратності один до одного. Між сутностями «**Викладач»** і«**Студент»** асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **один викладач** керує **одним дипломним проєктом**. **Один студент** виконує **один дипломний проєк**т. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (викладач і студент) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про викладача і студента згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **Person** (абстрактний базовий клас), **Teacher** і **Student -** похідні класи від **Person**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.1.1). *.*  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **Person** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Teacher**, **Student** як **override**.  3.  Додати клас **DiplomaProject** (Дипломний проект) з лаб. роб. №3, звязавши його асоціаціями з класами **Teacher** і **Student**. Включити в клас **DiplomaProject** атрибути і методи згідно з табл. 5.1.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Teacher**, **Student**, **DiplomaProject** статичний поліморфізм операторів, додавши методи перевантаження бінарних операторів (+, -, ==, != , >, < ): збільшити (зменшити) навчальне навантаження на задану кількість годин, збільшити (зменшити) кількість студентів на задану величину, порівняти викладачів за певними атрибутами, порівняти студентів за рейтингом (>, <), додати (видалити) задану оцінку студенту, порівняти студентів за певними атрибутами (==, !=), збільшити (зменшити) кількість реалізованих в дипломі алгоритмів, порівняти два дипломних проєктів за оцінкою. У випадку перевантаження операцій == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Teacher**, **Student, DiplomaProject** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість годин навчального навантаження викладача, збільшити (зменшити) рейтинг студента, збільшити (зменшити) рівень складності диплому тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **StudentGroup**, атрибутом якого зробити масив (список) об’єктів класу **Student**, використавши індексатори для доступу до заданих за індексом студентів.  7.  Додати в клас **DiplomaProject** конструктор копії. За допомогою конструктора копії створити копію диплома з тими самими атрибутами, що й оригінал, але без оцінки. |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є  узагальнена сутність «**Освітній суб’єкт**». Сутності «**Кафедра**» і «**Студент**» є нащадками від узагальненої сутності «**Освітній суб’єкт**». «**Кафедра**» - це організаційний освітній суб’єкт;«**Студент**» - це індивідуальний освітній суб’єкт. Ці суб’єкти успадковують від узагальненої сутності «**Освітній суб’єкт**» спільні атрибути та операції. Комунікація сутностей кафедри і студента здійснюється через сутність «**Конкурсна робота студента**» з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.1.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 5.2.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Освітній суб’єкт | Базова сутність для уніфікації обробки напряму підготовки | Ім’я сутності,  Назва напряму підготовки | Отримати ім’я  Змінити ім’я  Отримати назву напряму  Змінити назву напряму | | Кафедра | Організаційна одиниця, яка адмініструє напрям підготовки та облік студентів | Назва кафедри (успадковано як назва сутності)  Назва напряму підготовки (успадковано)  Поточна кількість студентів  Макс. кількість студентів  Перелік дисциплін за напрямом підготовки | Збільшити кількість студентів  Зменшити кількість студентів  Додати дисципліну (за напрямом)  Видалити дисципліну | | Студент | Учасник освітнього процесу, чия успішність вимірюється на основі оцінок | Ім’я студента (успадковано як назва сутності)  Назва напряму підготовки (успадковано)  Список оцінок  Рівень навантаження. | Додати оцінку з дисципліни  Переглянути оцінки  Розрахувати рейтинг | | Конкурсна робота студента | Творчий результат студента, який оцінюється в межах конкурсу і відображає індивідуальну активність | Назва роботи  Тематика конкурсу  Дата подання  Оцінка / рейтинг  Статус (подано, прийнято, відхилено)  Призове місце  Автор (студент) | Подати роботу  Визначити відповідність теми роботи тематиці конкурсу  Оцінити роботу  Призначити статус  Присвоїти місце  Переглянути деталі | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Формат виводу  Шлях до файлу (ім’я файлу)  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями **«Кафедра»** і «**Конкурсна робота**» та **«Студент»** і «**Конкурсна робота**» асоціативний кратності один до одного. Між сутностями **«Кафедра»** і«**Студент»** асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **одна кафедра** керує виконанням **однієї конкурсної роботи**. **Один студент** виконує **одну конкурсну роботу**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (викладач і студент) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про кафедру, студента і конкурсну роботу згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **EducationalEntity** (абстрактний базовий клас), **Department** і **Student -** похідні класи від **EducationalEntity**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.2.1). *.*  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **Person** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Department**, **Student** як **override**.  3.  Додати клас **СompetitiveWork** (Конкурсна робота) з лаб. роб. №3, звязавши його асоціаціями з класами **Department** і **Student**. Включити в клас **СompetitiveWork** атрибути і методи згідно з табл. 5.1.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Department**, **Student, СompetitiveWork** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, != , >, < ): збільшити (зменшити) кількість дисциплін на задану величину, збільшити (зменшити) кількість студентів на задану величину, порівняти кафедри за певними атрибутами, порівняти студентів за рейтингом (>, <), додати (видалити) задану оцінку студенту, порівняти студентів за певними атрибутами (==, !=), збільшити (зменшити) рейтинг конкурсної роботи, порівняти дві конкурсні роботи за номером призового місця. У випадку перевантаження операцій == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Department**, **Student, СompetitiveWork** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість студентів на кафедрі, збільшити (зменшити) рейтинг студента, підняти (опустити) конкурсну роботу за призовим місцем тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **StudentGroup**, атрибутом якого зробити масив (список) об’єктів класу **Student**, використавши індексатори для доступу до заданих за індексом студентів.  7.  Додати в клас **СompetitiveWork** конструктор копії. За допомогою конструктора копії створити копію конкурсної роботи з тими самими атрибутами, що й оригінал, але без оцінки та призового місця. |
|  | **Опис предметної області**.  Існує освітнє середовище, в якому учасниками освітнього процесу є  узагальнена сутність «**Освітня одиниця**». Сутності «**Кафедра**» і «**Викладач**» є нащадками від узагальненої сутності «**Освітня одиниця**». «**Кафедра**» - це організаційний освітній суб’єкт;«**Викладач**» - це індивідуальний освітній суб’єкт. Ці суб’єкти успадковують від узагальненої сутності «**Освітня одиниця**» спільні атрибути та операції. Комунікація сутностей кафедри і викладач здійснюється через сутність «**Конкурсний проєкт викладача** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.3.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 5.3.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Освітня одиниця | Базова сутність для уніфікації обробки даних про викладача | Назва одиниці  Загальне річне навантаження (години)  Перелік дисциплін | Отримати назву  Змінити назву  Додати / видалити дисципліну  Отримати / оновити загальне навантаження | | Кафедра | Організаційна одиниця, яка керує ресурсами, планує і розподіляє навантаження | Назва кафедри (успадковано як назва одиниці)  Загальне річне навантаження (успадковано)  Перелік дисциплін (успадковано)  Поточна кількість викладачів  Список викладачів | Додати викладача (з перевіркою, що його навантаження не перевищує 600 годин)  Видалити викладача  Розподілити загальне навантаження між викладачами  Переглянути розподіл | | Викладач | Виконує навчальну, наукову та методичну діяльність | ПІБ (успадковано як назва)  Загальне річне навантаження (успадковано)  Спеціалізація викладача  Кількість дисциплін  К-сть наукових / методичних / орг. робіт | Додати наукову або методичну роботу  Перевірити перевищення допустимого навантаження (норма 600 год)  Визначити рейтинг за продуктивністю | | Конкурсний проєкт викладача | Відображає процес супроводу та оцінки конкурсного проєкту | Назва конкурсного проєкту  Тема конкурсу  Статус (прийнята / відхилена)  Рейтинг роботи  Призове місце, отримане конкурсною роботою (1,2, 3). Значення 0 - робота не попала в номінацію призових.  Викладач-виконавець | Подати роботу  Визначити відповідність теми роботи тематиці конкурсу  Оцінити роботу  Призначити статус  Присвоїти місце  Переглянути деталі | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу)  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями **«Кафедра»** і «**Конкурсний проєкт**» та «**Викладач**»і «**Конкурсний проєкт**» асоціативний кратності один до одного. Між сутностями **«Кафедра»** і«**Викладач»** асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **одна кафедра** керує виконанням **одного конкурсного проєкту**. **Один викладач** виконує **один конкурсний проєкт**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (викладач і кафедра) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про кафедру, викладача і конкурсний проєкт згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **EducationalUnit** (абстрактний базовий клас), **Department** і **Teacher -** похідні класи від **EducationalUnit**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.3.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **EducationalUnit** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Department**, **Teacher** як **override**.  3.  Додати клас **ContestWorkManage**r (Конкурсна робота) з лаб. роб. №3, звязавши його асоціаціями з класами **Department** і **Teacher**. Включити в клас **ContestWorkManage**r атрибути і методи згідно з табл. 5.3.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Department**, **Teacher, ContestWorkManage**r статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, != , >, < ): збільшити (зменшити) кількість дисциплін на задану величину, збільшити (зменшити) кількість річне навантаження на задану величину, порівняти кафедри за певними атрибутами, порівняти викладачів за рейтингом (>, <), додати (видалити) кількість дисциплін у викладача, порівняти викладачів за певними атрибутами (==, !=), збільшити (зменшити) рейтинг конкурсного проєкту, порівняти два конкурсних проєкти за номером призового місця. У випадку перевантаження операцій == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Department**, **Teacher, ContestWorkManage**r статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість дисциплін на кафедрі, збільшити (зменшити) рейтинг викладача, підняти (опустити) конкурсний проєкт за призовим місцем тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **CatalogTeacher**, атрибутом якого зробити масив (список) об’єктів класу **Teacher**, використавши індексатори для доступу до заданих за індексом викладачів.  7. Додати в клас **ContestWorkManage**r конструктор копії. За допомогою конструктора копії створити копію конкурсного проєкту з тими самими атрибутами, що й оригінал, але без оцінки (рейтингу) та призового місця. |
|  | **Опис предметної області**. Існує освітнє середовище, в якому учасниками освітнього процесу є  узагальнена сутність «**Організаційна структур**а». Сутності «**ІТ-компанія**» і «**Факультет**» є нащадками від узагальненої сутності «**Організаційна структур**а». Ці суб’єкти успадковують від узагальненої сутності «**Організаційна структура**» спільні атрибути та операції. Комунікація сутностей  «**ІТ-компанія**» і «**Факультет**» здійснюється через сутність **«Кафедра»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.4.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 5.4.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Організаційна структура | Базова сутність для суб’єктів взаємодії у сфері підготовки фахівців | Назва структури  Сфера або напрям діяльності  Якість процесу  Партнерська структура  Перелік напрямів або кафедр | Змінити назву  Змінити якість  Підтвердити/змінити партнерство  Додати напрям або кафедру | | ІТ-компанія | Комерційна структура, яка створює або інтегрує кафедри для покращення практичної підготовки | Сфера діяльності (успадковано)  Якість практичної підготовки (успадковано від якості процесу)  Закріплена кафедра  Партнерський факультет | Закріпити кафедру за напрямом (сферою діяльності)  Погодити співпрацю з факультетом  Покращити якість практичної підготовки | | Факультет | Академічна одиниця, що бере участь у підготовці фахівців спільно з ІТ-компаніями | Успадковані атрибути:  Назва факультету  Перелік напрямів  Якість освітнього процесу  Кількість кафедр Загальне річне навантаження Партнерська ІТ-компанія | Затвердити напрями Визначити річний обсяг годин Розподілити навантаження між кафедрами Погодити співпрацю з ІТ-компанією Контролювати якість освіти | | Кафедра | Внутрішній підрозділ факультету, що реалізує навчальне навантаження у співпраці з факультетом та співпрацює з ІТ-компанією | Назва кафедри  Спеціалізація  Завідувач кафедри  Кількість викладачів  Перелік дисциплін з обсягом годин  Річне навчальне навантаження  Партнерський факультет | Сформувати навчальний план (перелік дисциплін та їх години)  Призначити викладачів  Погодити напрям навчання | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу)  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями **«ІТ-компані**я**»** і **«Кафедра»** та **«Факультет»** і **«Кафедра»**  асоціативний кратності один до одного. Між сутностями **«ІТ-компані**я**»** і **«Факультет»** асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **одна ІТ-компанія** взаємодіє з **одним факультетом**. **Один факультет** має **одну кафедру**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (ІТ-компанія, факультет і кафедра) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про ІТ-компанію, факультет, кафедру згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **OrganizationalStructure** (абстрактний базовий клас), **Faculty** і **ITCompany -** похідні класи від **OrganizationalStructure** . Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.4.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **OrganizationalStructure** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Faculty** та  **ITCompany** як **override**.  3.  Додати клас **Department** (Кафедра) з лаб. роб. №3, звязавши його асоціаціями з класами **Faculty** і **ITCompany**. Включити в клас **Department** атрибути і методи згідно з табл. 5.4.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Faculty,** **ITCompany** та **Department** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, != , >, < ): збільшити (зменшити) якість підготовки на задану величину (відсоток), збільшити (зменшити) кількість кафедр на задану величину, порівняти два факультети за певними атрибутами, порівняти кафедри за кількістю викладачів (>, <), додати (видалити) кількість викладачів, порівняти кафедри за певними атрибутами (==, !=), збільшити (зменшити) загальне річне навантаження. У випадку перевантаження операцій == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Faculty,** **ITCompany** та **Department** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість викладачів на кафедрі, збільшити (зменшити) річне навантаження на факультеті, покращити (погіршити) якість підготовки в ІТ-компанії тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас SetOf**Departments**, атрибутом якого зробити масив (список) об’єктів класу **Department**, використавши індексатори для доступу до заданих за індексом факульттетів.  7. Додати в клас **Department** конструктор копії. За допомогою конструктора копії створити копію кафедри з тими самими атрибутами, що й оригінал, але без річного навантаження |
| **5** | **Опис предметної області**. Існує інституційно-адміністративна модель, в якій сутностями моделі є узагальнена сутність «**Академічна установа**». Сутності «**Університет**» і «**Факультет**» є нащадками узагальненої сутності «**Академічна установа**». Ці суб’єкти успадковують від узагальненої сутності «**Академічна установа**» спільні атрибути та операції. Комунікація сутностей «**Університет**» і «**Факультет**» здійснюється через сутність **«Стартап-Інкубатор»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.5.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 5.5.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Академічна установа | Базова сутність для всіх освітніх організаційних одиниць | Назва установи Кількість студентів Кількість підрозділів (кафедр/факультетів) Список спеціальностей або факультетів | Змінити назву Змінити кількість студентів Змінити кількість підрозділів Додати / видалити спеціальність або підрозділ | | Університет | Головна академічна установа, що координує факультети, формує рейтинг і бюджет | Назва університету (успадковано) К-сть факультетів (успадковано) К-сть студентів (успадковано)  К-сть наукових праць К-сть міжнародних проєктів Середній бал ЗНО вступників  Рейтинг (Osvita.ua)  Річний бюджет | Розрахувати рейтинг за версією Osvita.ua Розрахувати бюджет на основі рейтингу Додати / вилучити факультет | | Факультет | Академічна одиниця, що бере участь у підготовці фахівців спільно з ІТ-компаніями | Назва факультету (успадковано) Кількість студентів (успадковано)  Кількість кафедр Кількість спеціальностей Пов’язаний університет | Збільшити / зменшити кількість кафедр Додати / видалити спеціальність Змінити кількість студентів | | Стартап-Інкубатор | Інституція підтримки інноваційної активності студентів | Назва інкубатора,  Кількість менторів, Кількість активних проєктів,  Кількість залучених студентів,  Список стартапів  Обсяг інвестицій, які інкубатор отримає для впровадження своїх старапів | Додати студентський стартап  Призначити ментора  Оцінити результативність  Розрахувати рейтинг результативності  Вибрати найкращий стартап проєкт. | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу)  Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями **«Університет»** і **«Стартап-Інкубатор»** та **«Факультет»** і **«Стартап-Інкубатор»** асоціативний кратності один до одного. Між сутностями **«Університет»** і **«Факультет»** асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **один уніерситет** взаємодіє з **одним факультетом**. **Один університет** має **один стартап-інкубатор**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (ІТ-компанія, факультет і кафедра) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про університет, факультет, стартап-інкубатор згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **AcademicInstitution** (абстрактний базовий клас), **University** та **Faculty -** похідні класи від **AcademicInstitution**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.5.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **AcademicInstitution** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **University** та **Faculty** як **override**.  3.  Додати клас **StartupIncubator** (Стартап Інкубатор) з лаб. роб. №3, звязавши його асоціаціями з похідними класами **University** та **Faculty**. Включити в клас **StartupIncubator** атрибути і методи згідно з табл. 5.5.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **University,** **Faculty** та **StartupIncubator** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, != , >, < ): збільшити (зменшити) кількість факультетів в університеті на задану величину, збільшити (зменшити) кількість кафедр на факультетів на задану величину, порівняти два університети за рейтингом (Osvita.ua) (>,<), порівняти факультети за кількістю ствудентів (>, <), додати (видалити) кількість міжнародних проєктв в університеті, порівняти стартап інкубатори за кількістю проєктів (==, !=), збільшити (зменшити) обсяг івестицій в стартап проєкти. У випадку перевантаження операцій == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **University,** **Faculty** та **StartupIncubator** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) річний бюджет університету, збільшити (зменшити) кількість спеціальностей на факультеті, збільшити (зменшити) кількість залучених студентів у стартапи тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfUniversity**, атрибутом якого зробити масив (список) об’єктів класу **University**, використавши індексатори для доступу до заданих за індексом університетів.  7. Додати в клас **StartupIncubator** конструктор копії. За допомогою конструктора копії створити копію стртап інкубатора з тими самими атрибутами, що й оригінал, але без обсягу інвестицій і кількістю стартап проєктів |
| **6** | **Опис предметної області**. Існує освітнє середовище, в якому сутностями моделі є узагальнена сутність «**Функціональна структура**». Сутності «**Кафедра**» і **«ІТ-компанія»** є нащадками узагальненої сутності «**Функціональна структура**». Ці суб’єкти успадковують від узагальненої сутності «**Функціональна структура**» спільні атрибути та операції. Комунікація сутностей «**Кафедра**» і **«ІТ-компанія»** здійснюється через сутність **«ІТ акселератор»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.6.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 5.6.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Функціональна структура | Базова сутність, що виконує проєкти, взаємодіє з фахівцями, формує якість і вплив | Назва структури Кількість працівників Кількість реальних проєктів | Змінити назву Додати працівника Збільшити кількість проєктів | | Кафедра | Освітній підрозділ ЗВО | Назва (успадковано) Кількість викладачів як працівників (успадковано) Кількість дисциплін Кількість креативних студентів Якість освітньої програми | Покращити якість освітньої програми Залучити фахівців з компанії Збільшити кількість креативних студентів | | ІТ-компанія | Роботодавець, партнер кафедри, джерело практичного досвіду | Назва (успадковано) Кількість працівників (успадковано) Кількість реальних проєктів (успадковано)  Прибуток Кількість найнятих випускників | Найняти випускників Збільшити прибуток Збільшити проєктну активність | | ІТ акселератор | Сприяти розвитку стартапів, залучати студентів та випускників до підприємницької діяльності | Назва  Кількість проектів, участь в яких беруть викладачі і студенти;  Кількість студентів, які навчаються в акселераторі;  Обсяг інвестицій, які акселератор передає на кафедру.  Рівень інноваційності | Додати студентський стартап  Призначити ментора  Оцінити результативність стартапу  Розрахувати рейтинг студентів для конкурсу в акселератор;  Вибрати найкращий стартап проєкт. | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями **«Кафедра»** і **«ІТ акселератор»** та **«ІТ-компанія»** і **«ІТ акселератор»** асоціативний кратності один до одного. Між сутностями **«Кафедра»** і **«ІТ-компанія»** асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **одна кафедра** взаємодіє з **одною ІТ-компанєю**. **Одна компанія** має **один ІТ акселератор**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (ІТ-компанія, факультет і кафедра) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про кафедру, компанію, ІТ акселератор згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **FunctionalStructure** (абстрактний базовий клас), **Department** та **ITCompany -** похідні класи від **FunctionalStructure**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.6.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **FunctionalStructure** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Department** та **ITCompany** як **override**.  3.  Додати клас **ITAccelerator** (ІТ акселератор) з лаб. роб. №3, звязавши його асоціаціями з похідними класами **Department** та **ITCompany**. Включити в клас **ITAccelerator** атрибути і методи згідно з табл. 5.6.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Department,** **ITCompany** та **ITAccelerator** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, != , >, < ): збільшити (зменшити) кількість викладачів на кафедрі на задану величину, збільшити (зменшити) кількість реальних проєктів в компанії на задану величину, порівняти дві кафедри за кількістю креативних студентіa (>,<), порівняти дві компанії за прибутком (>, <), додати (видалити) дисципліни на кафедрі, порівняти ІТ акселератори за обсягом інвестицій (==, !=), збільшити (зменшити) кількість студентів, що навчаються в акселераторі. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Department,** **ITCompany** та **ITAccelerator** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість дисциплін на кафедрі, збільшити (зменшити) кількість найнятих випускників в компанії, збільшити (зменшити) Кількість проектів в акселераторі тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfCompanies**, атрибутом якого зробити масив (список) об’єктів класу **ITCompany**, використавши індексатори для доступу до заданих за індексом компаній.  7. Додати в клас **ITAccelerator** конструктор копії. За допомогою конструктора копії створити копію ІТ акселераторів з тими самими атрибутами, що й оригінал, але без обсягу інвестицій і кількістю проєктів |
| **7** | **Опис предметної області**. Існує предметна область у вигляді освітнього середовища, в якому сутностями моделі є узагальнена сутність «**Освітній елемент**». Сутності «**Студент**» і «**Навчальна програма**» є нащадками узагальненої сутності «**Освітній елемент**». Ці суб’єкти успадковують від узагальненої сутності «**Освітній елемент**» спільні атрибути (Назва) та операції. Оскільки дві похідні сутності різнопланові — одна репрезентує *людину* , інша — *освітній продукт/структуру*, вводиться додатковий базовий атрибут «**Тип освітнього елемента**», значенням якого є «людина» або «структура». Комунікація сутностей «**Студент**» і «**Навчальна програма**» здійснюється через сутність **«Робота в ІТ-компанії»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.7.1 подані ролі, атрибути та операції сутностей освітньогго процесу.  Таблиця 5.7.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Освітній елемент | Базова сутність, що узагальнює освітні елементи | Назва освітнього елемента  Тип освітнього елемента (людина/структура) | Отримати назву  Змінити назву  Отримати тип Змінити тип | | Студент | Похідна сутність - учасник освітнього процесу, який навчається за програмою | ПІБ (успадковано як назва)  Тип (успадковано як людина)  Список оцінок (0–10),  Рейтинг (середній бал),  Розмір стипендії,  Назва навчальної програми | Розрахувати рейтинг  Розрахувати стипендію  Показати слабкі місця у навчанні за аналізом оцінок | | Навчальна програма | Похідна сутність - освітній маршрут студента | Назва програми (успадковано як назва),  Тип (успадковано як структура)  Кількість кредитів,  Список дисциплін,  Перелік результатів навчання,  Рівень (бакалавр, магістр),  Якість навчальної програми (оцінка) | Визначити якість навчальної програми  Визначити складність навчальної програми  Оцінити відповідність навчальної програми ринку праці | | Робота в ІТ-компанії | Професійна активність студента поза університетом | Назва компанії  Кількість проектів, які виконує студент;  Обсяг освітньої програми, яка збігається за змістом з роботою студента. | Розрахувати обсяг навчальної програми, який можна зарахувати студенту як результат його роботи в компанії в процесі виконання виробничих проектів;  Сформувати рекомендації щодо удосконалення індивідуальної навчального програми для наближення її до профілю роботи студента.  Оцінити вплив на професійну підготовку. | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Студент**» і **«Робота в ІТ-компанії» та** «**Навчальна програма**» і **«Робота в ІТ-компанії»** асоціативний кратності один до одного. Між сутностями **«Студент»** і **«Навчальна програма»** асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **один студент** навчається **по** **одній навчальній програмі**. **Один студент** працює **в** **одній компанії**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (ІТ-компанія, факультет і кафедра) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента, компанію, навчальну програму згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **EducationalElement** (абстрактний базовий клас), **Student** та **Curriculum -** похідні класи від **EducationalElement**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.6.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **EducationalElement** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Student** та **Curriculum** як **override**.  3.  Додати клас **WorkInCompany** (Робота в компанії) з лаб. роб. №3, звязавши його асоціаціями з похідними класами **Student** та **Curriculum**. Включити в клас **WorkInCompany** атрибути і методи згідно з табл. 5.7.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Student,** **Curriculum** та **WorkInCompany** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, != , >, < ): збільшити (зменшити) рейтинг студента на задану величину, збільшити (зменшити) кількість дисциплін в навчальній програмі на задану величину, порівняти двох студентів за розміром стипендії (>,<), порівняти дві навчальні програми за кількістю кредитів (>, <), додати (видалити) оцінки студенту, порівняти роботу в ІТ-компанії за кількістю проєктів (==, !=), збільшити (зменшити) кількість проектів, які виконує студент. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Student,** **Curriculum** та **WorkInCompany** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість дисциплін навчальної програмиі, збільшити (зменшити) обсяг освітньої програми, яка збігається за змістом з роботою студента, збільшити (зменшити) рейтинг студента тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfCurriculum**, атрибутом якого зробити масив (список) об’єктів класу **Curriculum**, використавши індексатори для доступу до заданих за індексом наввчальних програм.  7. Додати в клас **Curriculum** конструктор копії. За допомогою конструктора копії створити копію навчальної програми з тими самими атрибутами, що й оригінал, але без списку дисциплін та переліку результатів навчання |
| **8** | **Опис предметної області**. Існує предметна область у вигляді банківської мережі, в якій сутностями моделі є узагальнена сутність «**Банківська мережа**». Сутності «**Клієнт**» і «**Банкомат**» є нащадками узагальненої сутності «**Банківська мережа**». Ці суб’єкти успадковують від узагальненої сутності «**Банківська мережа**» спільні атрибути та операції. Комунікація сутностей «**Клієнт**» і «**Банкомат**» здійснюється через сутність **«Банк»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам освітнього середовища операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.8.1 подані ролі, атрибути та операції сутностей банківської мережі.  Таблиця 5.8.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Банківська мережа | Узагальнена сутність, що представляє взаємодію об'єктів банківської системи | Ідентифікатор об’єкта в мережі,  Статус активності | Авторизувати,  Завершити сесію | | Клієнт | Власник грошей, користувач банкомата | Ідентифікатор клієнта (успадковано),  Статус активності (успадковано як «активний», «блокований», «неавторизований»)  Ім’я, Прізвище,  Номер картки,  PIN-код,  Баланс | Перевірити PIN-код,  Зняти кошти,  Поповнити рахунок,  Перевірити баланс | | Банкомат | Спеціальний пристрій, за допомогою якого можна керувати готівкою зі свого банківського рахунку | Ідентифікатор банкомата (успадковано),  Статус активності (успадковано як «працює», «вимкнений», «немає готівки»)  Локація,  Доступні кошти (сума готівки, яка є в банкоматі),  Стан (працює / вимкнений / немає готівки) | Прийняти карту клієнта,  Видати готівку,  Показати залишок,  Заблокувати банківську картку через неправильний пін-код  Прийняти готівку | | Банк | Установа, що володіє банкоматом та обслуговує клієнта | Назва банку,  Адреса  Ідентифікатори клієнта  Кількість грошей на рахунку клієнта  Рейтинг банку | Оновити баланс клієнта  Збільшити, зменшити кількість грошей на рахунку клієнта;  Переказ грошей з картки клієнта, зокрема на оплата комунальних платежів з картки клієнта. | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Клієнт**» і **«Банк»** та«**Банкомат**» і **«Банк»** асоціативний кратності один до одного. Між сутностями «**Клієнт**» і «**Банкомат**»асоціацій немає. Спрощена взаємодія між учасниками освітнього середовища: **один клієнт** користується **одним банкоматом**. **Один клієнт** користується **одним банком**. **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (клієнт, банкомат, банк) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта, банкомат і банк згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **BankingNetwork** (абстрактний базовий клас), **Client,** **ATM -** похідні класи від **BankingNetwork**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.8.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **BankingNetwork** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Client,** **ATM** як **override**.  3.  Додати клас **Bank** (Банк) з лаб. роб. №3, звязавши його асоціаціями з похідними класами **Client,** **ATM**. Включити в клас **Bank** атрибути і методи згідно з табл. 5.8.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Client,** **ATM** та **Bank** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, != , >, < ): збільшити (зменшити) баланс клієнта на задану величину, збільшити (зменшити) доступні кошти в банкоматі на задану величину, порівняти двох клієнтів за розміром баланса (>,<), порівняти два банкомати за статусом активності (>, <), додати (видалити) кошти у клієнта, порівняти банки за кількістю грошей на рахунку клієнта; (==, !=), збільшити (зменшити) рейтинг банку. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Student,** **Curriculum** та **WorkInCompany** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) баланс клієнта, збільшити (зменшити) обсяг готівки в банкоматі збільшити (зменшити) рейтинг банку тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **ATMNetwork**, атрибутом якого зробити масив (список) об’єктів класу **ATM**, використавши індексатори для доступу до заданих за індексом банкоматів.  7. Додати в клас **ATM** конструктор копії. За допомогою конструктора копії створити копію банкомата з тими самими атрибутами, що й оригінал, але без обсягу готівки. |
| **9** | **Опис предметної області**.  Існує предметна область у вигляді освітнього середовища, в якому сутностями моделі є узагальнена сутність «**Самоврядування**». Сутності «**Студент**» і «**Студентський парламент**» є нащадками узагальненої сутності «**Самоврядування**». Ці суб’єкти успадковують від узагальненої сутності «**Самоврядування**» спільні атрибути (назва, статус тощо) та операції.. Комунікація сутностей «**Студент**» і «**Студентський парламент**» здійснюється через сутність **«Студентська рада студмістечка»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам самоврядування операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.9.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.9.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Самоврядування | Узагальнена сутність як спільнота студентів, що організовують студентське життя | Назва або ПІБ,  Рівень участі,  Статус активності (бажаючий, кандидат, член парламенту) | Оновити статус, Подати/опрацювати ініціативу/пропозицію | | Студент | Учасник освітнього процесу, який може бути членом студ. парламенту | *Успадковано*:  ПІБ студента  Рівень участі – індивідуальний учасник  Статус активності .  *Власні атрибути:* Курс,  Рейтинг (середній бал),  Стипендія  Ідеї студента | Розрахувати рейтинг  Подати заявку на участь у парламенті  Взяти участь у голосуванні  Ініціювати пропозицію / ідею  Розрахувати розмір стипендії | | Студентський парламент | Представницький орган самоврядування | *Успадковано*:  Назва парламенту,  Рівень участі,  Статус активності,  *Власні атрибути*:  Склад (кількість членів) парламенту (назви департаментів),  Назва  проєкту  Кількість проєктів  Обсяг стипенд. фонду | Прийняти нового члена  Взяти участь у голосуванні  Оприлюднити проєкт / ініціативу  Формувати рекомендації щодо заохочення  студентів або їх відрахування  Призначити стипендії студентам.  Відхилити заявку  Оприлюднити результати голосування | | Студентська рада студмістечка | Орган студентського самоврядування, відповідальний за побут і проживання | Назва ради,  Склад,  Адреса гуртожитку,  Кількість мешканців,  Плани благоустрою,  Контактні особи | Розглядати звернення мешканців гуртожитку  Перевірити дотримання умов проживання студентів.  Організувати захід у гуртожитку  Формувати списки студентів на поселення у гуртожиток  Реагувати на порушення умов проживання  (виселення, догана тощо). | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Студент**» і **«Студентська рада студмістечка»** та«**Студентський парламент**» і **«Студентська рада студмістечка»** асоціативний кратності один до одного. Між сутностями «**Студент**» і «**Студентський парламент**»асоціацій немає. Спрощена взаємодія між учасниками самоврядування: **один студент** може бути членом **одного студентського парламенту**. **Один студент** може бути членом **одної студентської ради студмістечка**. **Сервіс** не є учасником процесу самоврядування, є лише інструментом, який використовують інші сутності (студент, студ. парламент) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класмістечкаів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента, студ. парламент, студ. раду згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **SelfGovernment** (абстрактний базовий клас), **Student,** **Student**P**arliament** **-** похідні класи від **SelfGovernment**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.9.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **SelfGovernment** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Student,** **Student**P**arliament** як **override**.  3.  Додати клас **StudCouncilCampus** (Студентська Рада студмістечка) з лаб. роб. №3, звязавши його асоціаціями з похідними класами **Student,** **Student**P**arliament**. Включити в клас **StudCouncilCampus** атрибути і методи згідно з табл. 5.9.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Student,** **Student**P**arliament** та **StudCouncilCampus** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) рейтинг студента на задану величину, збільшити (зменшити) кількість членів студ. парламенту на задану величину, порівняти двох студентів за розміром стипендії (>,<), порівняти дві студ. ради студмістечка за кількістю мешканціві (>, <), додати (видалити) стипендію студенту, порівняти студ. парламенти за обсягом стипенд. фонду; (==, !=), збільшити (зменшити) кількість проєктів в студ. парламенті. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Student,** **Student**P**arliament** та **StudCouncilCampus** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) стипендію студента, збільшити (зменшити) обсяг стипендіального фонду збільшити (зменшити) кількість мешканців в студ. містечку тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **StudCouncilCampusNetwork**, атрибутом якого зробити масив (список) об’єктів класу **StudCouncilCampus**, використавши індексатори для доступу до заданих за індексом студ. ради студмістечка.  7. Додати в клас **Student**P**arliament** конструктор копії. За допомогою конструктора копії створити копію студенського парламенту з тими самими атрибутами, що й оригінал, але без кількості проєктів та обсягу стипенд. фонду. |
| **10** | **Опис предметної області**. Існує предметна область у вигляді транспортної логістики, в якій сутностями моделі є узагальнена сутність «**Об’єкт транспортної системи**». Сутності «**Водій**» і «**Автомобіль**» є нащадками узагальненої сутності «**Об’єкт транспортної системи**». Ці суб’єкти успадковують від узагальненої сутності «**Об’єкт транспортної системи**» спільні атрибути (ID, Назва тощо) та операції. Комунікація сутностей «**Водій**» і «**Автомобіль**» здійснюється через сутність **«Двигун»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам транспортної системи операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.10.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.10.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Об’єкт транспортної системи | Узагальнена сутність яка забезпечує рух, керування, контроль або обслуговування. | ID, Назва (ідентифікатор)   * Тип об’єкта *(водій / транспортний засіб)* * Статус активності *(активний, не допущений, неактивний)* * Поточний стан *(нормальний / критичний / потребує уваги)* | Оновити статус Надіслати повідомлення про інцидент Зареєструвати об'єкт Ініціювати перевірку стану | | Водій | Керує автомобілем, відповідає за його стан і рух | *Успадковано:*  Ім’я, Прізвище,  Стан водія  *Власні атрибути:*  Номер посвідчення,  Категорія прав,  Стаж керування автомобілем,  Маршрут руху. | Вчинити порушення ПДР  Повідомити про ДТП або технічну несправність  Заявити про потребу заміни авто  Контроль фізичного стану водія | | Автомобіль | Об'єкт керування і обліку | *Успадковано:*  Модель,  Номер авто,  Технічний стан,  Статус,  *Власні атрибути:*  Рік випуску,  Ступінь пошкодження | Пройти технічний огляд  Пройти реєстрацію  Поламатися внаслідок ДТП  Розрахувати вартість ремонту  Бути заміненим | | Двигун | Центральний технічний компонент автомобіля | Тип,  Об’єм,  Потужність,  Стан,  Пробіг,  Температура,  Середні витрати пального | Розрахувати витрати пального на задану довжину маршруту, якість дороги, клімат.  Розрахувати тривалість маршруту з урахуванням заданої швидкості, запасу пального, параметрів двигуна.  Запустити двигун.  Перевірити температуру.  Вимкнути двигун. | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Водій**» і **«Двигун»** та«**Автомобіль**» і **«Двигун»** асоціативний кратності один до одного. Між сутностями «**Водій**» і «**Автомобіль**»асоціацій немає. Спрощена взаємодія між учасниками транспортної логістики: **один водій** керує **одним автомобілем**. **Один автомобіль** має **один двигун**. **Сервіс** не є учасником логістичного процесу, є лише інструментом, який використовують інші сутності (водій, автомобіль, діигун) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класмістечкаів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про водія, автомобіль, двигун згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **TransportSystemObject** (абстрактний базовий клас), **Driver,** **Car -** похідні класи від **TransportSystemObject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.10.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **TransportSystemObject** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Driver,** **Car** як **override**.  3.  Додати клас **Engine** (Двигун) з лаб. роб. №3, звязавши його асоціаціями з похідними класами **Driver,** **Car**. Включити в клас **Engine** атрибути і методи згідно з табл. 5.10.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  **4.** Реалізувати в класах **Driver,** **Car** та **Engine** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) стаж керування водієм автомобіля на задану величину, збільшити (зменшити) рік випуску автомобіля на задану величину, порівняти двох водіїв за стажем керуання автомобілем (>,<), порівняти два автомобіля за ступенем пошкодження (>, <), додати (видалити) витрати пального в класі двигуна, порівняти двигуни за величиною пробігу; (==, !=), збільшити (зменшити) потужність двигуна. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Driver,** **Car** та **Engine** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість ДТП, вчинених водієм, збільшити (зменшити) ступінь пошкодження автомобіля, збільшити (зменшити) об’єм двигуна тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfCar**, атрибутом якого зробити масив (список) об’єктів класу **Car**, використавши індексатори для доступу до заданих за індексом автомобілів.  7. Додати в клас **Engine** конструктор копії. За допомогою конструктора копії створити копію двигуна з тими самими атрибутами, що й оригінал, але без кількості величини пробігу та витрати пального |
| **11** | **Опис предметної області**. Існує предметна область у вигляді наукової роботи, в якій сутностями моделі є узагальнена сутність «**Об’єкт конференції**». Сутності «**Конференція**» і «**Автор доповіді**» є нащадками узагальненої сутності «**Об’єкт конференції**». Ці суб’єкти успадковують від узагальненої сутності «**Об’єкт конференції**» спільні атрибути (ID, Назва тощо) та операції. Комунікація сутностей «**Конференція**» і «**Автор доповіді**» здійснюється через сутність **«Стаття»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам конференції операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.11.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.11.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Об’єкт конференції | Узагальнена сутність яка забезпечує контроль і керування конференцією та авторами. | ID,  Назва,  Статус,  Дата події / подачі | Оновити статус,  Перевірити на відповідність критеріям,  Ініціювати комунікацію | | Конференція | Захід для представлення наукових доповідей | ID (успадковано)  Назва конференції (успадковано як назва),  Дата проведення (успадковано як Дата події),  Статус (активна/архів) (успадкована як Статус)  Місце,  Напрямки  конференції,  Гранична дата подачі | Реєструвати учасників  Отримати доповідь  Рецензувати доповідь  Відхилити доповідь  Прийняти доповідь  Друкувати доповідь  Перевірити  відповідність теми напрямку конференції | | Автор доповіді | Учасник конференції, який готує і подає наукову доповідь | ID (успадковано),  ПІБ (успадковано як Назва),  Дата подачі (успадковано як Дата події / подачі)  Статус (студент, аспірант викладач) (успадковано як Статус)  Науковий ступінь,  Тема доповіді,  Обсяг тексту, | Подати доповідь  Отримати рецензію  Внести правки до тексту доповіді  Розрахувати вартість участі в конференції | | Стаття | Об’єкт наукової подачі, що оцінюється та публікується | Назва статті  Кількість сторінок. слів  Кількість  посилань на релевантні джерела  Мова статті | Перевірити відповідність вимогам  Розрахувати вартість перекладу на англійську   Визначити рівень унікальності | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Конференція**» і **«Стаття»** та«**Автор доповіді**» і **«Стаття»** асоціативний кратності один до одного. Між сутностями «**Конференція**» і «**Автор доповіді**»асоціацій немає. Спрощена взаємодія між учасниками наукового середовища: **один автор доповіді** бере участь в **одній конференції.** **Один автор** подає **одну статтю**. **Сервіс** не є учасником наукового процесу, є лише інструментом, який використовують інші сутності (автор, стаття, конференція) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про конференцію, автора і статтю згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **ConferenceObject** (абстрактний базовий клас), **Conference** (Конференція), **Author** (Автор) **-** похідні класи від **ConferenceObject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.11.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **ConferenceObject** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Conference,** **Author** як **override**.  3.  Додати клас **Paper** (стаття) з лаб. роб. №3, звязавши його асоціаціями з похідними класами **Conference,** **Author**. Включити в клас **Paper** атрибути і методи згідно з табл. 5.11.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Conference,** **Author** та **Paper** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) кількіть учасників конференції на задану величину, збільшити (зменшити) вартість участі автора в конференції на задану величину, порівняти дві конференції за кількістю напрямків (>,<), порівняти двох авторів за датою подачі статей (>,<), порівняти дві статті за рівнем унікальності (>, <), додати (видалити) кількість сторінок в статті, порівняти статті за кількістю посилань на джерела (==, !=), збільшити (зменшити) вартість перекладу статті. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Conference,** **Author** та **Paper** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість напрямків конференції, збільшити (зменшити) кількість правок статей після рецензії, збільшити (зменшити) кількість статей, що прийняті (яким відмовлено) тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfAuthor**, атрибутом якого зробити масив (список) об’єктів класу **Author**, використавши індексатори для доступу до заданих за індексом авторів.  7. Додати в клас **Paper** конструктор копії. За допомогою конструктора копії створити копію об’єкту статті з тими самими атрибутами, що й оригінал, але без посилань на релевантні джерела та унікальності. |
| **12** | **Опис предметної області**. Існує предметна область практико-орієнтованого навчання, в якій сутностями моделі є узагальнена сутність «**Старт кар’єри**». Сутності «**Студент**» і «**Біржа практик**» є нащадками узагальненої сутності «**Старт кар’єри**». Ці суб’єкти успадковують від узагальненої сутності «**Старт кар’єри**» спільні атрибути та операції. Комунікація сутностей «**Студент**» і «**Біржа практик**» здійснюється через сутність **«ІТ-компанія»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам удосконалення практичного навчання операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.12.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.12.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Старт кар’єри | Узагальнена сутність для учасників і керуючих елементів системи | Назва об'єкта,  Тип (студент / компанія),  Статус активності (активний / неактивний, відхилений, виключений, очікування підтвердження, завершив участь ) | Отримати/змінити ідентифікатор  Отримати/змінити тип  Отримати/Змінити статус, | | Студент | Користувач біржі, який шукає та проходить практику | ПІБ (успадковано як назва)  Тип (успадковано як «студент»)  Статус активності (успадковано як: «активний / неактивний, відхилений, виключений, підтверджений, завершив участь»)  Факультет, Спеціальність,  Курс, Середній бал, Вид практики (виробнича, проєктна, переддипломна тощо) | Подати заявку на практику  Оцінити практику  Підтвердити завершення  Вибрати місце практики | | Біржа практик | Платформа для розміщення та призначення місць практики | Назва біржі (успадковано як назва),  Тип (успадковано як «компанія»)  Статус активності(успадковано як «активна, неактивна, очікує оновлення, завершена» )  Перелік компаній,  Перелік доступних практик,  Статус заявки,  Статус співпраці | Прийняти заявку студента  Призначити місце практики  Надіслати звітні документи  Показати місця практики (компаній) | | ІТ-компанія | Організація-партнер, що надає місця для проходження практики | Назва компанії,  Галузь,  Кількість вільних місць,  Статус співпраці (Активна / Призупинена / Завершена | Створити пропозицію  Прийняти студента  Надати характеристику студенту  Завершити практику | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Студент**» і **«ІТ-компанія»** та«**Біржа практик**» і **«ІТ-компанія»** асоціативний кратності один до одного. Між сутностями «**Студент**» і «**Біржа практик**»асоціацій немає. Спрощена взаємодія між учасниками практичного середовища: **один студент** працює в **одній ІТ-компанії**. **Один студент** звертається до **одної біржі практик**. **Сервіс** не є учасником практичного процесу, є лише інструментом, який використовують інші сутності (студент, біржа практик, компанія) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента, біржі практик, ІТ-компанії згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **CareerStart** (абстрактний базовий клас), **Student** (Студент), **PracticeExchange** (Біржа практик) **-** похідні класи від **CareerStart**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.12.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **CareerStart** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Student,** **PracticeExchange** як **override**.  3.  Додати клас **ІТCompany** (ІТ-компанія) лаб. роб. №3, звязавши його асоціаціями з похідними класами **Student,** **PracticeExchange**. Включити в клас **ІТCompany** атрибути і методи згідно з табл. 5.12.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Student,** **PracticeExchange** та **ІТCompany** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) середній бал студента на задану величину, збільшити (зменшити) кількість компаній, з якими біржа практики має зв’язки, на задану величину, порівняти двох студентів за середнім балом (>,<), порівняти дві біржі практик за переліком доступних практик (>, <), додати (видалити) кількість вільних місць в компанії, порівняти компанії за галуззю (==, !=), збільшити (зменшити) стптус співпраці компанії з біржею. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Student,** **PracticeExchange** та **ІТCompany** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) курс навчання студента, збільшити (зменшити) кількість заявок студентів на практику, збільшити (зменшити) кількість вільних місць в компанії тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfCompanies**, атрибутом якого зробити масив (список) об’єктів класу **ІТCompany**, використавши індексатори для доступу до заданих за індексом компаній.  7. Додати в кла **Student** конструктор копії. За допомогою конструктора копії створити копію об'єктв студент з тими самими атрибутами, що й оригінал, але без середнього балу та курсу. |
| **13** | **Опис предметної області**.  Існує предметна область ріелторських послуг, в якій сутностями моделі є узагальнена сутність «**Сторони угоди**». Сутності «**Клієнт**» і «**Агенство нерухомості**» є нащадками узагальненої сутності «**Сторони угоди**». Ці суб’єкти успадковують від узагальненої сутності «**Сторони угоди**» спільні атрибути та операції. Комунікація сутностей «**Клієнт**» і «**Агенство нерухомості**» здійснюється через сутність **«Рієлтор»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам роботи з нерухомістю операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.13.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.13.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Сторони угоди про нерухомість | Узагальнена сутність для учасників угоди про нерухомість | Назва,  Тип сторони (агентство / клієнт), Статус участі (активна / тимчасова / завершена | Зареєструвати у системі (ініціалізувати атрибути), Активувати профіль (змінити статус участі),  Отримати / змінити атрибути, Надіслати запит / відповідь (визначити тип сторони угоди) | | Агентство нерухомості | Посередник, що підбирає, пропо Кількість укладених договорів нує та супроводжує операції з нерухомістю | Назва агентства (успадковано як назва),  Тип сторони (успадковано як «агенство»)  Статус участі (успадковано)  Список об’єктів нерухомості,  Ліцензія, | Прийняти запит клієнта  Шукати об’єкт відповідно до запиту клієнта  Оцінити вартість нерухомості  Підготувати договір  Закрити угоду | | Клієнт | Особа, яка звертається за послугами з оренди чи купівлі нерухомості | Ім’я, Прізвище (успадковано як назва)  Тип сторони (успадковано як «Клієнт»)  Статус участі (успадковано)  Тип запиту (купівля/оренда), Бюджет,  Бажаний район,  Статус запиту (новий, активний, завершений) | Шукати агенство нерухомості  Подати запит  Переглянути пропозиції  Укласти/відхилити угоду | | Рієлтор | Представник агентства, який супроводжує клієнта протягом угоди | Назва компанії,  Ім’я, Прізвище, Спеціалізація,  Кількість угод,  Статус доступності - Доступний / Зайнятий | Прийняти запит  Супроводжувати клієнта  Оформити угоду | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Клієнт**» і **«Рієлтор»** та«**Агенство нерухомості**» і **«Рієлтор»** асоціативний кратності один до одного. Між сутностями «**Клієнт**» і **«Агенство нерухомості**» асоціацій немає. Спрощена взаємодія між учасниками сфери нерухомості: **один клієнт** звертається в **одне агентсво нерухомості**. **Один рієлтор** обслуговує **одного клаєнта.** **Сервіс** не є учасником процесу роботи з нерухомістю, є лише інструментом, який використовують інші сутності (клієнт, агенство, рієлтор) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта, агенство, рієлтора згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **PartyToAgreement** (абстрактний базовий клас), **Client** (клієнт),  **RealEstateAgency** (Агентство нерухомості) **-** похідні класи від **PartyToAgreement**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.13.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **PartyToAgreement** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Client,** **RealEstateAgency** як **override**.  3.  Додати клас **Rieltor** (ріелтор) лаб. роб. №3, звязавши його асоціаціями з похідними класами **Client,** **RealEstateAgency**. Включити в клас **Rieltor** атрибути і методи згідно з табл. 5.13.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **RealEstateAgency, Client** та **Rieltor** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) кількість об’єктів нерухомості на задану величину, збільшити (зменшити) бюджет клієнта на задану величину, порівняти два агенства за кількістю укладених угод (>,<), порівняти двох клієнтів за кількістю переглянутих пропозицій від агентсва (>, <), додати (видалити) кількість угод, укладених рієлтором, порівняти агентсва за списком об’єктів нерухомості (==, !=), порівняти рієлторів за спеціалізацією. У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **RealEstateAgency, Client** та **Rieltor** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість угод, збільшити (зменшити) кількість клієнтів, закріплених за рієлтором, збільшити (зменшити) список об’єктів нерухомості тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfClient**, атрибутом якого зробити масив (список) об’єктів класу **Client**, використавши індексатори для доступу до заданих за індексом клієнтів.  7. Додати в клас **Rieltor** конструктор копії. За допомогою конструктора копії створити копію об'єктів рієлтор з тими самими атрибутами, що й оригінал, але без кількісті угод |
| **14** | **Опис предметної області**.  Існує предметна область академічної мобільності, в якій сутностями моделі є узагальнена сутність «**Сторона програми обміну**». Сутності «**Студент**» і «**Відділ академічної мобільності**» є нащадками узагальненої сутності «**Сторона програми обміну**». Ці суб’єкти успадковують від узагальненої сутності «**Сторона програми обміну**» спільні атрибути та операції. Комунікація сутностей «**Студент**» і «**Відділ академічної мобільності**» здійснюється через сутність **«Міжнародна програма обміну»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам міжнародної мобільності операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.14.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.14.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Сторона програми обміну | Узагальнена сутність для  процесу академічної мобільності | Ідентифікатор (*код для однозначної ідентифікації сторін обміну*),  Тип учасника *(студент / відділ)*,  Статус взаємодії *(активний, завершений, скасований)* | Ініціювати участь у програмі (ініціалізувати значення атрибутів),  Отримати/змінити тип учасника  Отримати/змінити статус заявки про взаємодію | | Студент | Здобувач освіти, учасник академ. мобільності | Ідентифікатор (успадковано),  Тип учасника (успадковано як “студент”)  Статус заявки (успадковано як Статус взаємодії)  ПІБ,  Освітній рівень (бакалавр, магістр),  Середній бал,  Наукові здобутки | Розрахувати рейтинг студента,  Подати заявку,  Отримати результат розгляду заявки,  Підписати угоду | | Відділ академічної мобільності | Організатор і координатор програм обміну | Ідентифікатор (успадковано),  Тип учасника (успадковано як “відділ”)  Статус взаємодії (успадковано)  Назва програми,  Мінімальний середній бал Кількість учасників,  Список (масив) ЗВО-партнерів | Розглянути заявку,  Шукати університет  Схвалити заявку,  Відхилити заявку,  Оформити документи, | | Міжнародна програма | Представлення програми для академічної мобільності між університетами | Назва програми  Спеціальність  Країна  Тривалість програми (місяці)  Університет-партнер | Перевірити наявність місць у програмі  Провести конкурс серед претендентів на участь у міжнародних програмах | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Студент**» і **«Міжнародна програма обміну»** та«**Відділ академічної мобільності**» і **«Міжнародна програма обміну»** асоціативний кратності один до одного. Між сутностями «**Студент**» і «**Відділ академічної мобільності**» асоціацій немає. Спрощена взаємодія між учасниками мобільного середовища: **один студент** може бути участником **одної програми обміну**. **Один студент** може взаємодіяти з **одними відділом академ. мобільності.** **Сервіс** не є учасником освітнього процесу, є лише інструментом, який використовують інші сутності (студент, програма обміну, відділ академ. мобільності) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про студента, програму обміну, відділ академ. мобільності згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **ExchangeProgramSide** (абстрактний базовий клас), **Student** (Студент), **AcademicMobility** (відділ академічної мобільності) **-** похідні класи від **ExchangeProgramSide**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.14.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **ExchangeProgramSide** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Student,** **AcademicMobility** як **override**.  3.  Додати клас **InterProgram** (міжнародна програма) лаб. роб. №3, звязавши його асоціаціями з похідними класами **Student,** **AcademicMobility**. Включити в клас **InterProgram** атрибути і методи згідно з табл. 5.14.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Student,** **AcademicMobility** та **InterProgram** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) середній бал студента на задану величину, збільшити (зменшити) кількість учасників відділу мобільності на задану величину, порівняти двох студентів за кількістю наукових здобутків (>,<), порівняти два відділи академ. мобільності за кількістю ЗВО-партнерів (>, <), додати (видалити) кількість місць на програму обміну, порівняти програми за тривалістю (==, !=), порівняти студентів за рейтингом (==, !=). У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Student,** **AcademicMobility** та **InterProgram** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість угод, збільшити (зменшити) кількість учасників, подавших заявки, збільшити (зменшити) рейтинг студента, збільшити (зменшити) тривалість програми тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfClient**, атрибутом якого зробити масив (список) об’єктів класу **InterProgram**, використавши індексатори для доступу до заданих за індексом програм обміну.  7. Додати в клас **Student** конструктор копії. За допомогою конструктора копії створити копію об'єктів студент з тими самими атрибутами, що й оригінал, але без значення рейтингу. |
| **15** | **Опис предметної області**. Існує предметна область Таксі-сервіс, в якій сутностями моделі є узагальнена сутність «**Сервіс таксі**». Сутності «**Клієнт**» і «**Таксі**» як перевізник, є нащадками узагальненої сутності «**Сервіс таксі**». Ці суб’єкти успадковують від узагальненої сутності «**Сервіс таксі**» спільні атрибути та операції. Комунікація сутностей «**Клієнт**» і «**Таксі**» здійснюється через сутність **«Автомобіль»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам таксі-сервісу операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.15.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.15.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Таксі сервіс | Узагальнена сутність для  процесу організації поїздки | Ідентифікатор замовлення (*код для однозначної ідентифікації поїздки*  Тип учасника *(клієнт / таксі)*,  Статус замовлення *(створене, активне, завершене, скасоване, немає машини)* | Ініціювати поїздку (ініціалізувати значення атрибутів),  Отримати/змінити тип учасника  Отримати/змінити статус замовлення | | Клієнт | Замовник послуги таксі | Ідентифікатор замовлення (успадковано),  Тип учасника (успадковано як  "клієнт")   Статус замовлення (успадковано)  Ім'я клієнта, Контактний номер,  Місце посадки,  Місце призначення,  Спосіб оплати | Замовити таксі (вказати місце посадки, місце призначення)  Оплатити поїздку (сума, спосіб оплати)  Скасувати замовлення | | Таксі-перевізник | Виконавець замовлення, перевізник | Ідентифікатор замовлення (успадковано)   Тип учасника (успадковано як "таксі")  Статус замовлення (успадковано)  Номер таксі,  Тариф за км, Тариф за хвилину  Вартість оплати, Відстань | Прийняти замовлення (місце посадки, місце призначення).  Розрахувати вартість поїздки (відстань, тариф)  Визначити оптимальний маршрут поїздки | | Автомобіль | Засіб пересування | Марка,  Модель,  Пробіг,  Витрата пального  Запас пального | Перевірити технічний стан, Визначити витрати пального,  Оцінити залишковий ресурс | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Клієнт**» і **«Автомобіль»** та«**Таксі**» і **«Автомобіль»** асоціативний кратності один до одного. Між сутностями «**Клієнт**» і «**Таксі**» асоціацій немає. Спрощена взаємодія між учасниками транспортного середовища: **один клієнт** може замовити **один автомобіль** в **одного таксі-перевізника**. **Сервіс** не є учасником транспортного процесу, є лише інструментом, який використовують інші сутності (клієнт, таксі, автомобіль) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта, таксі, автомобільі згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **TaxiService** (абстрактний базовий клас), **Client** (Клієнт) та **Taxi** (таксі-перевізник) **-** похідні класи від **TaxiService**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.15.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **TaxiService** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Client,** **Taxi** як **override**.  3.  Додати клас **Car** (міжнародна програма) лаб. роб. №3, звязавши його асоціаціями з похідними класами **Client,** **Taxi**. Включити в клас **Car** атрибути і методи згідно з табл. 5.14.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Client,** **Taxi** та **Car** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) суму оплати клієнтом поїздки на задану величину, збільшити (зменшити) вартість оплати, нараховану таксі-перевізником на задану величину, порівняти два таксі за тарифом за км (>,<), порівняти два автомобіля за витратою пального (>, <), додати (видалити) кількість клієнтів таксі, автомобілі за пробігом (==, !=), порівняти клієнтів за способом оплати (==, !=). У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Client,** **Taxi** та **Car** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) вартість проїзду в таксі, збільшити (зменшити) запас пального в автомобілі, збільшити (зменшити) рейтинг студента, збільшити (зменшити) кількість замовлень одним клієнтом тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfCar**, атрибутом якого зробити масив (список) об’єктів класу **Car**, використавши індексатори для доступу до заданих за індексом автомобілів.  7. Додати в клас **Car** конструктор копії. За допомогою конструктора копії створити копію об’єкту автомобільт з тими самими атрибутами, що й оригінал, але без значення пробігу. |
| **16** | **Опис предметної області**. Існує предметна область фінансових послуг, в якій сутностями моделі є узагальнена сутність «**Фінансовий суб’єкт**». Сутності **«Клієнт»** і **«Банк»** є нащадками узагальненої сутності «**Фінансовий суб’єкт**». Ці суб’єкти успадковують від узагальненої сутності «**Фінансовий суб’єкт**» спільні атрибути та операції. Комунікація сутностей «**Клієнт**» і «**Банк**» здійснюється через сутність«**Сайт банку**»з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам фінансової взаємодії операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.16.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.16.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Фінансовий суб’єкт | Узагальнена роль для учасників фінансової взаємодії | Ідентифікатор,  Тип фінансового суб’єкта (Клієнт / Банк),   Статус взаємодії (активний / неактивний / завершений) | Завершити операцію  Ініціювати  фінансову операцію (ініціалізувати значення атрибутів),  Отримати/змінити тип фінансового суб’єкта  Отримати/змінити статус взаємодії | | Клієнт | Фізична або юридична особа, яка користується фінансовими послугами банку | Ідентифікатор (успадковано)  Тип суб’єкта (успадковано як "Клієнт")  Статус взаємодії (успадковано)  ПІБ,  Паспорт, ІПН,  Номер рахунку,  Баланс рахунку,  Кредитний рейтинг | Відкрити рахунок  Закрити рахунок  Поповнити рахунок  Зняти кошти  Отримати кредит | | Банк | Фінансова установа, що надає банківські послуги | Ідентифікатор (успадковано),  Тип суб’єкта (успадковано як "Банк"),  Статус взаємодії (успадковано)  Назва банку  Перелік послуг,  Процентні ставки,  Кредитні ліміти | Створити рахунок клієнта  Відкрити депозит  Надати кредит  Обробити платіж  Нарахувати відсотки по кредиту/депозиту | | Сайт банку | Онлайн-платформа для надання банківських послуг | URL  Сервіси  Кількість користувачів на день | Контроль залишків на поточних рахунках,  Оформлення депозиту,  Оплата комунальних послуг,  Переказ коштів на рахунки | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Клієнт**» і **«Сайт банку»** та«**Банк**» і **«Сайт банку»** асоціативний кратності один до одного. Між сутностями «**Клієнт**» і «**Банк**» асоціацій немає. Спрощена взаємодія між учасниками фінансового середовища: **один клієнт** може бути клієнтом **одного банку** і користуватися **одним сайтом банку**. **Сервіс** не є учасником фінансового процесу, є лише інструментом, який використовують інші сутності (клієнт, банк, сайт банку) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про клієнта, банк, сайт банку згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **FinancialSubject** (абстрактний базовий клас), **Client** (Клієнт) та **Bank** (Банк) **-** похідні класи від **FinancialSubject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.15.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **FinancialSubject** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Client,** **Bank** як **override**.  3.  Додати клас **Website** (сайт банку) лаб. роб. №3, звязавши його асоціаціями з похідними класами **Client,** **Bank**. Включити в клас **Website** атрибути і методи згідно з табл. 5.16.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Client,** **Bank** та **Website** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) баланс клієнта на задану величину, збільшити (зменшити) процентні ставки в банку на задану величину, порівняти два банки за переліком послуг (>,<), порівняти два клієнта за кредитним рейтингом (>, <), додати (видалити) гроші у клієнта, порівняти URL двох сайтів банку (==, !=), порівняти клієнтів за кредитним рейтингом (==, !=). У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Client,** **Bank** та **Website** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кредитний рейтинг клієнта, збільшити (зменшити) кредитні ліміти банку, збільшити (зменшити) кількість користувачів сайту в день, збільшити (зменшити) кількість переказів коштів на рахунки через сайт банку тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfClient**, атрибутом якого зробити масив (список) об’єктів класу **Client**, використавши індексатори для доступу до заданих за індексом клієнтів.  7. Додати в клас **Website** конструктор копії. За допомогою конструктора копії створити копію об’єкту сайт банка з тими самими атрибутами, що й оригінал, але без значення кількості користувачів на день. |
| **17** | **Опис предметної області**. Існує предметна область медичних послуг, в якій сутностями моделі є узагальнена сутність **«Медичний суб’єкт**». Сутності **«Пацієнт»** і **«Лікар»** є нащадками узагальненої сутності **«Медичний суб’єкт**». Ці суб’єкти успадковують від узагальненої сутності **«Медичний суб’єкт**» спільні атрибути та операції. Комунікація сутностей **«Пацієнт»** і **«Лікар»** здійснюється через сутність«**Медична картка**»з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам медичної взаємодії операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.17.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.17.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Медичний суб’єкт | Узагальнена роль для осіб, що беруть участь у медичному процесі | Ідентифікатор,   ПІБ,  Тип медичного суб’єкта (Пацієнт /Лікар),   Статус взаємодії (активний / завершений / очікує) | Завершити операцію  Ініціювати  фінансову операцію (ініціалізувати значення атрибутів),  Отримати/змінити тип фінансового суб’єкта  Отримати/змінити статус взаємодії | | Пацієнт | Фізична особа, яка отримує медичну допомогу | Ідентифікатор (успадковано),  ПІБ (успадковано),  Тип суб’єкта (успадковано як “Пацієнт”,  Статус взаємодії (успадковано)  Дата народження,  Медична картка,  Історія хвороби,  Поточні скарги | Записатися на прийом,  Отримати діагноз, Отримати призначення лікування | | Лікар | Фізична особа, яка надає медичні послуги | Ідентифікатор (успадковано),  ПІБ (успадковано),  Тип суб’єкта (успадковано як “Лікар”,  Статус взаємодії (успадковано  Спеціалізація,  Стаж роботи,  Графік прийому,  Список пацієнтів,  Доступ до медичних карт | Провести прийом пацієнта,  Встановити діагноз, Призначити лікування | | Медична картка | Архів медичних даних пацієнта | Номер картки,  дані пацієнта, історія хвороб, призначення лікування | Оновити медичну історію  Додати результати аналізів  Переглянути історію хвороб | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Пацієнт**» і «**Медична картка**» та«**Лікар**» і «**Медична картка**»асоціативний кратності один до одного. Між сутностями «**Пацієнт**» і «**Лікар**» асоціацій немає. Спрощена взаємодія між учасниками медичного середовища: **один пацієнт** може бути клієнтом **одного лікаря** і мати **однну медичну картку**. **Один лікар** працює з **одною медичною карткою. Сервіс** не є учасником медичного процесу, є лише інструментом, який використовують інші сутності (пацієнт, лікар, медична картка) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про пацієнт, лікар, медична картка згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **MedicalSubject** (абстрактний базовий клас), **Patient** (Пацієнт) **Doctor** (Лікар) **-** похідні класи від **MedicalSubject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.15.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **MedicalSubject** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Patient,** **Doctor** як **override**.  3.  Додати клас **MedicalCard** (медична картка**)** лаб. роб. №3, звязавши його асоціаціями з похідними класами **Patient,** **Doctor**. Включити в клас **Website** атрибути і методи згідно з табл. 5.16.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Patient,** **Doctor** та **MedicalCard** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) стаж роботи лікаря на задану величину, збільшити (зменшити) кількість хророб пацієнта на задану величину, порівняти двох лікарів за кількістю пацієнтів (>,<), порівняти два пацієнта за кількістю хвороб (>, <), додати (видалити) список пацієнтів, порівняти дві медичні картки (==, !=), порівняти пацієнтів за історією хвороб (==, !=). У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Patient,** **Doctor** та **MedicalCard** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) поточні скарги пацієнта, збільшити (зменшити) графік прийому лікаря, збільшити (зменшити) кількість пацієнтів в день, збільшити (зменшити) кількість призначень, записаних в медичній картці тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfPatient**, атрибутом якого зробити масив (список) об’єктів класу **Patient**, використавши індексатори для доступу до заданих за індексом пацієнта.  7. Додати в клас **MedicalCard** конструктор копії. За допомогою конструктора копії створити копію об’єкту медична картка а з тими самими атрибутами, що й оригінал, але без призначення лікування |
| **18** | **Опис предметної області**. Існує предметна область мережі користувачів, в якій сутностями моделі є узагальнена сутність **«Суб’єкт мережі**». Сутності **«Соціальна мережа»** і **«Користувач»** є нащадками узагальненої сутності **«Суб’єкт мережі**». Ці суб’єкти успадковують від узагальненої сутності **«Суб’єкт мережі**» спільні атрибути та операції. Комунікація сутностей «**Соціальна мережа**» і «**Користувач**» здійснюється через сутність«**Друзі**»з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам соціальної взаємодії операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.18.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.18.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Суб’єкт мережі | Узагальнена роль для учасників взаємодії в мережі | Назва ,  Тип суб’єкта мережі (Соціальна мережа /Користувач),  Статус активності (активний / неактивний) | Ініціювати взаємодію  Отримати дані про взаємодію  Завершити взаємодію | | Соціальна мережа | Платформа для взаємодії користувачів | Тип суб’єкта мережі (успадковано як “Соціальна мережа”),  Статус активності (успадковано)  Назва мережі (успадковано як Назва))  Кількість користувачів  Спрямованість мережі (для науковців, для розваг тощо) | Додати користувача до мережі  Видалити користувача з мережі  Публікувати контент  Створити групи в мережі  Заблокувати користувача  Шукати користувачів | | Користувач | Фізична особа, яка комунікує через  мережу | Тип суб’єкта мережі (успадковано як “Користувач”),  Статус активності (успадковано)  Ім’я користувача (успадковано як Назва)  e-mail  Пароль  Кількість друзів | Зареєструвати користувача  Оновити профіль  Додати/видалити контент до мережі  Додати/видалити друзів  Ініціювати пошук користувачів | | Друзі | Користувачі, які можуть обмінюватися контентом | FirstName та LastName, e-mail друга  Статус дружби | Надіслати запит на дружбу  Підтвердити запит на дружбу  Відправити повідомлення другу  Заблокувати небажаного “друга” | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Соціальна мережа**» і **«Друзі»** та«**Користувач**» і **«Друзі»** асоціативний кратності один до одного. Між сутностями «**Соціальна мережа**» і «**Користувач**» асоціацій немає. Спрощена взаємодія між учасниками фінансового середовища: **один користувач** може бути клієнтом **одної соціальної мережі** і мати **одного друга**. **Сервіс** не є учасником соціальної взаємодії, є лише інструментом, який використовують інші сутності (користувач, соціальна мережа, друзі) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про користувача, соціальну мережу, друзів згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **NetworkSubject** (абстрактний базовий клас), **SocialNetwork** (Соціальна мережа), **User** (Користувач) **-** похідні класи від **NetworkSubject**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.18.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **NetworkSubject** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **SocialNetwork,** **User** як **override**.  3.  Додати клас **Friends** (друзі) лаб. роб. №3, звязавши його асоціаціями з похідними класами **SocialNetwork,** **User**. Включити в клас **Friends** атрибути і методи згідно з табл. 5.16.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **SocialNetwork,** **User** та **Friends** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) кількість користувачів соціальної мережі на задану величину, збільшити (зменшити) кількість друзів користувача на задану величину, порівняти дві соціальні мережі за кількістю користувачів (>,<), порівняти двох користувачів соціальної мережі за кількістю друзів (>, <), додати (видалити) контент у користувача, порівняти двох користувачів за e-mail (==, !=), порівняти двох друзів за FirstName та LastName (==, !=). У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **SocialNetwork,** **User** та **Friends** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) кількість користувачів соціальної мережі, збільшити (зменшити) кількість друзів користувача, збільшити (зменшити) обсяг контенту користувача тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfUser**, атрибутом якого зробити масив (список) об’єктів класу **User**, використавши індексатори для доступу до заданих за індексом користувачів.  7. Додати в клас **User** конструктор копії. За допомогою конструктора копії створити копію об’єкту скористувача з тими самими атрибутами, що й оригінал, але без значення паролю. |
| **19** | **Опис предметної області**. Існує предметна область інфраструктура міста, в якій сутностями моделі є узагальнена сутність **«Транспортна інфраструктура**». Сутності **«Місто»** і **«Транспорт»** є нащадками узагальненої сутності **«Транспортна інфраструктура**». Ці суб’єкти успадковують від узагальненої сутності **«Транспортна інфраструктура**» спільні атрибути та операції.. Комунікація сутностей «**Місто**» і «**Транспорт**» здійснюється через сутність«**Маршрутна мережа»** з атрибутами і методами класу «**Інфраструктура**» з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам інфраструктура міста операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.19.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.19.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Транспортна інфраструктура | Узагальнений суб’єкт міської транспортної взаємодії | Ідентифікатор  Назва суб’єкту  Статус активності (активний / неактивний)  Тип суб’.єкту (місто / транспорт) | Ініціювати взаємодію (встановити значення статусу “активний” )  Перевірити стан суб’єкту  Завершити дію (змінити статус на “неактивний”) | | Місто | Організує транспортну систему, контролює її ефективність | Назва міста (успадковано як Назва суб’єкту)  Статус (успадковано)  Тип (успадковано як "місто")  Кількість жителів  Площа міста  Кількість транспортних одиниць | Розрахувати щільність транспорту  Оцінити навантаження на інфраструктуру | | Транспорт | Забезпечує перевезення в межах міста | Ідентифікатор (успадковано)  Назва (успадковано як назва транспорту/маршруту),  Статус активності (успадковано),  Тип (успадковано як транспорт: автобус, трамвай, метро)  Максимальна пасажиромісткість  Кількість рейсів на день | Розрахувати перевізну здатність  Оцінити ефективність маршруту | | Маршрутна мережа | Структура маршрутів і їхня доступність для міських районів | Кількість маршрутів,  Середня довжина маршруту,  Рівень покриття міста - % міської території, яку обслуговує транспорт | Розрахувати щільність покриття  Оцінити ефективність мережі | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Місто**» і **«Маршрутна мережа»** та«**Транспорт**» і **«Маршрутна мережа»** асоціативний кратності один до одного. Між сутностями «**Місто**» і «**Транспорт**» асоціацій немає. Спрощена взаємодія між учасниками фінансового середовища: **одне місто** має **одну маршрутну мережу**, на якій курсує **один вид транспорту.** **Сервіс** не є учасником транспортної інфраструктури, є лише інструментом, який використовують інші сутності (місто, транспорт, маршрутна мережа) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про к місто, транспорт, маршрутну мережу згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **TransportInfrastructure** (абстрактний базовий клас), **City** (місто), **Тransport** (транспорт) **-** похідні класи від **TransportInfrastructure**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.19.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **TransportInfrastructure** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **City,** **Тransport** як **override**.  3.  Додати клас **RouteNetwork** (Маршрутна мережа) лаб. роб. №3 клас **Infrastructure**, звязавши його асоціаціями з похідними класами **City,** **Тransport**. Включити в клас **RouteNetwork** атрибути і методи згідно з табл. 5.19.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **City,** **Тransport** та **RouteNetwork** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) місто на задану кількість жителів, збільшити (зменшити) транспорт на задану максимальну пасажиромісткість, порівняти два міста за площею (>,<), порівняти два транспорта за кількістю рейсів на день (>, <), додати (видалити) кількість транспортних одиниць у місті, порівняти два міста за назвою (==, !=), порівняти два транспорта за типом (==, !=). У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **City,** **Тransport** та **RouteNetwork** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) маршрутну мережу, збільшити (зменшити) місто, збільшити (зменшити) транспорт тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfRoute**, атрибутом якого зробити масив (список) об’єктів класу **RouteNetwork**, використавши індексатори для доступу до заданих за індексом иаршрутів.  7. Додати в клас **RouteNetwork** конструктор копії. За допомогою конструктора копії створити копію об’єкту маршрутна мережа з тими самими атрибутами, що й оригінал, але без значення рівня покриття міста. |
| **20** | **Опис предметної області**. Існує предметна область цифрового простору, в якій сутностями моделі є узагальнена сутність **«Суб’єкт цифрового простору**». Сутності **«Молодь**» і **«Цифрова платформа»** є нащадками узагальненої сутності **«Суб’єкт цифрового простору**». Ці суб’єкти успадковують від узагальненої сутності **«Суб’єкт цифрового простору**» спільні атрибути та операції. Комунікація сутностей «**Молодь**» і «**Цифрова платформа**» здійснюється через сутність«**Проєкт»** з атрибутами і методами з лаб.роб. №3. Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» для реалізації не притаманних участникам цифрового простору операцій. У разі потреби використання меню (не обов’язково) для зручності користувача, доцільно створити окрему сутність «**Меню».** В таблиці 5.20.1 подані ролі, атрибути та операції сутностей самоврядування.  Таблиця 5.20.1. Основні сутності предметної області   |  |  |  |  | | --- | --- | --- | --- | | **Сутність** | **Роль сутності** | **Атрибути сутності** | **Операції (дії) сутності** | | Суб’єкт цифрового простору | Узагальнена сутність для суб’єктів цифрової взаємодії | Назва / Ім’я,  Статус активності (активний / неактивний)  Тип учасника (молодь / платформа) | Ініціювати взаємодію,  Перевірити статус,  Завершити дію | | Молодь | Учасник цифрового ринку, що створює кар’єру через платформу | Ім’я (успадковано як назва),  Статус активності (успадковано),  Тип учасника (успадковано як “ молодь”)  Вік,  Навички,  Рейтинг,  Кількість проєктів  Профіль | Додати навичку  Оцінити досвід (виконання проєкту)  Розрахувати рейтинг | | Цифрова платформа | Середовище, яке надає інструменти для навчання і роботи | Назва платформи (успадковано як назва),  Статус активності (успадковано),  Тип учасника (успадковано як “платформа”)  Кількість учасників,  Доступні проєкти,  Назва курсу | Призначити проєкт  Згенерувати звіт про активність  Алгоритм підбору проєкту  Рекомендувати курс | | Проєкт | Практичне завдання, яке виконує молодь, отримуючи досвід і оцінку | Назва,  Сфера,  Складність,  Статус виконання,  Оцінка | Призначити виконавця  Змінити статус  Оцінити результат | | Сервіс | Технічний посередник: забезпечує обмін даними,введення/виведення, збереження даних. | Шлях до файлу (ім’я файлу) Дані для обробки | Вивести дані на консоль Читати дані з консолі Записати дані у файл Читати дані з файлу |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Зв’язок між сутностями «**Молодь**» і **«Проєкт»** та«**Цифрова платформа**» і **«Проєкт»** асоціативний кратності один до одного. Між сутностями «**«Молодь**» і **«Цифрова платформа»** асоціацій немає. Спрощена взаємодія між учасниками цифрового прностору: **молодь** виконує **один проєкт** на **одній цифровій платормі.** **Сервіс** не є учасником цифрового простору, є лише інструментом, який використовують інші сутності (молодь, цифрова платформа, проєкт) для відображення результатів своїх дій.  На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. На основі діаграми класів здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# для обробки даних про молодь, цифрову платформу, проєкт згідно зі сценарієм роботи версії 1 лабораторної роботи №5.  **Версія 1 (пункти завдання 1,2,3).**  1.  Скопіювати проєкт версії 2 лабораторної роботи №4 і перейменувати його для версії 1 лабораторної роботи №5. Зберегти ієрархію успадкування класів версії 2 лабораторної роботи №4: **SubjectDigitalSpace** (абстрактний базовий клас), **Youth** (молодь), **DigitalPlatform** (цифрова платформа) **-** похідні класи від **SubjectDigitalSpace**. Клас **Service** бажано залишити такий самий, як в лаб. роботі №4. Не додавайте в клас **Service** меню команд. При необхідності використати меню слід зробити його як окремий клас. Для виведення команд меню використовуйте методи роботи з консоллю класу **Service.** Кожен клас має бути створений в окремому файлі*.* В класах зберігати поля і методи з лаб. роб. №4 (табл.5.19.1).  2.  Реалізувати динамічний поліморфізм методів, зробивши методи класу **SubjectDigitalSpace** (абстрактний базовий клас) віртуальними (**virtual**) та перевизначити їх в похідних класах **Youth,** **DigitalPlatform** як **override**.  3.  Додати клас **Project** (проєкт) лаб. роб. №3, звязавши його асоціаціями з похідними класами **Youth,** **DigitalPlatform**. Включити в клас **Project** атрибути і методи згідно з табл. 5.20.1 та лаб. роб. №3. *Якщо не модифікувати алгоритми методів лабораторних робіт №3 та №4, реалізація їх залишається без змін в лабораторній роботі* №5.  **Версія 2 (пункти завдання 4, 5).**  4. Реалізувати в класах **Youth,** **DigitalPlatform** та **Route Project Network** статичний поліморфізм операторів, додавши методи перевантаження **бінарних операторів** (+, -, ==, !=, >, < ): збільшити (зменшити) об’єкт молоді на задане значення рейтингу, збільшити (зменшити) цифрову платформу на задану кількість учасників, порівняти дві цифрові платформи за кількістю доступних проєктів (>,<), порівняти двох представників молоді за навичками (>, <), додати (видалити) два проєкти, порівняти дві цифрові платформи за назвою (==, !=), порівняти два проєкти за складнстю (==, !=). У випадку перевантаження операторів == (рівність), != (нерівність) потрібно додатково реалізувати методи **Equals()** і **GetHashCode().**  5.  Реалізувати в класах **Youth,** **DigitalPlatform** та **Project** статичний поліморфізм операторів, додавши методи перевантаження **унарних операторів** (++, -- ): збільшити (зменшити) молодь, збільшити (зменшити) цифрову платформу, збільшити (зменшити) проєкт тощо.  **Версія 3 (пункти завдання 6, 7).**  6.  Додати новий клас **SetOfProject**, атрибутом якого зробити масив (список) об’єктів класу **Project**, використавши індексатори для доступу до заданих за індексом проєктів.  7. Додати в клас **Project** конструктор копії. За допомогою конструктора копії створити копію об’єкту проєкт з тими самими атрибутами, що й оригінал, але без значення оцінки. |
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## Лабораторна робота №6

**10 Варіантів редагован**і

## Взаємодії класів, делегати та обробка виняткових ситуацій

### Рейтинг лабораторної роботи №6

|  |  |  |  |
| --- | --- | --- | --- |
| *№ п.п* | *Вид діяльності студента* | *Рейтинговий бал* | *Deadline* |
| 1 | Написання коду з 5 завдань | 0,5\*5=2,5 | 25 квітня |
| 2 | Захист роботи | 0,5 |
| 3 | Звіт з роботи | 0,5 |  |
| Разом за роботу | | 3,5 |  |

### Мета роботи:

1. Виконати лабораторну роботу, підсумувавши знання з усіх попередніх лабораторних робіт.
2. Реалізувати взаємодію класів у вигляді асоціації, агрегації, композиції.
3. Навчитись програмувати події та їх обробників.
4. Навчитись визначати та обробляти виняткові ситуації

### Методичні рекомендації до виконання лабораторної роботи

1. Уважно прочитайте лекції та методичні вказівки до лабораторної роботи.

2. Реалізуйте та проаналізуйте всі приклади з лекцій.

### Порядок виконання роботи

1. Створити директорію Lab6, в якій будуть розміщуватися проєкт цієї лабораторної роботи.

2. Виконати завдання свого варіанту у вигляді **одного** консольного проєкту.

3. Для кожного класу передбачити окремий файл.

4. Для ілюстрації роботи кожного пункту завдання використати меню команд, за створюватимуться об’єкти та викликатимуться їх методи.

### Приклади виконання завдань

#### 1. Приклад коду для обробки виключних ситуацій

При створенні програм із застосуванням структурованої обробки виключень передбачається використовувати такі чотири взаємозалежних елементи:

* тип класу, який надає детальну інформацію про виниклу виняткову ситуацію;
* член, який генерує, або надсилає (**throw**) екземпляр класу, що відповідає винятковій ситуації, стороні, що викликає;
* блок програмного коду, в якому був викликаний член, що генерує виняток;
* блок програмного коду сторони, що викликає, в якому виконується обробка, або захоплення (**catch**) даного виключення.

У мові програмування C# пропонуються чотири ключових слова (**try, catch, throw і finally**), за допомогою яких генеруються і обробляються виключення. Тип, що представляє відповідну проблему, є класом, похідним від **System.Exceptio**n (або його нащадком).

З урахуванням цього давайте з'ясуємо роль зазначеного базового класу. Створимо новий консольний додаток, в якому визначатимуться два типи класу *Car* (автомобіль) і *Radio* (радіо), пов'язані відношенням агрегації ("has-a"). Тип *Radio* визначає один метод, що включає і вимикає радіо.\

using System;

using System.Collections.Generic;

using System.Text;

namespace except\_example

{

public class Radio

{

/// <summary>

/// метод, що вмикає та вимикає радіо

/// </summary>

/// <param name="on"></param>

public void TurnOn(bool on)

{

if (on)

Console.WriteLine("Радіозавади…");

else

Console.WriteLine("….І тиша…");

}

}

}

Клас *Car* (автомобіль) визначає таку поведінку. Якщо користувач об'єкта *Car* перевищить межу для швидкості (ця межа задається значенням члена-константи), то «двигун вибухає» і об'єкт *Car* стає непридатним для використання, що виражається змінами значення поля типу *bool* з ім'ям *carIsDead* (автомобіль зруйнований). Крім того, тип *Car* має кілька членів-змінних, що представляють поточну швидкість та ім'я, дане автомобілю користувачем, а також кілька конструкторів. Ось повне визначення цього типу (з відповідними коментарями).

using System;

using System.Collections.Generic;

using System.Text;

namespace except\_example

{

public class Car

{

public const int maxSpeed = 100;// максимум швидкості.

private int currSpeed; // поточна швидкість автомобіля

private string carName; //назва автомобіля

private bool carIsDead;// Працює автомобіль?

private Radio theMusicBox = new Radio();// автомобіль має радіо

//відношення агрегації

/// <summary>

/// Конструктор////////////

/// </summary>

public Car()

{

currSpeed = 0;

carName = "";

}

/// <summary>

/// ////////

/// </summary>

/// <param name="name"></param>

/// <param name="currSp"></param>

public Car(string name, int currSp)

{

currSpeed = currSp;

carName = name;

}

/// <summary>

/// Запит щодо внутрішнього об’єкта/

/// </summary>

/// <param name="state"></param>

public void CrankTunes(bool state)

{

theMusicBox.TurnOn(state);

}

/// <summary>

/// Чи перегрівся автомобіль?/////////

/// </summary>

/// <param name="delta"></param>

public void Accelerate(int delta)

{

if (carIsDead)

Console.WriteLine("не працює "+ carName);

else

{

currSpeed += delta;

if (currSpeed >= maxSpeed)

{

carIsDead = true;

currSpeed = 0;

//створення об’єкта виключення

CarException ex = new CarException(string.Format("{0} перегрівся!", carName));

ex.Data.Add("Дата та час", string.Format("Автомобіль поломався {0}", DateTime.Now));

ex.Data.Add("Причина", " перевищення швидкості");

// використовується оператор throw для генерації виключення

throw ex;

}

else

Console.WriteLine("=› currSpeed = "+ currSpeed);

}

}

}

}

Припустимо, що потрібно створити для користувача виняток (з ім'ям *CarException*), що представляє помилку перевищення швидкості приреченого автомобіля. Насамперед тут має бути створення нового класу з *System.ApplicationExceptio*n (за згодою, класи виключень мають суфікс "*Exception*", що в перекладі означає "виключення"). Як і в разі будь-якого іншого класу, можна визначити для користувача члени, які будуть потім використовуватися в блоці *catch* в рамках програмної логіки викликів. Точно так само можна перевизначити будь-які віртуальні члени, визначені батьківськими класами. Наприклад, можна реалізувати *CarException*, перевизначивши віртуальну властивість *Messagе*.

Якщо ви хочете побудувати точний, призначений для користувача клас виключення, створений вами тип повинен відповідати кращим зразкам, які використовують виключення .NET. Зокрема, призначений для користувача виняток має підпорядковуватися наступним вимогам:

* бути похідним від *Exception* / *ApplicationException*;
* визначати конструктор, який використовується за умовчанням;
* визначати конструктор, який встановлює успадковане властивість *Message*;
* визначати конструктор, що обробляє "внутрішні виключення".

using System;

using System.Collections.Generic;

using System.Text;

namespace except\_example

{

/// <summary>

/// клас користувацького виключення

/// </summary>

public class CarException: ApplicationException

{

private string messageDetails;

public CarException()

{

messageDetails = "";

}

public CarException(string message):base(message)

{

}

/// <summary>

/// Перевизначення властивості Exception.Message

/// </summary>

public override string Message

{

get

{

return string.Format("Повiдомлення про помилку Car: {0}", messageDetails);

}

}

}

}

Метод *Accelerate*() може генерувати виключення, яке сторона, що викликає, повинна бути готова обробити такий виняток. При виклику методу, здатного генерувати виняток, ви повинні використовувати блок*try* **/** *catch*. Прийнявши виняток, ви можете викликати члени типу *System.Exception* і прочитати детальну інформацію про проблему. Що ви будете робити з отриманими даними, залежить, в основному, від вас. Ви можете помістити відповідну інформацію в файл звіту, записати її в журнал реєстрації подій Windows, відправити її електронною поштою адміністратору системи або показати повідомлення з описом проблеми кінцевому користувачеві. Тут ми просто виводимо інформацію у вікно консолі.

В рамках блоку *try / catch*можна також визначити необов'язковий блок *finally*. Завдання блоку *finally* – забезпечити безумовне виконання деякого набору операторів програмного коду, незалежно від наявності або відсутності виключення (будь-якого типу). Для прикладу припустимо, що ви хочете завжди вимикати радіо автомобіля перед виходом з *Main*(), незалежно від винятків.

using System;

namespace except\_example

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("\*\*\* Створення та тестування автомобiля \*\*\*");

Car myCar = new Car("Zippy", 20);

myCar.CrankTunes(true);

try //спроба виконати дію, яка генерує виключення

{

for (int i = 0; i <= 10; i++)

myCar.Accelerate(10);

}

catch (CarException e) //перехоплення виключення та створення

//об’єкту виключення х відповідними вдастивостями

{

Console.WriteLine("\n\*\*\* Помилка1 \*\*\*");

Console.WriteLine("Метод: {0}", e.TargetSite);

Console.WriteLine("Повiдомлення : {0}", e.Message);

Console.WriteLine("Джерело помилки: {0}", e.Source);

}

catch (ArgumentOutOfRangeException ex) //перехоплення

//іншого виключення

{

Console.WriteLine("\n\*\*\* Помилка2 \*\*\*");

Console.WriteLine(ex.Message);

}

finally // виконується завжди, незалежно від виключень

{

myCar.CrankTunes(false); //вимикання радіо

}

// помилка оброблена, виконується насупнй оператор.

Console.WriteLine("\n\*\*\* Вихiд з обробника виключення \*\*\*");

Console.ReadLine();

}

}

}
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Рисунок 5 - Результат роботи програми обробки виключення

#### 2. Приклад коду застосування делегатів

Делегат – це тип, який представляє посилання на методи з певним списком параметрів і типом значення, що повертається, тобто делегат описує сигнатуру методу. При створенні екземпляра делегата цей екземпляр можна пов'язати з будь-яким методом з сумісною сигнатурою і типом значення, що повертається. Метод можна викликати (активувати) за допомогою екземпляра делегата.

Делегати використовуються для передачі методів в якості аргументів до інших методів. Обробники подій – це ніщо інше, як методи, що викликаються за допомогою делегатів. При створенні користувальницького методу клас (наприклад, елемент керування Windows) може викликати цей метод при появі певної події.

У наступному прикладі показано оголошення делегата:

public delegate тип\_значення\_що\_повертається ім’я\_делегата(список параметрів);

Делегату можна призначити будь-який метод з будь-якого доступного класу або структури, що відповідає типу делегата. Цей метод повинен бути **статичним методом** або методом екземпляра. Така гнучкість дозволяє програмно змінювати виклики методу, а також включати новий код в існуючі класи.

##### Властивості делегата

* Делегати подібні покажчикам на функції в C++, але є повністю об'єктно-орієнтованими і, на відміну від покажчиків C++ на функції-члени, інкапсулюють екземпляр об'єкта разом з методом.
* Делегати допускають передачу методів в якості параметрів.
* Делегати можна використовувати для визначення методів зворотного виклику.
* Делегати можна пов'язувати між собою; наприклад, при появі одної події можна викликати кілька методів.
* Точна відповідність методів типу делегата не потрібна.

##### Приклад коду з використанням делегата

Необхідно змінити рядок символів, видаливши пробіли або замінивши пробіли на інший символ. Операції модифікації рядка символів подати функціями, яким передається вхідний рядок для модифікації. Функції повертають рядок, що змінений відповідно до умови задачі. Для виклику функцій використати делегат, який повертає тип *string*, і приймає в якості параметра рядок.

using System;

using System.Collections.Generic;

using System.Text;

namespace examplDelegat

{

public class TestDelegat

{

//делегат strmodify для модифікації рядку

public delegate string strmodify(string str);

/// <summary>

/// функція, яку викликатиме делегат для заміни пробілів символом'-'

/// </summary>

/// <param name="s"></param>

/// <returns></returns>

public static string replaceSpace(string s)

{

return s.Replace(' ', '-');

}

/// <summary>

/// функція, яку викликатиме делегат для видалення пробілів

/// </summary>

/// <param name="s"></param>

/// <returns></returns>

public static string removeSpace(string s)

{

string temp = " ";

for (int i = 0; i < s.Length; i++)

if (s[i] != ' ') temp += s[i];

return temp;

}

}

}

Код головної функції, яка використовуватиме делегат, працює так:

1. Створити об’єкт делегат відповідно до його оголошення. В якості параметра використати ім’я функції, яку викликатиме делегат. Використовуються складені імена:

**ім’я класу.ім’я делегата** для об’єкта делегата

**ім’я класу.ім’я функції** для параметра делегата

1. Викликати об’єкт делегата, передавши йому в якості аргументу вхідний рядок
2. Створити новий екземпляр делегата відповідно до його оголошення.
3. Викликати об’єкт делегата, передавши йому в якості аргументу новий рядок
4. Вивести на консоль результати виконання функцій, яким делегат передав управління.

using System;

namespace examplDelegat

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("Using delegates");

// створення об'єкту objDelegate типу делегат

//в якості аргументу ім'я функції, яку викликатиме делегат

TestDelegat.strmodify objDelegate = new TestDelegat.strmodify(TestDelegat.replaceSpace);

string stroka = "t e s t 1"; //рядок, що модифікується

Console.WriteLine("вхiдний рядок до виклику делегату = " + stroka);

//виклик функції replaceSpace класу TestDelegat дл заміни пробілів

string stroka1 = objDelegate("t e s t 1");

Console.WriteLine("результат виклику делегата replaceSpace = " + stroka1);

// створення нового екземпляру objDelegate типу делегат

//в якості аргументу ім'я функції, яку викликатиме делегат

objDelegate = new TestDelegat.strmodify(TestDelegat.removeSpace);

//виклик функції removeSpace класу TestDelegat дл видалення пробілів

string stroka2 = objDelegate("t e s t 2");

Console.WriteLine("результат виклику делегата removeSpace = " + stroka2);

}

}

}

#### 3. Приклад коду використання подій і делегатів для їх підтримки

Подія являє собою автоматичне повідомлення про те, що відбулася деяка дія. Події діють за таким принципом: об'єкт, що виявляє інтерес до події, реєструє обробник цієї події. Коли ж подія відбувається, викликаються всі зареєстровані обробники цієї події. Обробники подій зазвичай представлені делегатами.

Події є членами класу і оголошуються за допомогою ключового слова **event**. Найчастіше для цієї мети використовується наступна форма:

**event делегат\_події ім’я\_події;**

Як і делегати, події підтримують групову адресацію. Це дає можливість декільком об'єктам реагувати на повідомлення про подію.

Методи екземпляра і статичні методи можуть бути використані в якості обробників подій, але між ними є одна істотна відмінність. Коли статичний метод використовується в якості обробника, повідомлення про подію поширюється на весь клас. А коли в якості обробника використовується метод екземпляра, то події адресуються конкретним екземплярів об'єктів. Отже, кожен об'єкт певного класу, якому потрібно отримати повідомлення про подію, повинен бути зареєстрований окремо. На практиці більшість обробників подій є методи екземпляра.

using System;

namespace evenApp1

{

class Program

{

static void Main(string[] args)

{

MyEvent evt = new MyEvent();

UserInfo user1 = new UserInfo(Name: "Alex", Family: "Erohin", Age: 18);

Console.WriteLine("Name:" + user1.Name+" Family="+ user1.Family +" Age="+ user1.Age);

// Додати обробник події

evt.UserEvent += user1.UserInfoHandler;

// Запустити подію

evt.OnUserEvent();

Console.ReadLine();

}

}

}

Клас події на базі делегата

using System;

using System.Collections.Generic;

using System.Text;

namespace evenApp1

{

delegate void UI();

class MyEvent

{

// оголошення події

public event UI UserEvent;

// використання методу для запуску події

public void OnUserEvent()

{

UserEvent();

}

}

}

Клас обробника події

using System;

using System.Collections.Generic;

using System.Text;

namespace evenApp1

{

class UserInfo

{

string name, family;

int age;

public UserInfo(string Name, string Family, int Age)

{

name = Name;

family = Family;

age = Age;

}

public string Name

{

set { name = value; }

get { return name; }

}

public string Family

{

set { family = value; }

get { return family; }

}

public int Age

{

set { age = value; }

get { return age; }

}

// Обробник події

public void UserInfoHandler()

{

Console.WriteLine("Подiя викликана!\n");

Name = " Serg";

Family = "Khmelnyk";

Console.WriteLine("Iм'я: {0}\nПрiзвище: {1}\nВiк: {2}", Name, Family, Age);

}

}

}

### Варіанти завдань для лабораторної роботи № 6. 9 Варіантів редаговані

#### Етапи виконання лабораторної роботи

Завдання не пов’язані з предметними областями лабораторних робіт №№3 − 4 і передбачають такі етапи.

**Етап 1** – об’єктно-орієнтований аналіз (OOA) предметної області лабораторної роботи №6 відповідно до її опису, поданому в варіантів завдання. Об'єктно-орієнтований аналіз дозволяє визначити усі сутності, які є складовими головного об’єкту, та їх дії. *На вході* – опис предметної області, інформаця про складові елементи головного об’єкту, отримана з відкритих джерел даних. *Результат* – модель предметної області у вигляді сукупності сутностей з атрибутами, операціями, що характеризують поведінку сутностей, відповідно до принципів SOLID, опису предметної області лабораторної роботи №6 та зв’язків між сутностями (асоціація, агрегація, композиція). Доцільно на цьому етапі розробити сценарій дій сутностей у вигляді Use Case діаграми.

**Етап 2** – об’єктно-орієнтоване проєктування (OOD). *На вході* – результат об’єктно-орієнтованої декомпозиції та аналізу (ООА), Use Case діаграма як сценарій дій сутностей. *Результат* – UML діаграма класів, яка містить класи і взаємозв'язки між ними. Методи класів мають корелюватися з прецедентами, визначеними в Use Case діаграмі.

**Етап 3** – об’єктно-орієнтоване програмування (OOP). *На вході* – UML діаграма класів і UML Use Case діаграма. *Результат* – код програми відповідно до вимог чистого коду (гарного стилю програмування) та принципів SOLID.

У цій лабораторній роботі слід дотримуватись **SOLID принципів єдиної відповідальності (SRP), відкритості – закритості (OCP), підстановки Лісков (LSP), поділу інтерфейсу** (**ISP**), **інверсії залежностей** (**DIP**)**.**

**Принцип єдиної відповідальності (SRP)** - кожен клас має відповідати тільки за одну область функціональності і мати тільки одну задачу або відповідальність.

**Принципу відкритості – закритості (OCP) -** класи повинні бути відкритими для розширення, але закритими для модифікації. Це означає, що поведінка класу може бути змінена без зміни його вихідного коду, шляхом додавання нового коду, а не модифікації існуючого.

**Принцип підстановки Лісков (LSP) -** класи-нащадки повинні мати можливість замінити батьківські класи без порушення функціональності**.**

**Принцип поділу інтерфейсу** (Interface Segregation Principle - **ISP**) вказує на те, що клієнти не повинні залежати від інтерфейсів, які вони **не використовують** повністю. Слід створювати більш специфічні інтерфейси, які містили б тільки необхідні клієнтам методи.

**Принцип інверсії залежностей** (Dependency Inversion Principle - **DIP**) говорить про те, що модулі верхнього рівня не повинні залежати від модулів нижнього рівня. Обидва рівні мають залежати від абстракцій. Це означає, що залежності між класами слід будувати на основі абстракцій, інтерфейсів або абстрактних класів, а не на конкретних реалізаціях.

Виконання лабораторної роботи передбачає три версії коду, кожна версія в окремому проєкті Visual Studio.В методі *Main*() класу *Program* продемонструвати виклик усіх методів усіх класів.

Усі значення, що розраховуються, записувати до *текстових файлів* методами класу **Service.** Також у файл записувати *протокол роботи програми*, тобто дані, що виводяться на консоль.

#### Рекомендований підхід до виконання

1. Завдання рекомендовано виконувати командою у складі **не більше трьох осіб**. Команди створюються студентами самостійно. Допускається виконання лабораторної роботи №6 **одноосібно** (без командної роботи).
2. Оцінювання кожного члена команди здійснюється **за особистим внеском** в загальний результат роботи.
3. Дозволяється **вільний вибір варіанту завдання**, який цікавий усім членам команди (студентом). Вибраний командою (студентом) варіант завдання **не повинен співпадати** з варіантами завдань інших команд в підгрупі.
4. Команда (або окремі її члени) мають право створювати додаткові класи, додавати поля та методи в класи завдань вибраного варіанту.
5. Допускається **ініціативне розширення** (звуження) функціональності програмної моделі, тобто розробляти «фантастичний» сценарій роботи розумних об’єктів, який демонструє уявні можливості, що можуть з’явитися завдяки розвитку ШІ, IoT та смарт-пристроїв, наприклад, у 2040 році.
6. За ініціативність, креативний підхід та якісну реалізацію таких розширень команда (студент) можуть отримати **додаткові бали**.

#### Реалізація зв’язків між класами

##### Реалізація асоціації класів

Асоціація — це найслабший тип зв’язку між класами, коли один клас використовує інший, але не володіє ним (не створює і не зберігає обов’язкову залежність на все життя об’єкта).

*Ключові ознаки реалізації асоціації:*

1. Незалежність життєвого циклу об'єктів

* клас-учасник асоціації не відповідає за створення або знищення іншого об’єкта;
* об’єкти, зв’язані асоціацією, можуть існувати окремо один від одного.

*Приклад***:** об’єкт *student* може існувати без об’єкта *teacher*.

2. Зовнішній об’єкт передається як параметр

* взаємодія часто реалізується через методи, що приймають інший об’єкт як параметр.

*Приклад***:** public void SendTask(Student student)

3. У межах асоціації один клас може зберігати посилання на інший об’єкт у своєму полі класу. але це не обов'язково і не означає, що клас володіє об’єктом, посилання на який він зберігає.

*Приклад***:** в класі Teacher є поле private Student student; // допустимо, але не обов’язково

4. Слабка зв’язаність (loose coupling)

* класи пов’язані лише через інтерфейс або методи, що знижує залежність між модулями;
* це сприяє гнучкості, масштабованості та тестованості системи.

5. Асоціація може бути однонаправленою або двосторонньою

* однонаправлена (одностороння) асоціація означає, що один клас має інформацію або посилання на інший клас і може з ним взаємодіяти, тоді як інший клас не має жодного уявлення про цей зв’язок;
* двонаправлена (двостороння) асоціація означає, що обидва класи зберігають посилання один на одного, тобто кожен із них може ініціювати взаємодію з іншим.

##### Реалізація агрегації класів

Агрегація — це тип зв’язку «ціле – частина», за якого:

* один клас використовує інші як складові, але не володіє ними повністю;
* частини можуть існувати незалежно від цілого (тобто вони створюються/знищуються не обов’язково разом із головним об’єктом).
* це слабший варіант композиції: структура частин ієрархічна, але життєвий цикл — роздільний.

*Ключові ознаки реалізації агрегації:*

* об'єкт одного класу передається іншому класу через конструктор, метод, або встановлюється через властивість (property);
* об'єкт створюється зовні, а не всередині класу – власника;
* об'єкт можна використовувати повторно в інших контекстах.

*Алгоритм реалізації агрегації:*

Крок 1. Створити агреговані класи.

Крок 2. Створити клас, що агрегує інші класи. До класу, що агрегує, додати як поля закриті агреговані об’єкти у вигляді *private ім’я\_агреговного\_класу ім’я\_агрегованого\_ об’єкту;*

Крок 3. Ініціалізувати агрегований об’єкт присвоївши йому значення відповідного об’єкту, який передається як параметр в конструктор класу, що агрегує.

Крок 4. Використати агрегований об’єкт. Такі об’єкти створюються окремо за допомогою оператора new і конструктора агрегованих класів з відповідними аргументами. Далі вони використовуються відповідно до сценарію роботи програми.

##### Реалізація композиції класів

Композиція — це жорсткий тип зв’язку «ціле – частина», за якого:

* один клас «володіє» іншим і повністю контролює його життєвий цикл.
* якщо об’єкт-композитор (контейнер) знищується, то разом з ним знищуються й об’єкти, які є його частинами.

*Ключові ознаки реалізації композиції:*

* об’єкт-власник створює або керує створенням частин всередині себе;
* частини не існують самостійно, лише в контексті контейнера (власника);
* коли контейнер знищується, знищуються й усі компоненти.

*Алгоритм реалізації композиції:*

Крок 1. Створити класи-компонентів.

Крок 2. Створити клас-контейнер, який компонує частини, тобто об’єкти-компоненти. Для цього в клас-контейнер включити як закриті поля об’єкти-компоненти у вигляді *private ім’я\_класу\_композиту ім’я\_об’єкту\_компоненту;*

Крок 3. Додати відкриті властивості (гетери, сетери) до закритих полів – компонентів.

Крок 4. Створити об’єкти-компоненти в конструкторі класу-контейнера, застосувавши оператор new та конструктори класів компонентів з відповцідними аргументами.

Крок 5. Використати об’єкт класу контейнера, в якому створені та існують об’єкти-компоненти. Безпосередній доступ до методів об’єктів-компонентів дозволений, якщо об’єкти-компоненти включені в клас-контейнер як відкриті (public) об’єкти або в клас –контейнер включені відкриті властивості (гетери, сетери).

|  |  |
| --- | --- |
| **№  варіанту** | **Зміст завдання** |
| **1**  **1** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумного холодильника»**, вбудованими в нього електронними пристроями, програмним забезпеченням, сенсорними датчиками, агоритмами штучного інтелекту, а також логікою взаємодії з користувачем. Опис пристроїв звичайного холодильника поданий за посиланням <https://www.moyo.ua/news/kakie_byvayut_holodilniki_5_raznovidnosteyi_holodilnyh_ustanovok.html>.  Розумний холодильник — це не просто побутова техніка, це асистент зі здорового харчування, гарного настрою та емоційної підтримки.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумного холодильника». Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.1 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.1. Основні сутності предметної області розумного холодильника   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Розумний холодильник | Smart прилад з автоматичним керуванням | Складається з: ізотермічної шафи, електрообладнання, мікропроцесору, ШІ-пристроїв | Головна сутність (контейнер, в який вбудовані (композиція) або агреговані інші пристрої | Модель холодильника, Енергоспоживання,  Об’єм | Вмикати, Вимикати, Самодіагностувати, Визначити статус для різних сутностей,  Оновити ПЗ,  Аналізувати споживання продуктів,  Рекомендувати завантаження продуктів | | Ізотермічна шафа | Камера з теплоізоляцією | Має:  Корпус, Двері, Теплоізоляцію | Композиція | Матеріал,  Об’єм | Відкрити двері,  Закрити двері,  Виміряти температуру | | Корпус | Зовнішній каркас | Частина ізотермічного шкафа | Композиція | Матеріал,  Колір | Перевірити цілісність, Очистити поверхню | | Двері | Забезпечує доступ | Частина ізотермічного шкафа | Композиція | Тип відкривання, Тип ущільнення | Відкрити,  Закрити,  Контроль ущільнення | | Теплоізоляція | Захист від втрат температури | Частина ізотермічного шкафа | Композиція | Матеріал, Товщина | Оцінити ефективність | | Електричне обладнання | Забезпечує охолодження | Компресор, Двигун, Випарник, Конденсатор, Терморегулятор, Автоматика | Агрегація | Тип системи | Запустити систему, Зупинити систему,  Виявити несправність | | Компресор | Стискає холодоагент | Частина електрообладнання | Композиція | Потужність | Старт,  Стоп,  Моніторити параметри | | Електродвигун | Приводить компресор у дію | Частина електрообладнання | Композиція | Тип,  Потужність | Запустити,  Перевірити навантаження | | Холодоагент | Переносить тепло | Частина електрообладнання | Композиція | Тип,  Маса | Перевірити рівень,  Визначити тип | | Випарник | Випаровування холодоагенту | Частина електрообладнання | Композиція | Температура | Контролювати охолодження | | Конденсатор | Конденсація холодоагенту | Частина електрообладнання | Композиція | Тип охолодження | Відводити тепло, Діагностувати стан | | Терморегулятор | Контроль температури | Частина електрообладнання | Композиція | Діапазон температур | Встановити температуру, Зчитати температуру | | Прилади автоматики | Датчики, реле | Частина електрообладнання | Композиція | Тип | Реагувати на події, Оповістити про подію,  Контролювати навантаження | | Вбудований мікропроцесор | Центр керування | Частина холодильника | Композиція | Частота,  Пам'ять | Виконати алгоритм, Передати дані, Керувати обладнанням | | ШІ-пристрої | Пристрої та модулі, що реалізують ШІ-функціональність холодильника | Частина розумного холодильника | Композиція | Тип модуля, Виробник | Розпізнати продукти, Прогнозувати потреби, Аналіувати ззвички  користувача,  Рекомендувати продукти для закупівлі | | AI-модуль | Виконує машинне навчання або логіку знань | Частина ШІ-пристроїв | Композиція | Модель,  Тип алгоритму | Навчатись,  Генерувати рекомендації, Аналізувати дані споживання | | Камера (у складі ШІ) | Оптична система для розпізнавання продуктів | Частина ШІ-пристроїв | Композиція | Роздільна здатність | Зробити знімок, Ідентифікувати продукти | | Wi-Fi модуль | Забезпечує підключення до Інтернету | Частина холодильника | Агрегація | Протокол, Швидкість | Підключитись,  Передати дані,  Отримати оновлення | | Сенсори | Датчики контролю | Частина холодильника | Агрегація | Температура, Вага, Присутність, вологи | Збирати дані,  Сигналізувати відхилення | | Голосовий помічник | Керування холодильником через голосові команди | Автономний пристрій | Асоціація | Тип голосу (чоловічий, жіночий),  Мова | Будь-які дії користувача |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один холодильник має по одному** агрегованому чи композитному, чи асоційованому з перерахованих **пристроїв.** **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «розумного холодильника» в текстовій формі.   * + - 1. Перевірка стану здоров’я користувача на основі даних із синхронізованих смарт-пристроїв для визначення раціону харчування.       2. Формування рекомендацій по здороому харчуванню відповідно до дієти, наявності продуктів в холодильнику, дотримання балансу вуглеводів, жирів та білків тощо.       3. Розробка персоналізованих рецептів на вимогу користувача, автоматичне попередження про відсутність потрібних продуктів, їх термін придатності, їх утилізацію тощо.       4. Аналіз емоційного стану людини, що відкриває холодильник, включення голосового помічника (музика, заспокійливі фрази) для покращення настрою людини, аромотерапія або кольорове освітлення для заспокоєння, рекомендація щодо продуктів для покращення емоційного стану, діалог з голосовим помічником.       5. Стимулювання мотивацій до здорового харчування, висновки про дотримання дієти тощо.   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation, association (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумний холодильник», відповідно до таблиці 6.1. Кожний пристрій «розумного холодильника» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.1. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.1. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом. алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який містить загальні для всіх smart-пристроїв у системі розумного холодильника властивості та операції. Клас «розумний холодильник» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів холодильників з однаковою поведінкою. Клас «розумний холодильник» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумний холодильник», наприклад, «**Розумний холодильник з Internet**», який буде реалізовувати з’єднання з Internet, синхронізований з мобільним додатком, хмарними сервісами тощо. Атрибути та методи придумати самостійно.   **Версія 3 – Exceptions (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій (не менше 8 виняткових ситуацій), пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі холодильника:  * низька (надвелика) електрична напруга, що порушує нормальну роботу холодильника; * застаріле програмне забезпечення або збій в його роботі; * відсутність підключення до мережі Інтернет і неможливість оновити ПЗ; * перевищення температури всередині холодильника, що може призвести до псування продуктів; * механічні збої: дверей, вентилятору, сенсорів тощо. * вихід з ладу мікропроцесору; * помилки в роботі AI модулю, або голосового помічника; * неправильні команди, які віддіє користувач через голосовий помічник.   **Версія 4 – Delegate&Events (пункт завдання 6)**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного холодильника, придумати самостійно (не менше 5 подій), або реалізувати обробники таких подій:  * температура всередині холодильника змінюється (наприклад, через неправильну роботу сенсорів або зміни у налаштуваннях), як наслідок – псування продуктів; * споживання енергії холодильником перевищує норму, як наслідок – надлишкові грошові витрати; * відкриті двері холодильника, як наслідок – псування продуктів * зміна програмного забезпечення, як наслідок – покращення інтерфейсу користувача, покращення надійності і безпеки, покращення функціональності або додаткові збої в роботі холодильника тощо; * вихід з ладу будь-якого смарт пристрою, як наслідок – псування продуктів, погана робота голосового помічника, спотворений настрій користувача тощо. |
| **2**  **2** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумного автомобіля»**. Опис конструктивних елементів звичайного легкового автомобіля поданий за посиланням <https://surl.li/jkrqys>. «**Розумний автомобіль»** — це трансформований інтелектуальний апарат, здатний не лише пересуватися сушею, водою чи повітрям, а й самонавчатися, адаптуватися до емоційного та фізичного стану пасажирів, вести з ними діалог, приймати рішення в критичних ситуаціях, передбачати потреби користувача до того, як він їх усвідомить, а також синхронізуватися з іншими пристроями та інфраструктурою у спільному цифровому середовищі. Такий автомобіль виконує роль персонального асистента, лікаря, охоронця, пілота й співрозмовника людини.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумного» автомобіля. Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.2 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.2. Основні сутності предметної області розумного автомобіля   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | Сутність | Роль | Опис зв’язків | Тип зв’язку | Атрибути | Операції | | Розумний автомобіль | Основна система, яка компонується з інших частин | Об'єднує всі основні пристрої та системи | Композиція | Ідентифікатор, Модель,  Тип трансформації, Кількість пасажирів | Трансформуватися, Виконати команду, Активувати безпеку, Регулювати клімат, Визначити стан водія | | Кузов | Зовнішній каркас | Частина автомобіля | Композиція | Матеріал,  Колір,  Герметичність | Відкрити двері, Змінити форму | | Двигун | Джерело руху | Компонент транспортної системи | Композиція | Тип (Електричний/Гібрид),  Потужність,  Стан | Запустити,  Зупинити,  Змінити режим | | Шасі | Несуча система | Складається з ходової частини, трансмісії, гальм, керма | Композиція | Тип підвіски,  Маса | Стабілізувати рух,  Змінити кліренс (автоматичне підняття кузова або адаптація висоти під час паркування або посадки пасажирів) | | Ходова  частина | Підсистема шасі | Компонент шасі | Композиція | Тип приводу,  Стан | Адаптувати під покриття | | Тормозна  система | Гальмування | Взаємодіє з системою безпеки | Композиція | Тип гальм, Ефективність | Активувати гальмування, Екстрене гальмування | | Рульове  управління | Керування напрямком | Входить до шасі | Композиція | Тип (Механічне/Електронне)  Чутливість | Змінити напрямок, Активувати автопілот | | Трансмісія | Передача моменту | Входить до шасі | Композиція | Тип,  Кількість передач | Перемикнути передачу | | Smart  система | Інтелектуальне керування | Пов’язана з усіма частинами, включаючи користувача | Агрегація | Рівень автонгомності, Здатність системи обмінюватися даними з іншими пристроями,  Прогр забезпечення | Розпізнати голос,  Визначити настрій, Взаємодіяти з користувачем,  Заблокувати доступ,  Зібрати аналітику | | Сенсор  стану  водія | Виявлення стану водія | Взаємодіє зі Smart Системою та безпекою | Агрегація | Типи сенсорів (Пульс, Тиск, Очі), Порогові значення | Перевірити стан,  Подати сигнал,  Заблокувати авто | | Голосова  система | Взаємодія з людиною | Комунікація з користувачем, SmartСистемою | Асоціація | Мова,  Стать Голосу,  Тип синтезу мови та звуків | Озвучити повідомлення, Розпізнати команду | | Модуль  трансформації | Перетворення транспортної форми | Входить до автомобіля, активується у спеціальних умовах | Композиція | Режими (Підводний, Надводний, Літальний),  Статус | Активувати режим, Перевірити готовність, Трансформувати | | Система  КліматКонтролю | Комфорт усередині салону | Пов’язана з сенсорами температури і вологості | Агрегація | Температура, Вологість,  Режим | Регулювати температуру, Підтримувати баланс клімату | | Система  безпеки | Захист користувачів | Взаємодіє з шасі, Smart Системою, сенсорами | Агрегація | Тип захисту, Активність | Активувати подушки безпеки,  Повідомити про загрозу, Заблокувати двигун | | Модуль штучного інтелекту | Інтегрована система прийняття рішень | Пов’язаний із сенсорами, SmartСистемою, інтерфейсами користувача, трансформаційними та безпековими модулями | Агрегація | Версія,  Режим роботи, Рівень автономності | Аналізувати дані,  Прийняти рішення, Адаптувати поводження, Оновити модель | | Модуль розпізнавання мовлення | Обробка голосових команд | Пов’язаний з голосовою системою | Асоціація | Мова,  Словник,  Точність | Розпізнати команду, Навчити новим фразам | | Модуль комп’ютерного зору | Аналіз навколишнього середовища | Отримує дані з камер, взаємодіє з модулем прийняття рішень | Агрегація | Кількість камер, Типи об'єктів, Алгоритми | Розпізнати об’єкт,  Оцінити відстань,  Відстежити рух | | Модуль діагностики стану водія | Визначення стану здоров’я водія | Взаємодіє з сенсорами стану, модулем безпеки | Агрегація | Порогові значення, Історія стану | Аналізувати стан, Викликати допомогу, Попередити про ризик | | Модуль рекомендацій | Надає поради та пропозиції користувачу | Взаємодіє з кліматом, навігацією, розкладом | Асоціація | Типи рекомендацій, Профіль користувача | Порадити маршрут, Запропонувати музику, Нагадати про зустріч | | Модуль самонавчання | Постійне вдосконалення поведінки | Пов’язаний із усіма іншими ШІ-модулями | Агрегація | Кількість епізодів, Алгоритм (наприклад, алгоритм машинного навчання Reinforcement Learning) | Оновити модель, Адаптувати рекомендації, Зберегти досвід | | Модуль прогнозування | Передбачення аварій, змін у середовищі | Взаємодіє з модулем зору, сенсорами, діагностикою | Агрегація | Типи подій,  Точність прогнозів | Спрогнозувати загрозу, Оцінити ймовірність аварії | | Модуль емоційної підтримки | Виявлення та реагування на настрій користувача | Взаємодіє з голосовим інтерфейсом, діагностикою та системою клімату | Асоціація | Емоційний стан, Рівень стресу | Запропонувати пораду, Увімкнути релакс музику, Активувати світлотерапію |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один автомобіль має по одному** агрегованому чи композитному, чи асоційованому з перерахованих **пристроїв.** **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «розумного автомобіля» в текстовій формі.   * + - 1. Активація та медичний моніторинг при посадці користувача на основі даних, зчитаних сенсорами: пульс, тиск, вологість шкіри, пульсова хвиля, аналіз дихання та очей на ознаки сп’яніння або втоми.       2. Аналіз модулем ШІ ризиків (стрес, тахікардія, алкоголь, наркотики) та прогноз настання критичних станів.       3. Вибір режиму пересування (наземний, плавальний, аерорежим) та трансформація автомобіля в човен або літальний апарат в залежності від поточної ситуації.       4. Задіяти ШІ асистент для голосового управління, голографічного проєктора, налаштування мовної моделі на стиль спілкування користувача       5. Контроль мікроклімату, включити сенсори температури, вологості, СО₂, хімічних сполук, оптимізація мікроклімату, персоналізація середовиша для кожного пасажира.       6. Включити та налаштувати систему безпеки та самозахисту: * налаштувати систему комп’ютерного зору для аналізу пішоходів, тварин, небезпеки на дорогах; * прогноз ризику аварій, автогальмування; * включенння системи захисту (силове поле, автозамикання тощо).   + - 1. Автономна навігація та адаптація до маршрутів: * зміна маршруту, обхід заторів, вибір спокійного маршруту тощо   + - 1. Нічний режим       2. Самообслуговування (автономна діагностика, голосове повідомлення )   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумний автомобіль», відповідно до таблиці 6.2. Кожний пристрій «розумного автомобіля» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.2. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.2. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 - Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який містить загальні для всіх smart-пристроїв у системі розумного автомобіля властивості та операції. Клас «розумний автом обіль» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів автомобілів з однаковою поведінкою. Клас «розумний автомобіль» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумний автомобіль», наприклад, «**Машина час**у», яка буде реалізовувати переміщення в часі, «біо автомобіль», який здатен до самогенерації у випадку аварії, адаптації до користувача за фізичними ощнаками, емоціями, станом здоров’я тощо. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі розумного автомобіля (**не менше 8 виняткових ситуацій**):  * автомобіль не може інтерпретувати запит користувача через зміну контексту; * користувач намагається сісти за кермо, але дані не збігаються з профілем; * спроба перейти в режим човна, але глибини недостатньо; * водій у передінфарктному або в стані алкогольного чи наркотичного сп’яніння; * оновлення ПЗ спричинило конфлікт у системі навігації; * надмірна кількість паралельних команд від користувача; * помилки в роботі AI модулю, або голосового помічника * неправильні команди, які віддіє користувач через голосовий помічник.   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного холодильника, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * виявлено водія у стані сп’яніння. Як наслідок – блокування автомобіля; * наближення аварії (ризик зіткнення). Як наслідок – аварійне гальмування, запуск подушок безпеки, надсилання координат аварійної службі; * збій GPS або зв’язку. Як наслідок – перехід на автономну навігацію, пошук найближчої зони покриття; * зміна настрою користувача (стрес, злість, втома). Як наслідок – адаптація освітлення, музики, активування режиму «антистрес» тощо; * раптове погіршення здоров’я водія (високий тиск, непритомність). Як наслідок – автоматичне зупинення, виклик швидкої, активація медичного режиму (охолодження, вентиляція). |
| **3** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумного годинника»**. Опис функціональних можливостей сучасних смарт годинників поданий за посиланням <https://surl.gd/psmmof>. «**Розумний годинник» майбутнього** — це персоналізований нейроінтерфейсно-керований мікрокомп'ютер, який у реальному часі синхронізується з фізіологічним, емоційним станом і когнітивними патернами користувача, забезпечуючи адаптивну взаємодію на рівнях, недосяжних для автономного ШІ. Смарт-годинник майбутнього виконуватиме роль персонального асистента, лікаря, охоронця, співрозмовника, когнітивного партнера, аналітика рішень, емоційного стабілізатора, контролера безпеки.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумного» годинника. Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.3 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.3. Основні сутності предметної області розумного годинника   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | Сутність | Роль | Опис зв’язків | Тип зв’язку | Атрибути | Операції | | Смарт-годинник | Головна система | Об’єднує всі модулі, координує роботу | Композиція | Id,  Серійний номер, Модель,  Статус живлення | Вмикнути,  Вимкнути,  Діагностувати,  Оновити ПЗ | | Біоінтерфейс | Взаємодія з тілом | Спілкується з сенсорами, передає дані в інші модулі | Агрегація | Тип,  Рівень точності, Активність | Зчитати параметри, Аналізувати дані, Стимулювати | | Нейроінтерфейс | Керування думкою | Зв'язок з мозком, керування командами | Асоціація | Калібровка, Чутливість, Адаптивність | Синхронізувати,  Виконати команду,  Вивчити модель | | Капсула життєзабезпечення (наношприц, біосенсори, адаптивне дозування з AI-керуванням) | Медичний вплив | Вбудований мікробіомедичний модуль, що підтримує життєві функції користувача на критичному рівні | Композиція | Рівень заряду,  Список медичних речовин (адреналін, глюкоза, седативні, вітаміни тощо) | Вколоти ін’єкцію,  **Відновити функціональний ресурс капсули,**  Оновити склад речовин | | Модуль візуалізації | Візуальний інтерфейс, який замінює традиційний екран | Виводить 3D зображення або HUD-інтерфейс (голограма, проєкція на лінзу окулярів, відображення на сітківці ока, вртуальна реальність) | Агрегація | Тип виводу, Роздільна здатність, Режим адаптації | Показати,  Змінити інтерфейс, Переключити режим | | Аналізатор настрою | Емоційна адаптація | Аналізує емоції, впливає на вигляд та функціонал | Асоціація | Рівень стресу, Емоційний фон, Історія настрою | Визначити настрій, Адаптувати інтерфейс, Повідомити про душевний, емоційний, фізичний стан користувача, рекомендації для нормалізації стану тощо | | Модуль телепортації | Переміщення | Використовує координати з нейроінтерфейсу | Композиція | Заряд,  Дальність, Рівень ризику | Ініціювати телепорт, Скасувати телепорт, Розрахувати маршрут | | Сенсори | Збір даних | Працюють у зв'язці з біо- та нейроінтерфейсом | Агрегація | Температура,  ЧСС, ЕКГ, GPS, Рівень глюкози | Зчитати дані,  Калібрувати,  Надіслати звіт | | Пам’ять / AI-ядро | Інтелектуальний центр | Зберігає, аналізує, навчається | Композиція | Обсяг пам'яті,  Рівень AI (ступінь складності, автономності, адаптивності AI),  Параметри навчання (Типи вхідних даних, Алгоритми навчання, Частота оновлення моделей тощо ) | Передбачити,  Навчитися,  Очистити пам’ять | | Комунікаційний модуль | Зв'язок | Працює з 5G/6G, хмарами, пристроями | Агрегація | Тип зв’язку, Пропускна здатність, Статус з’єднання | З’єднатись,  Надіслати,  Прийняти,  Зашифрувати | | Контролер безпеки | Охоронець для виявлення загроз, захист користувача та втручання в критичних ситуаціях | Взаємодіє з AI-ядром | Композиція | Рівень\_загрози, Поточна оцінка загрози (низький / середній / високий / критичний),  Режим охорони,  Геолокація | Сповістити,  Зафіксувати,  Активувати захист | | Живлення | Енергозабезпечення | Забезпечує живлення всіх модулів | Композиція | Рівень заряду, Джерело енергії, Режим живлення | Зарядити,  Переключити режим, Вимкнути модуль | | Календар і завдання | Нагадування, тайм-менеджмент, прогноз | Пов'язаний зі ШІ, модулем настрою,модулем візуалізації | Агрегація | Назва події,  Дата, Час, Місце, , Приоритет | Створити подію,  Видалити подію,  Перенести подію, Синхронізувати,  Нагадати,  Адаптувати план | | Повідомлення / месенджери | Push-повідомлення, | Взаємодіє з контактною книгою та календарем, пов'язаний зі ШІ, модулем настрою, модулем візуалізації | Асоціація | Тип повідомлення (текст / голос / медіа),  Відправник, Час, Емоційне забарвлення,  Пріоритет,  Статус | Отримати,  Створити,  Відправити |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один годинник має по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «розумного годинника» в текстовій формі.   1. Активація та ранковий медичний моніторинг:  * аналізує якість сну, тривалість відпочинку, частоту серцевих скорочень, дихання, тривожні маркери; * зчитує мікросигнали з нейроінтерфейсу, порівнює з попередніми шаблонами; * пропонує оптимальний ритм дня, враховуючи заплановані зустрічі, емоційний баланс і розумове навантаження.  1. Адаптація в реальному часі протягом дня:  * відстежує стрес і втому через пульс, міміку, мову, темп ходьби; * автоматично змінює інтерфейс на спрощений, зменшує кількість вхідних повідомлень; * фіксує, коли виникає напруження або зниження концентрації, і пропонує (дихальну вправу, мікроперерву, аудіостимуляці.  1. Здійснення комунікації відподно до контексту:  * показує важливе повідомлення та фільтрує несуттєві; * пропонує шаблон відповіді, враховуючи стиль мови, емоційний фон контакту; * визначає, чи варто відповідати відразу, чи відкласти.  1. Реалізація безпеки і оцінка середовища:  * оцінює геолокацію, шум, атмосферний тиск, щільність натовпу; * активує пасивний захист або аварійний зв'язок у небезпечному середовищі; * ініціює маршрут до безпечної зони, екстрене сповіщення, телемедичну допомогу.  1. Інтеграція досвіду після трудового дня:  * підсумовує день: ментальне навантаження, зміни настрою, продуктивність; * пропонує висновки і, за згодою, оновлює поведінкові шаблони; * наслідує вечірній режим, фільтрує інформаційний потік, активує відновлення.  1. Фонове спостереження за користувачем в процесі сна:  * вимірює глибину і фазу сну; * модулює сенсорне середовище (світло, звук); * при критичних станах активує медичний протокол або зв’язується з контактом довіри.   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумний годинник», відповідно до таблиці 6.3. Кожний компонент «розумного годинника» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.3. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.3. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який містить загальні для всіх smart-пристроїв у системі розумного годинника властивості та операції. Клас «розумний годинник» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів годинників з однаковою поведінкою. Клас «розумний годинник» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумний годинник», наприклад, «**Віртуальний самоадаптивний зовнішній шар свідомості**», який здатен до самонавчання, самозахисту та етичного коригування поведінки користувача, може розпізнавати і передбачати внутрішні конфлікти користувача і трансформувати інтерфейс, ритм повідомлення, темп взаємодії, щоб уникнути кризових станів. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі розумного годинника (**не менше 8 виняткових ситуацій**):  * ШІ прогнозує агресію користувача, проте людина залишається спокійною й логічною; * користувач щиро усміхається, але міміка не збігається з біосигналами: годинник фіксує тривогу, панічну атаку тощо; * ШІ виявляє конфлікт між очікуваною та фактичною емоційною поведінкою користувача, наприклад, очікувана поведінка – скорбота, фактична – радість; * годинник автоматично фільтрує повідомлення, які мають нестандартну форму, але фактично утворюють критично важливу інформацію; * користувач ігнорує рекомендації годинника залишити небезпечну зону або припинити фізичне навантаження, при очевидних ризиках для здоров'я; * модуль нейроінтерфейсу сприяє передачі сигналів із затримкою, через те, що ШІ приймає рішення на основі старих програм користувачів; * годинник починає надсилати фальшиві тривожні сигнали системи безпеки або контактам довіри через збій у сенсорах ЧСС та температури; * ШІ-ядро проводить цикл самонавчання без зовнішнього контролю, і намагається перебудовувати шаблони взаємодії без врахування зміни емоційного стану користувача; * проекційний модуль деформує яскраве зображення — показує розмітку або перевернуту голограму в HUD-інтерфейсі.   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного холодильника, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * зміна частоти серцевих скорочень (ЧСС), підвищення/зниження температури тіла, виявлення зміни частоти дихання. Дії годинника – активація медичного моніторингу; * отримано повідомлення з агресивним або травматичним змістом. Дії годинника – заспокійливе повідомлення або запит на оцінку важливості отриманого повідомлення; * втрата зв'язку з мережею / ізольованість у зоні без покриття. Дії годинника – активація автономного режиму безпеки, запуск резервного енергозбереження; * зміна настрою користувача (стрес, злість, втома). Дії годинника – активування режиму «антистрес» або режим ізоляції з відключенням повідомлень тощо; * підозрілий рух або навколишній шум (небезпечне середовище). Дії годинника – активація режиму прихованого моніторингу, надсилання попередження контакту безпеки. |
| **4** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумного дзеркала»**. «**Розумне дзеркало» майбутнього** — це інтелектуальний пристрій, який взаємодіє з людиною, аналізує її стан, настрій, здоров'я, цілі, допомагає з вибором стилю одягу, навчанням, психоемоційною підтримкою, і персоналізовано комунікує. Смарт-дзеркало майбутнього виконуватиме роль персонального асистента, лікаря, стиліста, психолога, наставника, охоронця, співрозмовника, когнітивного партнера, аналітика рішень, емоційного стабілізатора, контролера безпеки.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумного» дзеркала. Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.4 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.4. Основні сутності предметної області розумного дзеркала   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Розумне дзеркало | Центральна система, що керує всіма модулями | Містить усі внутрішні модулі та пов’язана з користувачем | Композиція | Id, Модель, Версія, Розташування,  Дата активації | Аналізувати користувача, Відображати інформацію, Взаємодіяти,  Оновити модулі | | Користувач | Людина, яка взаємодіє з дзеркалом | Має зв’язки з емоційним станом, здоров’ям, стилем, профілем | Асоціація | Id, Ім’я, Вік, Стать, Профіль здоров’я, Емоційний профіль, Смаки, Цілі, Розклад | Оновити профіль,  Отримати рекомендації,  Взаємодіяти з дзеркалом | | Віртуальна персона | Індивідуалізований цифровий співрозмовник | Пов’язаний з користувачем, інтерфейсом діалогу та емоційним аналізатором | Асоціація | Ім’я,  Тип особистості, Стиль спілкування, Рівень емпатії | Персоналізувати відповіді, Мотивувати користувача, Будувати довіру | | Фотоапарат або камера | Зйомка користувача та об’єктів | Частина дзеркала | Композиція | Роздільна Здатність, Режим Зйомки | Зробити фото,  Передати фото,  Визначити обличчя | | Модуль відеозв’язку | Здійснення аудіо- та відеодзвінків | Частина дзеркала | Композиція | Якість відео,  Канал передачі | Розпочати дзвінок, Прийняти дзвінок, Завершити дзвінок | | Wi-Fi / Bluetooth модуль | Комунікація з іншими пристроями | Додатковий зв'язаний компонент | Агрегація | Тип мережі, Протокол,  Швидкість | Підключитися до мережі, Передати/отримати дані | | Аналізатор емоцій | Визначає настрій користувача | Частина дзеркала, пов’язаний із співрозмовником і віртуальним помічником | Композиція | Настрій,  Вираз обличчя,  Тон голосу | Розпізнати емоції,  Порадити заспокоєння | | Детектор стану людини | Визначає фізіологічні й емоційні параметри | Інтегрований, працює з користувачем | Композиція | Температура,  Пульс,  Тиск,  Емоційний стан | Зчитати параметри, Визначити емоції,  Вивести попередження | | Монітор здоров’я | Аналіз фізіологічного стану | Агреґований модуль, працює з сенсорами | Агрегація | Пульс,  Температура шкіри, Рівень стресу,  Якість сну | Аналізувати показники, Вивести рекомендації, Виявити ризик | | Аналізатор тіла | Оцінює індекс маси тіла (ІМТ), склад тіла | Працює з відображенням людини, інтегрований | Композиція | Зріст, Вага,  Індекс маси тіла (ІМТ),  Відсоток жиру та м’язів | Виміряти ІМТ,  Побудувати графік, Порівняти зміни | | Радник стилю одягу | Рекомендації щодо зовнішнього вигляду | Взаємодіє з гардеробом, користувачем, погодним сервісом | Асоціація | База одягу,  Улюблені стилі одягу,  Актуальні тренди,  Погода | Згенерувати образ,  Показати тренди,  Поради по стилю | | Радник зачіски/зовнішності | Допомагає змоделювати образ | Працює з фото та відео | Композиція | База зачісок, Кольорів,  Стилів зовнішності | Застосувати стиль, Переглянути варіанти, Зберегти образ | | Модуль штучного інтелекту | Інтегрована система прийняття рішень | Працює з іншими модулями | Агрегація | Програмне забезпечення  Тип моделі нейронної мережі,  Рівень навчання моделі,  Джерело знань (Internet, БЗ)  Стан ПЗ  Час реакції на відовіді,  Мова взаємодії,  Режим (діалог, аналітика, рекомендації) | Генерація відповідей мовним синтезатором,  Адаптація рекомендацій до настрою та контексту. | | Голосовий помічник | Інтерфейс взаємодії голосом | Працює з іншими модулями | Агрегація | Мова,  Тип голосу,  Рівень розпізнавання | Відповісти на питання, Озвучити результат, Розпізнати команду | | Розкладник | Персональний асистент для організації активностей користувача та нагадування про заплановані події | Пов’язаний із календарем користувача та зовнішніми сервісами | Асоціація | Події,  Нагадування,  Цілі,  Важливідати | Додати подію, Синхронізувати календар, Показати розклад | | Навчальний  модуль | Когнітивний партнер для постійного навчання та саморозвитку | Пов’язаний з профілем користувача та його цілями | Асоціація | Навчальні цілі, Поточнийрівень, Рекомендовані теми, Прогрес | Рекомендувати контент, Відслідковувати прогрес, Перевірити знання | | Сенсор довкілля | Збір інформації про навколишнє середовище для формування порад щодо здоров’я, настрою, зовнішнього вигляду та активностей | Частина дзеркала, дані передаються в інші модулі | Композиція | Температура, Вологість, Освітлення,  Якість повітря | Аналізувати довкілля, Надати поради щодо здоров’я, настрою, зовнішнього вигляду та активностей |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **одне дзеркало має по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «розумного дзеркала».   1. Ідентифікація та запуск сесії (задіяні фотоапарат, модуль ШІ для розпізнавання обличчя, Wi-Fi для роботи з БД) 2. Оцінка фізичного та емоційного стану (задіяні Детектор стану людини, Аналізатор емоцій, Wi-Fi для передачі даних ШІ, модуль ШІ для класифікації стану) 3. Інформація про порядок денний (задіяні Розкладник, Wi-Fi, модуль ШІ, Голосовий помічник) 4. Поради щодо зовнішності (задіяні Радник стилю одягу, Радник зачіски/зовнішності, Сенсор довкілля, модуль ШІ, Голосовий помічник) 5. Відеозв'язок (задіяні Модуль відеозв’язку, Wi-Fi для передачі даних ШІ, модуль ШІ) 6. Освітній сегмент (задіяні модуль ШІ, Голосовий помічник) 7. Емоційне відновлення (автоматична ініціалізація) (задіяні Аналізатор емоцій, модуль ШІ, Голосовий помічник) 8. Завершення сесії (задіяні Wi-Fi для передачі даних ШІ, модуль ШІ, Голосовий помічник )   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумне дзеркало», відповідно до таблиці 6.4. Кожний компонент «розумного дзеркала» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.4. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.4. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який містить загальні для всіх smart-пристроїв у системі розумного дзеркала властивості та операції. Клас «розумне дзеркало» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів дзеркал з однаковою поведінкою. Клас «розумне дзеркало» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумне дзеркало», наприклад, «**Віртуальне нейроадаптивне дзеркало**», яке взаємодіє з користувачем через нейроінтерфейс, зчитує сигнали мозкової активності, емоційний стан, когнітивні наміри та адаптує інформаційне і візуальне середовище в режимі реального часу. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі розумного дзеркала (**не менше 8 виняткових ситуацій**):  * втрата зображення користувача через несправність фотоапарата або камери; * невизначений емоційний стан через перешкоди для аналізу міміки або суперечливі сигнали; * немає підключення до мережі Wi-Fi через проблеми з мережею або маршрутизатором; * конфлікт когнітивного/емоційного стану через нестабільні нейросигнали; * помилка розкладу через пошкодження модуля з календарем; * збої в роботі модуля ШІ через перевантаження його запитами; * несинхронізований профіль користувача через йогог пощкодження; * збій модуля навчання через логічні або технічні помилки, як-от: перенавчання, втрата пам’яті, ресурсне обмеження тощо. * не працює голосовий помічник через відсутність активацій, зовнішній шум, збій або відсутність драйвера для аудіообладнання тощо.   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного холодильника, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * ідентифікація користувача. Дії дзеркала – активація алгоритмів розпізнавання облич; * визначення емоційного стану користувача. Дії дзеркала – розпізнавання емоцій: радість, сум, скорбота тощо; * втрата зображення користувача. Дії дзеркала – виведення повідомлення про помилку, активація альтернативних методів автентифікації; * невизначений запит до ШІ. Дії дзеркала – запит на уточнення або пропозиція альтернативних варіантів запитів, пошук схожих запитів в історії взаємодії; * неадекватна взаємодія з голосовим помічником. Дії дзеркала – реєстрація помилки з фіксацією в журналі помилок розпізнавання мовлення, активація альтернативного інтерфейсу тощо. |
| **5** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумних окулярів»**. «**Розумні окуляри» майбутнього** — це інтелектуальний пристрій, який взаємодіє з людиною, аналізує її стан, настрій, здоров'я, цілі, допомагає з вибором стилю одягу, навчанням, психоемоційною підтримкою, і персоналізовано комунікує. Смарт-окуляри майбутнього виконуватиме роль не просто гаджета, а слугуватимуть розширенням людських сенсорних, когнітивних та комунікативних можливостей, формуючи нову форму взаємодії з інформаційним і фізичним середовищем, зокрема мозково-комп’ютерний інтерфейс, цифровий провідник у навколишньому середовищі, особистий охоронець та аналітик безпеки, інтерпретатор реальності, голографічний комунікатор, контекстно-залежний радник, інструмент навчання  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумних» окулярів. Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.5 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.5. Основні сутності предметної області розумних окулярів   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Розумні окуляри | Головний пристрій | Об'єднує всі інші модулі | Композиція | Id,  Модель,  Виробник, Енергоспоживання | Вмикнути,  Вимкнути,  Синхронізувати,  Оновити | | Когніто-інтерфейс | Зчитування нейросигналів | Вбудований модуль | Композиція | Тип сигналу,  Рівень інтенсивності | Зчитати сигнал, Калібрувати,  Передати команду | | Лінза-навігатор (AR) | Візуалізація даних у полі зору | Вбудована в оправу | Композиція | Прозорість, Роздільна здатність, Фокус | Відобразити,  Оновити картинку | | Лазер для проєкції на сітківку | Безпосередня проєкція зображення на сітківку | Пов’язаний із лінзою AR | Композиція | Довжина хвилі, Яскравість,  Фокус | Активувати лазер,  Вимкнути лазер | | Голографічний проєктор | Виведення 3D-об'єктів | Працює з AR-лінзою | Композиція | Тип об'єкта, Дальність виводу | Проєктувати,  Припинити проєкцію | | Відеокамера | Захоплення візуального потоку | Інтегрована в оправу | Композиція | Роздільна здатність,  FPS (кількість кадрів за секунду відеокамери),  Нічне бачення | Зняти,  Передати в потік,  Зберегти | | Мікрофон | Захоплення звуку | Взаємодіє з ІІ-модулем | Композиція | Чутливість,  Рівень шумозаглушення | Записати звук,  Передати звук | | Динаміки | Виведення звукової інформації | Частина інтерфейсу для слабозорих | Композиція | Гучність,  Формат виводу | Озвучити текст,  Передати інформацію | | Віртуальний дисплей | Альтернатива фізичному дисплею для зору | Працює з лазером або AR-лінзою | Композиція | Роздільна здатність,  Режим відображення | Відобразити UI,  Налаштувати інтерфейс | | Мікрокомп’ютер | Виконання обчислень, інсталяція ПЗ | Центральний обчислювальний блок | Композиція | CPU, RAM, Обсяг сховища,  OS | Запустити додаток,  Оновити,  Встановити ПЗ | | Компас | Орієнтація в просторі | Пов’язаний із сенсорами навігації | Композиція | Напрямок,  Кут відхилення | Визначити напрям,  Скинути орієнтацію | | Акселерометр | Визначення руху й положення | Взаємодіє з компасом і камерою | Композиція | Прискорення,  Нахил,  Координати | Виміряти рух,  Передати дані,  Аналізувати рух | | Транслятор реальності | Переклад мов у реальному часі | Співпрацює з мікрофоном і вірт. дисплеєм | Асоціація | Мова вхідна,  Мова вихідна, Точність | Перекласти,  Показати субтитри | | Модуль розпізнавання загроз | Виявлення небезпеки | Пов'язаний із відеокамерою, взаємодіє з зовнішнім середовищем | Агрегація | Тип загрози,  Рівень ризику, Точність розпізнавання | Аналізувати оточення,  Сповістити про загрозу | | Біосенсор зору | Контроль здоров’я очей | Зчитує дані безпосередньо з користувача | Агрегація | Вологість очей, Навантаження,  Втома | Попередити про напруження,  Відправити звіт | | Нейро-асистент | Інтелектуальний помічник | Взаємодіє з усіма пристроями через мікрокомп’ютер | Асоціація | Ім’я,  Рівень внтелекту,  Журнал рекомендацій | Дати пораду,  Вивчити звички,  Передбачити дію |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **одні окуляри мають по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** Сутності **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «розумних окулярів».   1. Активація пристрою та ідентифікація користувча (задіяні акселерометр, біосенсор зору, когніто-інтерфейс для зв’язу із мозком, мікрокомп’ютер) 2. Орієнтація у просторі (задіяні лінза-навігатор (AR), лазер для проєкції на сітківку, голосовий інтерфейс). 3. Аналіз довкілля (задіяні відеокамера, транслятор реальності, модуль розпізнавання загроз) 4. інтелектуальна підтримка (задіяні нейро-асистент, когніто-інтерфейс, віртуальний дисплей) 5. Презентація та взаємодія (задіяні голографічний проєктор, динаміки для звукового супроводу, мікрофон та нейро-асистент) 6. Фізіологічний моніторинг (задіяні біосенсор зору виявляє втому, нейро-асистент ініціює 3-хвилинну вправу на фокусування) 7. Завершення (смарт-окуляри автоматично синхронізують дані на хмарний сервер, когніто-інтерфейс фіксує режим сну, мікрокомп’ютер ініціює фонове оновлення програмного забезпечення.)   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумні окуляри», відповідно до таблиці 6.5. Кожний компонент «розумних окулярів» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.5. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.5. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який містить загальні для всіх smart-пристроїв у системі розумних окулярів властивості та операції. Клас «розумні окуляри» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів окулярів з однаковою поведінкою. Клас «розумні окуляри» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумних окулярів», наприклад, «**Нейрозір**», який взаємодіє з користувачем через нейроінтерфейс, призначений для нейро-когнітивної доповненої реальності, яка не лише відображає віртуальні елементи, а й прогнозує мисленнєві наміри користувача, моделює й візуалізує варіанти майбутніх дій користувача на основі поточного контексту та емоційного стану. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі «розумних окулярів» (**не менше 8 виняткових ситуацій**):  * неможливо точно зчитати когнітивний намір користувача. Обробка винятку: користувач отримує запит на підтвердження дій голосом; * надмірний емоційний стрес викликає спотворення AR-середовища. Обробка винятку: активується режим стабілізації з нейтральним середовищем; * неможливо згенерувати однозначну симуляцію майбутніх сценаріїв. Обробка винятку: користувачеві надається декілька альтернативних моделей; * збій голографічного або AR-інтерфейсу. Обробка винятку: користувач переключається у мінімалістичний інтерфейс; * модуль розпізнавання загроз не відповідає. Обробка винятку: активується резервна система моніторингу на базі відеокамери та компаса; * втрата стабільного нейрозв’язку з користувачем. Обробка винятку: сигнал користувачу про потребу перерви; * біосенсор зору не повертає коректні дані. Обробка винятку: пропонується змінити положення окулярів * помилка навігаційного проєктора або компаса. Обробка винятку: увімкнення режиму ручного орієнтування; * виник цикл зворотного когнітивного підсилення. Обробка винятку: відновлення з базового стану   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного холодильника, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * активація нейро-дублювання особистості. Дії розумних окулярів – створення віртуального аватара користувача, який самостійно відповідає на повідомлення; * проникнення у віртуальну симуляцію альтернативної реальності. Дії розумних окулярів –активація режимів AR/VR-фільтрації та ініцація віртуального провідника для навігації; * втрата свідомості або досягнення критичних біоіндикаторах користувача. Дії розумних окулярів – активується GPS-маячок, надсилається SOS-сигнал, вмикається голосовий інтерфейс для виклику допомоги; * колективне підключення до свідомості інших користувачів. Дії розумних окулярів – відкривають безпечний канал обміну даними, фільтрують інформацію за рівнем довіри та інтегрують досвід інших користувачів у власні когнітивні моделі; * неадекватна взаємодія з голосовим помічником. Дії розумних окулярів – реєстрація помилки з фіксацією в журналі помилок розпізнавання мовлення. |
| **6** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумного телевізору»**. Опис сучасного Смарт ТВ за посиланням <https://surl.li/gyfown>. «**Розумний телевізор» майбутнього** — це інтелектуальний пристрій, який взаємодіє з людиною, переходить на рівень адаптивних та прогностичних цифрових агентів, який реагує на події в реальному часі та попереджає користувача про потенційні загрози чи наслідки, використовуючи алгоритми ситуаційної обізнаності та прогностичної аналітики. «**Розумний телевізор» майбутнього –** це інтелектуальний медіацентр-когнітивний симулятор — персоналізована інформаційно-аналітична система для взаємодії з користувачем, що виконує адаптивні, прогностичні, навчальні, комунікативні та розважальні функції з елементами безпеки.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумних» окулярів. Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.6 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.6. Основні сутності предметної області розумного телевізору   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Розумний телевізор | Головний пристрій | Об'єднує всі інші модулі | Композиція | Id,  Модель,  Виробник, Енергоспоживання | Вмикнути,  Вимкнути,  Оновити | | Пристрій відображення | Вивід візуальної інформації | Входить до складу телевізора | Композиція | Тип (OLED/Голографія), Розмір,  Роздільна здатність | Відображати, Масштабувати, Переключити режим | | Шасі | Електронна основа системи | Містить електронні компоненти | Композиція | Матеріал,  Розміри, Енергоспоживання | Керувати сигналами, Підтримувати | | Корпус | Фізична оболонка пристрою | Містить усі внутрішні блоки | Композиція | Колір,  Матеріал,  Кнопки, Роз’єми | Захистити,  Вентилювати | | Аудіосистема | Вивід звуку | Агрегується з акустичними пристроями | Агрегація | Потужність, Кількість каналів, Режим | Вивести звук,  Змінитиг учність | | Процесор | Обробка інформації | Пов’язаний з усіма модулями телевізора | Композиція | Частота,  Кількість ядер, Енергоспоживання | Обробити дані,  Виконати завдання | | Пам’ять | Зберігання даних | Входить до системної архітектури | Композиція | ROM,  RAM,  Кеш | Зберегти,  Зчитати | | Мережеві інтерфейси | Зв’язок із мережею | Асоціюється з Wi-Fi, Bluetooth | Асоціація | Тип (Wi-Fi/Bluetooth), Швидкість | Підключитися, Передатидані | | Тренувальний симулятор | Симуляція дій для тренування | Використовується з голографічним дисплеєм | Агрегація | Тип тренування, Модель об'єкта | Симулювати,  Аналізувати результат | | Віртуальна лабораторія | Візуалізація та дослідження 3D-моделей | Працює з аналітичними модулями | Агрегація | Тип Об'єкта, Модель, Сценарій Впливу | Побудувати3D,  Моелювати зміну | | Біометричний сканер | Ідентифікація користувача | Взаємодіє з системою безпеки | Асоціація | Тип сканування, Точність | Сканувати обличчя, Авторизувати | | Прогностичний модуль (SmartPredictor) | Прогноз подій на основі аналізу контенту, даних, ситуації | Асоціюється з відеоаналізатором сенсорами, зовнішніми джерелами даних | Асоціація | Тип алгоритму, Рівень довіри, Джерела даних | Аналізувати контент, Виявити загрозу, Попередити користувача, Побудувати прогноз, Сценарій моделювання | | Симулятор бойових сценаріїв | Імітація бойових умов та тренувань | Співпрацює з AR/VR, голографічним проектором | Агрегація | Тип сценарію,  Рівень складності, Реалістичність | Запустити сценарій, Змінити оточення | | AR-тренажер водія/пілота/оператора | Віртуальне керування транспортом | Взаємодіє з інтерфейсом реальності та сенсорами руху | Композиція | Тип тренажера, Режим моделювання | Активувати режим,  Оцінити реакцію | | Модуль моделювання 3D-об'єктів | Побудова та редагування моделей | Взаємодіє з мікрокомп’ютером і віртуальним дисплеєм | Агрегація | Формат моделі, Рівень деталізації | Створити модель, Редагувати модель, Зберегти модель |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один телевізор має по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** Сутності **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «розумного телевізору».   1. Завантаження системи. Задіяні пристрої: Шасі, Корпус, Процесор, Пам’ять, Мережеві інтерфейси, Біометричний сканер. 2. Режим «Інформаційна панель дня». Задіяні пристрої: Пристрій відображення Аудіосистема Прогностичний модуль Пам’ять Мережеві інтерфейси. 3. Тренажерний режим. Задіяні пристрої: AR-тренажер водія/пілота/оператора, Тренувальний симулятор, Пристрій відображення (3D-графіка, AR-інтерфейс), Процесор, Аудіосистема, Пам’ять, Мережеві інтерфейси. 4. Бойовий сценарій. Задіяні пристрої: Симулятор бойових сценаріїв, Модуль моделювання 3D-об'єктів, Візуалізатор внутрішньої структури, Процесор, Пам’ять. 5. Віртуальна лабораторія. Задіяні пристрої: Віртуальна лабораторія, Модуль моделювання 3D-об'єктів, Візуалізатор внутрішньої структури, Пристрій відображення, Аудіосистема, Пам’ять. 6. Прогностичний режим. Задіяні пристрої: Прогностичний модуль, Процесор, Пам’ять, Пристрій відображення, Аудіосистема, Мережеві інтерфейси. 7. Завершення сесії. Задіяні пристрої: Біометричний сканер, Прогностичний модуль, Процесор, Аудіосистема, Пристрій відображення, Мережеві інтерфейси.   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумний телевізор», відповідно до таблиці 6.6. Кожний компонент «розумного телевізору» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.6. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.6. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який містить загальні для всіх smart-пристроїв у системі розумних окулярів властивості та операції. Клас «розумний телевізор» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів окулярів з однаковою поведінкою. Клас «розумний телевізор» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумний телевізор», наприклад, «**Нейроадаптивний бойовий телевізор**», який взаємодіє з користувачем через нейроінтерфейс, призначений для прогнозування бойових подій, керування роботизованими військами, симуляції майбутніх сценаріїв та ментального тренування особового складу в умовах доповненої/віртуальної реальності. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі «розумного телевізору» (**не менше 8 виняткових ситуацій**):  * збій в прогностичному модулі. Обробка винятку: скасовуються останні передбачення, перемикається на резервну модель поведінки; * перегрів процесора при 3D-візуалізації. Обробка винятку: знижується частота процесора, призупиняються фонові задачі, увімкнення активного охолодження; * не працює візуалізатор структури. Обробка винятку: перевантажується модуль, очищається кеш сцен, використовується базова бібліотека об'єктів; * збій аудіосистеми. Обробка винятку: виправляють фазовий зсув, тимчасово вимикають AR-звук або синхронізують його із фізичним звуком; * втрата доступу до мережі. Обробка винятку: скидають VPN-тунель, використовують альтернативний інтерфейс (супутниковий/лазерний); * помилка в тренувальному симуляторі. Обробка винятку: аналізують причину збою, перезавантажують ядро симулятора з попередніми параметрами; * невідповідність біометричних даних користувача. Обробка винятку: повторна ідентифікація, вмикає режим гостьового доступу; * помилка AR-тренажера. Обробка винятку: корекціяє просторової прив’язки, переініціалізує навколишнє середовище; * віртуальна лабораторія перестає відповідати. Обробка винятку: скасована остання сесія, очищає пам’ять, перезапускає збережений проєкт у безпечному режимі.   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного телевізора, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * підключення до Wi-Fi або мережі. Дії розумного телевізора – ініціалізує з'єднання з Інтернетом, підключає телевізор до потокових сервісів; * використання голосових команд. Дії розумного телевізора – аналізує команду користувача виконує необхідну дію інформує користувача; * активація екологічного режиму. Дії розумного телевізора – знижує яскравість екрану, вимикає функції, що споживають багато енергії; * зупинка або пауза контенту. Дії розумного телевізора – зупиняє відтворення відео або аудіо виводить на екран кнопку або повідомлення для поновлення відтворення; * неадекватна взаємодія з голосовим помічником. Дії розумного телевізора – реєстрація помилки з фіксацією в журналі помилок розпізнавання мовлення. |
| **7** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«інтелектуального адаптивного підручника»**. «**Інтелектуальний адаптивний підручник»**— це інтелектуальний пристрій, який взаємодіє з людиною, переходить на рівень адаптивних та прогностичних цифрових агентів, який реагує на події в реальному часі та попереджає користувача про потенційні загрози чи наслідки, використовуючи алгоритми ситуаційної обізнаності та прогностичної аналітики. «**Інтелектуальний адаптивний підручник» майбутнього –** це особистий інтелектуальний простір, де навчання – це захоплююча пригода, а не рутина, це особистий цифровий наставник, з яким студент взаємодіє і розвивається разом із ним.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумних» окулярів. Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.7 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.7. Основні сутності предметної області інтелектуального адаптивного підручника   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Підручник | Базовий навчальний цифровий ресурс | Зв'язаний з усіма модулями, пристроями, користувачами | Композиція | ID, Назва, Тематика, Версія, Автор, Технології | Активувати,  Оновити,  Синхронізувати | | Користувач (Студент) | Основний суб’єкт навчання | Має зв’язок з модулями, гейміфікацією, рекомендаціями, нейроінтерфейсом | Один до багатьох | ID, Ім’я,  Рівень знань,  Стиль навчання, Інтереси,  Біодані,  Прогрес | Пройти курси,  Надати зворотний зв’язок, Аналізувати активність | | Розумні окуляри | AR-пристрій користувача | Взаємодіє з користувачем і CoreAI | Асоціація | AR-проекція, камера, мікрофон, Wi-Fi, Bluetooth, нейроінтерфейс | Виведення AR,  Зчитування уваги, емоцій, Голосове введення | | Віртуальний шолом | VR-пристрій | Інтегрується з CoreAI і тактильними пристроями | Асоціація | Роздільна здатність, кут огляду, сенсори, навушники | Імерсивне (VR, AR) навчання,  Моделювання | | Тактильні рукавички | Взаємодія у VR | Працює спільно з VR-шолом | Асоціація | Датчики, вібромотори, форма | Сенсорна взаємодія з віртуальними об’єктами | | Нейроінтерфейс | Зчитування мозкової активності | Дані для CoreAI і окулярів | Асоціація | Сенсори ЕЕГ, калібрування | Аналіз концентрації, Контроль думками | | Біометричні сенсори | Аналіз фізіології користувача | Інтегровані в окуляри/дисплей, дають дані CoreAI | Агрегація | Пульс, температура, погляд, емоції | Виявлення втоми, Визначення рівня залучення | | Комунікаційний модуль | Передача даних | Вбудований у систему, зв’язок з іншими пристроями | Агрегація | Wi-Fi, Bluetooth, 6G, супутник | Синхронізація,  Доступ до хмари,  Мережевий обмін  Перехід у режим паузи | | Проектор у повітря (AirProj) | Проєкція голограм | Альтернативний дисплей, підключений до CoreAI | Асоціація | Лазер, ультразвук, голографічна лінза | Голографічна візуалізація контенту | | Енергомодуль | Живлення пристрою | Частина ядра-пристрою | Композиція | Сонячна панель, індукція, тепло, акумулятор | Подача енергії, автономність | | Модуль трансляції (SmartCast) | Передача зображення на інші екрани | Пов’язаний із зовнішніми пристроями | Асоціація | HDMI, Wi-Fi Direct, AR-Link | Виведення зображення на телевізор, проектор тощо | | AR/VR-пристрій | Пристрій взаємодії з доповненою/віртуальною реальністю | Пов'язаний із модулем, лабораторіями, підручником | Асоціація | ID, Тип, Модель, Сумісність | Сканування,  Запуск віртуальних сцен,  Взаємодія з об’єктами | | Голографічний наставник | Персоналізований віртуальний викладач | Пов'язаний із користувачем і контентом | Асоціація | ID, Ім’я, Манера пояснення, Голос, Мова | Віртуальне пояснення, Емоційна адаптація, Запитання та відповіді | | Гнучкий голографічний дисплей | Носій для виведення контенту | Пов’язаний із підручником | Асоціація | ID, Тип, Розмір, Режими | Відображення 3D моделей, Перемикання сцен, Портативна проєкція | | Біометричний моніторинг | Відстеження фізіологічного стану учня | Пов’язаний із користувачем і контентом | Асоціація | ID, Тип (пульс, зір, стрес), Інтерпретація | Сканування,  Оповіщення про втому, Рекомендації з перерв | | Сервіс взаємодії з викладачем | Зв’язок учня з реальним викладачем | Пов’язаний із користувачем і контентом | Асоціація | ID, Канал зв’язку, Тип взаємодії | Відправка питань, Отримання пояснень, Спільне обговорення | | Модуль контенту | Окремий навчальний блок | Пов'язаний із завданнями, оглядами, AR/VR-сценами | Агрегація | ID, Назва, Тип, Складність, Тривалість, Передумови | Адаптація,  Перемикання формату, Генерація підказок | | Адаптивний механізм | Інтелектуальна система персоналізації | Пов’язаний із користувачем, модулем, контролем прогресу | Композиція | ID, Назва, Алгоритм, Вхідні дані, Ваги параметрів | Генерація маршрутів,  Підбір пояснень,  Аналіз відповідей | | Система рекомендацій | Пропозиція персоналізованого контенту | Спирається на адаптивний механізм і дані користувача | Композиція | ID, Тип, Джерела, Параметри | Визначення слабких місць, Підбір тем,  Пропозиції контенту | | Контрольне завдання | Перевірка знань | Пов'язане з модулями, користувачами | Агрегація з модулем | ID, Тип, Складність, Оцінка, Відповіді, Пояснення | Створення,  Оцінювання,  Адаптація | | Лабораторне завдання (VR) | Інтерактивне застосування знань | Зв'язок із модулями, AR/VR-пристроями | Агрегація | ID, Назва, Мета, Опис, Необхідні ресурси | Запуск симуляції,  Перевірка результатів, Спільне виконання |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один підручник** має **по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** Сутності **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «інтелектуального адаптивного підручника».   * + - 1. Активація та ідентифікація користувача**.** Задіяні сутності:Біометричні сенсори, Нейроінтерфейс, Комунікаційний модуль, Енергомодуль.       2. Ініціалізація навчальної сесії. Задіяні сутності: Система рекомендацій, Адаптивний механізм, Модуль контенту, Біометричний моніторинг.       3. Виведення контенту. Задіяні сутності: Гнучкий голографічний дисплей, Проектор у повітря (AirProj), AR/VR-пристрій, Голографічний наставник, Модуль контенту, Енергомодуль.       4. Взаємодія з матеріалом. Задіяні сутності: Нейроінтерфейс, Біометричний моніторинг, Голографічний наставник, Адаптивний механізм.       5. Контрольні та лабораторні завдання. Задіяні сутності: Контрольне завдання, Нейроінтерфейс, Біометричний моніторинг, Голографічний наставник, Адаптивний механізм, Лабораторне завдання (VR), AR/VR-пристрій, Система рекомендацій.       6. Передача результатів викладачу. Задіяні сутності: Сервіс взаємодії з викладачем, Комунікаційний модуль, Біометричний моніторинг.       7. Трансляція навчання на зовнішні пристрої. Задіяні сутності: Модуль трансляції (SmartCast), Комунікаційний модуль, Енергомодуль.       8. Завершення сесії та збереження прогресу. Задіяні сутності: Адаптивний механізм, Система рекомендацій, Комунікаційний модуль.   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «інтелектуальнийо адаптивний підручник», відповідно до таблиці 6.7. Кожний компонент «інтелектуального адаптивного підручника» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.7. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.7. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який мйістить загальні для всіх smart-пристроїв у системі інтелектуального адаптивного підручника властивості та операції. Клас «інтелектуального адаптивного підручника» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів окулярів з однаковою поведінкою. Клас «інтелектуальний адаптивний підручник» має реалізувати інтрефейс. * розробити клас, похідний від класу «інтелектуальний адаптивний підручник», наприклад, «**Нейроадаптивний ментальний навчальний супутник**», який повністю інтегрується з нейронною системою людини через синтетичні нейроканали. Він є персоналізованим віртуальним наставником, що постійно супроводжує власника, формує когнітивні шляхи навчання, моделює ментальні симуляції і може проєктувати знання безпосередньо в короткотривалу та довготривалу пам’ять мозку. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі «інтелектуального адаптивного підручника» (**не менше 8 виняткових ситуацій**):  * невідповідність рівня складності контенту когнітивним можливостям користувача. Обробка винятку: адаптивний механізм знижує складність пояснення, переформульовує терміни, активує голографічного наставника; * біометричні сенсори виявили перевтому або стрес. Обробка винятку: система призупиняє сесію, рекомендує перерву, активує легку гру в AR; * збій у нейроінтерфейсі або нестабільна синхронізація з мозковою активністю. Обробка винятку: тимчасово переходить на альтернативний режим взаємодії: голосове або тактильне управління, надсилає діагностичні дані до сервісного модуля; * збій аудіосистеми. Обробка винятку: виправляють фазовий зсув, тимчасово вимикають AR-звук або синхронізують його із фізичним звуком; * неможливо адаптувати тему через відсутність релевантного контенту. Обробка винятку: система рекомендацій формує запит до зовнішнього наукового сховища, аналізує альтернативні теми або пропонує викладачеві вручну втрутитись; * АR/VR-пристрій не може створити просторову симуляцію лабораторного завдання Обробка винятку: активується режим симуляції з текстово-графічною підтримкою, пропонується альтернативна візуалізація через гнучкий голографічний дисплей; * конфлікт між індивідуальним навчальним шляхом і поточним освітнім стандартом. Обробка винятку: система ініціює обговорення з викладачем через інтегрований сервіс, надає звіт з аргументами щодо адаптації траєкторії.; * виявлено небажану або застарілу інформацію в контенті. Обробка винятку: модуль контенту надсилає запит на верифікацію до навчального хмарного репозиторію, тимчасово приховує сумнівну інформацію;   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи «інтелектуального адаптивного підручника», придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * студент довго не може зрозуміти пояснення теми. Дії інтелектуального підручника – ініціює активацію голографічного наставника*;* * виявлено високий рівень емоційної залученості. Дії інтелектуального підручника – активує інтенсивний режим навчання, збільшуючи складність завдань для розвитку навички критичного мислення; * у мозковій активності студента фіксуються хвилі розчарування, напруги або втрати контролю над ситуацією. Дії інтелектуального підручника – знижує складність поточного завдання, переключає студента на гру, яка допомагає краще зрозуміти тему; * AR-пристрій зафіксував, що студент дивиться вбік від дисплея більше 20 секунд. Дії інтелектуального підручника – автоматично призупиняє подачу нового матеріалу, показує короткий візуальний огляд пройденого та запитує, чи потрібно повторити; * неадекватна взаємодія з голосовим помічником. Дії інтелектуального підручника – реєстрація помилки з фіксацією в журналі помилок розпізнавання мовлення. |
| **8** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумного нейрообруча»**. «Р**озумний нейрообруч» майбутнього** — це інтелектуальний пристрій, який може автоматично налаштуватися під потреби людини, бажання та емоційний стан, дозволити користувачам інтегрувати свої думки в реальний світ, у стресових ситуаціях коригувати когнітивні навантаження людини, дозволити користувачам змінювати свій стиль навчання чи роботи, залежно від потреби, допомагати знаходити внутрішню рівновагу, зменшити тривожність і підвищити стійкість, стати потужним інструментом саморозвитку. «Р**озумний нейрообруч»–** це інноваційний інструмент, що трансформує спосіб взаємодії з навколишнім світом, навчанням і саморозвитком, забезпечуючи новий рівень комфорту, персоналізації та емоційної підтримки.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумних» окулярів. Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.8 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.8. Основні сутності предметної області розумного нейрообруча   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Нейрообруч | Головна система, що забезпечує зчитування і передачу мозкових сигналів | Компонує всі внутрішні модулі та датчики; асоціюється з користувачем і розумними пристроями | Композиція | ID,  Серійний номер, Стан живлення, Прошивка | Увімкнути,  Вимкнути,  Ініціалізувати,  Калібрувати,  Передати команду,  Зчитати сигнал | | Датчики чола | Збір мозкових імпульсів із лобової долі | Жорстко пов’язані з Нейрообручем | Композиція | Тип,  Чутливість,  ID | Зчитати сигнал,  Передати імпульс | | Датчики вух | Збір імпульсів з бокових ділянок мозку | Жорстко пов’язані з нейрообручем | Композиція | Тип,  Чутливість,  ID | Зчитати активність, Передати | | Еталонні датчики | Контроль фонових сигналів | Жорстко інтегровані з основним обручем | Композиція | Тип,  Калібрування | Налаштувати еталон, Порівняти сигнали | | Зарядний порт | Забезпечує живлення пристрою | Частина фізичної структури нейрообруча | Композиція | Тип роз’єму,  Напруга,  Струм | Зарядити,  Діагностувати живлення | | LED-ліхтар | Візуальний індикатор стану/функцій | Безпосередньо вбудований в обруч | Композиція | Колір, Інтенсивність, Режим | Миготіти,  Сигналізувати,  Змінювати колір | | Мікропроцесор (SoC) | Центр обробки сигналів, комунікація | Керує роботою всіх модулів, обмінюється даними з іншими пристроями | Композиція | Частота,  Обсяг пам’яті, Кількість ядер | Обробити сигнал, Шифрувати,  Керувати,  Навчатися | | Модуль зв’язку з комп’ютером | Передача даних у комп’ютерні системи | Взаємодіє з ПК через Bluetooth, Wi-Fi, нейроінтерфейс | Агрегація | Тип протоколу, Швидкість передачі | Встановити з’єднання, Передати дані,  Отримати команду | | Користувач | Людина, яка носить обруч | Взаємодіє з нейрообручем через мозкову активність | Асоціація | Ім’я, Рівень Зосередженості, ID Користувача, Мозкові патерни | Сконцентруватися, Надіслати думку,  Керувати | | Розумний пристрій (SmartDevice) | Зовнішній пристрій, яким керує Нейрообруч | Асоціюється через командні інтерфейси | Асоціація | Тип пристрою, Статус,  IP | Увімкнути/Вимкнути, Змінити стан | | Система обміну думками | Канал зв’язку між двома або більше нейрообручами | Пов’язує кілька нейрообручів у єдину мережу | Асоціація | Протокол,  ID зв'язку, Криптографія | Передати думку,  Отримати думку, Синхронізувати | | Система антистресу | Механізм зниження напруги та стресу | Працює спільно з біодатчиками та мікропроцесором | Агрегація | Рівень тривожності, Дихання, ЧСС (частота серцевих скорочень) | Активувати дихальну практику,  Показати голограму, Змінити освітлення | | Підсистема керування увагою | Виявлення та підтримка концентрації | Отримує сигнали з мозку, аналізує вектор уваги | Агрегація | Інтенсивність, Тривалість Фокусування | Збільшити стимуляцію, Переналаштувати контент, Викликати звукову/графічну підказку | | Модуль ментального переносу | Тимчасове переміщення свідомості в симульоване середовище | Взаємодіє з VR-пристроєм, нейрополюсним сенсором | Композиція | Ступінь занурення, Час сесії, Віртуальний аватар | Активація переносу, Повернення,  Синхронізація | | Нейрохмарний буфер | Віддалене збереження та обробка ментальних станів | Працює з голографічною пам’яттю та комунікаційним модулем | Композиція | Обсяг даних,  Стан підключення, Історія синхронізації | Завантаження,  Збереження,  Відновлення | | Модуль нейроемпатії | Визначення співпереживання та емпатичних реакцій | Взаємодіє з голографічним наставником та інтерфейсом емоцій | Композиція | Емпатичний спектр, Резонанс,  Когнітивна віддача | Аналіз,  Відгук,  Посилення мотивації | | Інтерфейс гіперфокусу | Посилення концентрації через нейростимулюючий вплив | Співпрацює з сенсором гіперзосередженості | Композиція | Режим індукції, Рівень імпульсу, Дозволи | Ініціація фокусування, Підтримка уваги | | Нейроперекладач думок | Перетворення думок у текст або візуальні образи | Взаємодіє з просторово-мисленнєвим модулем | Композиція | Мова виводу, Точність, Контекстність | Рендеринг думки, Форматування,  Передача | | Імпульсний нейропередавач | Безконтактна передача думки іншому користувачу | Працює з комунікаційним модулем | Композиція | Користувач-одержувач,  Статус каналу, Розмір пакета | Надсилання,  Отримання,  Шифрування | | Нейроінтуїтивний модуль | Аналіз інтуїтивних рішень користувача | Співпрацює з Адаптивним механізмом | Композиція | Імовірність реакції, Рівень спонтанності, Глибина інтуїції | Передбачення рішень, Навчання, Корекція рекомендацій |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один нейрообруч** має **по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** Сутності **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «нейрообруча» в умовах війни, нестабільного доступу до інтернету, психологічного навантаження на студентів і викладачів, у стресових обставинах (повітряні тривоги, евакуація тощо).   1. Активація пристрою, ідентифікація користувача**.** Задіяні сутності:Нейрообруч, Користувач, LED-ліхтар (світлова індикація стану), Зарядний порт (перевірка заряду) 2. Початок навчального сеансу. Задіяні сутності: Нейрообруч, Датчики чола, Датчики вух, Еталонні датчики, Мікропроцесор (SoC), Користувач, Підсистема керування увагою, Інтерфейс гіперфокусу. 3. Оцінка емоційного стану студента. Задіяні сутності: Нейрообруч, Система антистресу. Модуль ментального переносу 4. Поглиблення уваги під час пояснення матеріалу. Задіяні сутності: Інтерфейс гіперфокусу, Нейроінтуїтивний модуль, Нейрообруч, Користувач. 5. Початок повітряної тривоги – стресова активація. Задіяні сутності: Система антистресу, Датчики чола, Еталонні датчики, Мікропроцесор (SoC), Нейрообруч.    * + 1. Евакуація до укриття – підтримка комунікації. Задіяні сутності: Система обміну думками, Нейроперекладач думок, Імпульсний нейропередавач, Модуль зв’язку з комп’ютером, Нейрообруч.        2. Психоемоційна стабілізація в укритті. Задіяні сутності: Підсистема керування увагою, Інтерфейс гіперфокусу, Нейроінтуїтивний модуль, Користувач.        3. Завершення тривоги – поступове повернення до навчання. Задіяні сутності: Підсистема керування увагою, Інтерфейс гіперфокусу, Нейроінтуїтивний модуль, Користувач.        4. Завершення заняття – підбиття нейроаналітик. Задіяні сутності: Нейрохмарний буфер, Розумний пристрій, Модуль зв’язку з комп’ютером, Нейрообруч.        5. Режим відновлення. Задіяні сутності: Система антистресу, Модуль ментального переносу, Нейроінтуїтивний модуль, Нейрообруч.   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «нейрообруч», відповідно до таблиці 6.9. Кожний компонент «нейрообруча» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.9. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.9. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який мйістить загальні для всіх smart-пристроїв у системі інтелектуального адаптивного підручника властивості та операції. Клас «нейрообруча» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів окулярів з однаковою поведінкою. Клас «нейрообруч» має реалізувати інтрефейс. * розробити клас, похідний від класу «інтелектуальний адаптивний підручник», наприклад, «**Нейросфера**», який є повністю безконтактним, автономним пристроєм квантово-нейронного зв’язку, що формує навколо голови користувача сферичне голографічне поле, зчитує думки на рівні намірів, а не сигналів, і дозволяє управляти цифровими або біологічними системами однією думкою. Нейрообруч розширюється до енергоінформаційної оболонки свідомості, де технології не лише читають мозок, а й стають його природним продовженням. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі «нейрообруча» (**не менше 8 виняткових ситуацій**):  * перебої в квантовому каналі або втрачена авторизація. Обробка винятку: автоматичне перемикання в автономний режим з тимчасовим збереженням даних у внутрішньому буфері; сповіщення користувача через LED-індикатор; * когнітивний конфлікт у системі обміну думками. Обробка винятку: тимчасова ізоляція сеансу з найвищим пріоритетом, запуск протоколу емоційної нейтралізації через модуль нейроемпатії; * втрата даних у модулі ментального переносу. Обробка винятку: відкат до останньої стабільної ментальної конфігурації, повторна ініціалізація, попередження про часткову втрату прогресу; * аномальні сигнали від еталонних сенсорів. Обробка винятку: активація системи антистресу, виклик екстреного протоколу зв’язку з викладачем або родичами через SmartDevice; * невідповідність між даними сенсорів вух і чола. Обробка винятку: автоматичне калібрування, вивід підказки щодо правильного надягання пристрою, перезапуск ініціалізації; * збій у нейроперекладі думок. Обробка винятку: тимчасове відключення модуля, заміна на текстовий інтерфейс, відправлення звіту розробнику; * збій у системі фокусування уваги (гіперфокус). Обробка винятку: рекомендація перерви, активація антистресової програми, зниження інтенсивності стимулювання; * конфлікт інтерфейсу з іншими пристроями. Обробка винятку: перехід на резервний канал, тимчасове блокування конфліктного пристрою, логування інциденту.   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного телевізора, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * користувач хоче поділитися думкою без слів. Дії нейрообруча – активація нейроперекладача думок, надсилання її через систему обміну думками до іншого нейрообруча, збереження сеансу в нейроінтуїтивному модулі*;* * сигнал про потенційну небезпеку (ракета/дрон). Дії нейрообруча – автоматичне формування ментального резюме знань останньої сесії. Завантаження даних у нейрохмарний буфер.LED-індикація червоного кольору для фізичного сигналу тривоги; * автоматичне резервне копіювання думок під час сну. Дії нейрообруча – активація модуля ментального переносу, завантаження ментальних концептів (абстрактних уявлень) у нейрохмарний буфер, очищення оперативного когнітивного простору користувача; * запит на підсилення креативності. Дії нейрообруча – Аактивація нейроінтуїтивного модуля, подача нейроімпульсів, які стимулюють нестандартне мислення, створення асоціативних патернів у свідомості користувача для генерації ідей; * ментальне перевантаження під час інтенсивного навчання. Дії нейрообруча – активація модуля нейроемпатії для виведення користувача з перевантаження, стабілізація стану через систему антистресу. |
| **9** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«розумного стола з вбудованим штучним інтелектом»**. Можливості сучасного розумного столу описані <https://www.smartboard.com.ua/articles/98/>. «**Розумний стіл**», програмну модель якого пропонується розробити в рамках лабораторного завдання, є інтелектуальним пристроєм, який взаємодіє з людиною як інтегрований помічник, підвищуючи ефективність роботи, комфорт і організацію часу за допомогою інтелектуальних функцій та персоналізації. «**Розумний стіл» майбутнього** – цене лише зручне робоче місце, а й інтелектуальний помічник, персоналізований асистент продуктивності, розумний організатор навчального і робочого простору, технічний коуч з організації часу, цифровий наставник, розумний партнер для досліджень.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «розумного столу». Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.9 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.9. Основні сутності предметної області розумного столу   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Розумний стіл | Базова сутність | Має зв'язки з усіма іншими пристроями та функціями. Створює інтегровану систему для комфорту користувача. | Композиція | Тип столу,  Розмір,  Матеріал,  Колір,  Дата виготовлення | Регулювати висоту, Моніторити час роботи, Керувати підключеними пристроями,  Активувати функції органайзера | | Електродвигун | Механічний компонент для регулювання висоти | Підключений до розумного стола для зміни висоти. | Агрегація | Потужність,  Швидкість регулювання, Максимальна висота | Регулювати висоту столу | | Клавіатура | Інтерфейс введення даних | Підключена до комп'ютера вбудованого в стільницю для введення текстових даних та управління столом. | Асоціація | Тип клавіатури, Підключення (проводове/бездротове) | Вводити дані,  Активувати функції столу | | Мультисенсорний дисплей | Інтерфейс виведення інформації | Виводить дані, графіку та мультимедійний контент, забезпечує взаємодію з користувачем. | Асоціація | Тип дисплею (сенсорний/мультитач), Роздільна здатність, Розмір | Вивести інформацію, Взаємодіяти з користувачем | | Штучний інтелект | Логіка та інтелектуальні функції | Контролює роботу столу, нагадує про завдання, покращує зосередженість та організує робочий процес. | Агрегація | Алгоритми, налаштування інтерфейсу,  Рівень адаптивності | Рекомендувати перерви, Налаштовувати підказки, Моніторити продуктивність | | Нагрівач для напоїв | Компонент для підігріву напоїв | Підключений до стола для підігріву напоїв (кава, чай) з можливістю автоматичного включення за запитом. | Асоціація | Тип нагрівача, Температура, Налаштування часу | Підігрівати напої | | Док-станція | Зарядка пристроїв | Бездротова док-станція для зарядки смартфонів та інших пристроїв. | Агрегація | Тип док-станції,  Типи підтримуваних пристроїв (USB, бездротове) | Заряджати пристрої | | USB-концентратор | Підключення пристроїв | Забезпечує розширення можливостей підключення до столу зовнішніх пристроїв через USB порти. | Агрегація | Кількість портів,  Типи підключення (USB 2.0, 3.0), Сумісність з пристроями | Підключати пристрої через USB | | Bluetooth динамік | Виведення звуку | Підключається до стола для відтворення звуків через Bluetooth. | Агрегація | Потужність,  Частотний діапазон,  Тип підключення | Відтворювати звук | | Розумний асистент | Нагадування та допомога | Взаємодіє з користувачем для нагадувань, покращення зосередженості та моніторингу завдань. | Асоціація | Алгоритми рекомендацій,  Голосове розпізнавання, Синтез мови | Нагадувати про завдання, Організовувати робочий процес,  Давати поради | | Таймер роботи | Моніторинг часу | Відслідковує час роботи користувача за столом, нагадує про необхідність перерви. | Асоціація | Максимальний час роботи,  Час перерви, Залишковий час | Відстежувати час, Сповіщати про необхідність перерви | | Модуль керування командами | Підтримка командної роботи | Організовує зручний простір для командної роботи, допомагаючи з інтерфейсом для спільних завдань та ігор. | Агрегація | Режими комунікації, Типи інтерактивних завдань,  Механізм взаємодії | Організовувати командні завдання,  Взаємодіяти з іншими користувачами | | Інтерактивні ігри | Розваги та відпочинок | Розумний стіл може запускати інтелектуальні ігри для відпочинку, змагань або розвитку командної роботи. | Агрегація | Типи ігор,  Механіка гри,  Інтерфейс взаємодії | Запускати інтерактивні ігри,  Організовувати змагання | | Інтерфейс для органайзера | Моніторинг завдань та організація роботи | Програмне забезпечення, яке допомагає користувачеві слідкувати за завданнями, контролювати виконання. | Асоціація | Завдання,  Пріоритети,  Статус,  Часові рамки | Нагадувати про завдання, фільтрувати за пріоритетами,  Створювати списки задач | | Проєкція емоцій | Елемент для зміни настрою | Створює емоційні інтерфейси або кольори для підтримки настрою користувача, адаптує навколишнє середовище. | Агрегація | Тип проєкції,  Колір,  Інтенсивність | Проєктувати кольори для заспокоєння, мотивації, концентрації | | Нейроінтерфейс | Контроль емоційного стану користувача | Збирає дані з мозкової активності для адаптації роботи столу та забезпечення комфортного навчання/роботи. | Агрегація | Рівень стресу,  Рівень концентрації, Фізіологічні показники | Моніторити мозкову активність, Адаптувати стол для оптимального стану користувача | | Інтелектуальна підсвітка | Підвищення концентрації користувача | Регулює інтенсивність підсвітки столу для максимізації зосередженості користувача на важливих завданнях. | Агрегація | Інтенсивність світла, Колір,  Налаштування часу | Адаптувати підсвітку в залежності від навколишнього середовища і потреб користувача | | Модуль сенсорної взаємодії | Збір інформації про параметри навколишнього середовища | Отримує дані від сенсорів, що встановлені в столі або приміщенні | Агрегація | Тип сенсора,  Значення параметра (температура, вологість, освітлення), Одиниці виміру,  Час зчитування | Зчитати значення, Передати дані в інші модулі,  Оновити показники,  Визначити зміни умов |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один стідл** має **по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** Сутності **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «розумного столу».   1. Початок сесії та виявлення присутності користувача. Задіяні сутності: Модуль сенсорної взаємодії, Штучний інтелект, Інтелектуальна підсвітка. 2. Регулювання висоти стільниці відповідно до уподобань користувача. Задіяні сутності: Електродвигун, Штучний інтелект 3. Підігрів напоїв (чай, кава), заряджання пристроїв увімкнено. Задіяні сутності: Нагрівач для напоїв, Док-станція, USB-концентратор 4. Вітання, підготовка до роботи, визначення завдань на день. Задіяні сутності: Bluetooth динамік, Розумний асистент, Інтерфейс для органайзера 5. Виконання завдань користувачем, з використанням екрану і клавіатури. Задіяні сутності: Мультисенсорний дисплей, Клавіатура, Штучний інтелект 6. Керування столом за допомогою голосу та жестів. Задіяні сутності: Модуль керування командами, Розумний асистент 7. Автоматичне планування сесій роботи та відпочинку. Задіяні сутності: Таймер роботи, Штучний інтелект 8. Голосове збереження плану дня. Задіяні сутності: Розумний асистент, Модуль керування командами 9. Рекомендації зробити перерву. Запуск інтерактивної гри з емоційною релаксацією у перерві. Задіяні сутності: Таймер роботи, Штучний інтелект, Інтерактивні ігри, Проєкція емоцій, Мультисенсорний дисплей 10. Зчитування концентрації користувача під час гри. Задіяні сутності: Нейроінтерфейс, Штучний інтелект, Проєкція емоцій. Модуль сенсорної взаємодії 11. Аналіз зовнішніх умов і надання рекомендацій щодо мікроклімату. Задіяні сутності: Модуль сенсорної взаємодії, Штучний інтелект 12. Планування нових завдань користувачем у цифровому органайзері. Задіяні сутності: Інтерфейс для органайзера, Мультисенсорний дисплей, Клавіатура. 13. Аналіз активності користувача та рекомендація завершити роботу. Задіяні сутності: Штучний інтелект, Розумний асистент, Таймер роботи 14. Завершення сесії, переведення столу в сплячий режим та відключення непотрібних компонентів. Задіяні сутності: Електродвигун, Інтелектуальна підсвітка, Нагрівач для напоїв, Bluetooth динамік, Штучний інтелект   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумний стіл», відповідно до таблиці 6.9. Кожний компонент «розумного столу» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.9. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.9. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який мйістить загальні для всіх smart-пристроїв у системі інтелектуального адаптивного підручника властивості та операції. Клас «розумного столу» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів окулярів з однаковою поведінкою. Клас «розумного столу» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумний стіл», наприклад, «**Телепортаційний розумний стіл**», який є інноваційним робочим місцем майбутнього, здатне миттєво переміщати користувача та його робоче середовище у віртуальні або фізичні простори. Стіл синхронізується з нейроінтерфейсом, модулем розширеної реальності та квантовим модулем телепортації. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі «розумного столу» (**не менше 8 виняткових ситуацій**):  * відмова електродвигуна підйому стільниці. Обробка винятку: повідомити користувача через дисплей і голосовий інтерфейс, ручне регулювання або технічна діагностика; * відсутність відповіді від розумного асистента. Обробка винятку: перехід до резервного текстового інтерфейсу, запис в журналі збоїв для подальшої діагностики; * невірні дані сенсорів навколишнього середовища. ігнорування даних із помилками, перехід до стандартних налаштувань комфорту, повідомлення користувача про некоректність показників; * нейроінтерфейс не зчитує сигнали. Обробка винятку: змінити положення датчика або перейти на ручне керування, зберегти журнал збоїв для аналізу; * конфлікт команд користувача. Обробка винятку: аналіз пріоритету команд (наприклад, голос проти сенсорного вводу), запит уточнення від користувача, логування конфлікту для машинного навчання; * несправність інтелектуальної підсвітки. Обробка винятку: автоматичне перемикання на статичне освітлення, повідомлення: "Режим підсвітки обмежено"; * нерозпізнана голосова команда. Обробка винятку: запуск режиму навчання команд, логування для покращення ШІ; * помилка завантаження інтерактивної гри. Обробка винятку: Пропозиція обрати іншу гру або режим релаксації, вивід повідомлення на дисплей, логування технічної помилки гри; * замороження інтерфейсу органайзера. Обробка винятку: автоматичне оновлення інтерфейсу, вивід останніх збережених даних, попередження користувача про відновлення попередньої сесії.   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного телевізора, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * користувач сідає за стіл. Дії розумного столу – сканування положення тіла, адаптація висоти столу, запуск нейроінтерфейсу, перевірка налаштувань комфорту, регулювання температури і світла; * користувач просить показати список справ. Дії розумного столу – обробка голосової команди, запуск органайзера, виведення завдань на мультисенсорному дисплеї, активація голосового керування завданнями; * користувач вмикає режим концентрації. Дії розумного столу – приглушення освітлення, вимкнення звуків, блокування сповіщень, запуск таймера роботи, виведення фокус-інтерфейсу органайзера; * увімкнення інтерактивної гри. Дії розумного столу – перехід до ігрового режиму, адаптація підсвітки та звуку, запуск гри на дисплеї, вимкнення зовнішніх сповіщень; * завершення дня / вимкнення столу. Дії розумного столу – збереження активностей дня, вимкнення підсвітки, опускання стільниці до мінімуму, вимкнення нагрівача, дисплею, динаміків, прощальна емоція на проєкції. |
| **10**  **10** | **Опис предметної області**. Існує предметна область, що охоплює об’єкти та процеси, пов’язані з конструктивними елементами **«інтелектуальної кухні з вбудованим штучним інтелектом»**. Можливості сучасної інтелектуальної кухні описані <https://www.smartboard.com.ua/articles/98/>. «**інтелектуальної кухні**», програмну модель якого пропонується розробити в рамках лабораторного завдання, є інтелектуальним пристроєм, який взаємодіє з людиною як інтегрований помічник, підвищуючи ефективність роботи, комфорт і організацію часу за допомогою інтелектуальних функцій та персоналізації. «**Інтелектуальна кухня» у вигляді розумного кухонного столу** – цене лише зручне робоче місце, а й інтелектуальний помічник, персоналізований асистент продуктивності, технічний коуч з організації часу, цифровий наставник, розумний партнер для досліджень.  Застосування SOLID принципу єдиної відповідальності вимагає включення в систему сутності «**Сервіс**» як технічної, що не входить у предметну область, а використовується для реалізації не притаманних об’єктам предметної області операцій. У разі потреби використання меню (не обов’язково) для зручності користувача доцільно створити окрему сутність «**Меню».** В сутності «**Сервіс**» і «**Меню»** не можна вбудовувати об’єкти предметної області, які входять у склад «**інтелектуальної кухні**». Вбудовування сутностей предметної області в сутності «**Сервіс**» і «**Меню»** означає, що допоміжні технічні сутності використовують об’єкти предметної області, що суперечить реальності і є неможливом. Навпаки, сутності предметної області мають задіяти технічні сутності «**Сервіс**» і «**Меню»** для завдання даних з консолі, виведення повідомлень на консоль, відображення меню команд та виклику методів згідно із сценарієм роботи програми. В таблиці 6.10 подані ролі, атрибути, операції сутностей та типи зв’язків між ними.  Таблиця 6.10. Основні сутності предметної області інтелектуальної кухні   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | **Сутність** | **Роль** | **Опис зв’язків** | **Тип зв’язку** | **Атрибути** | **Операції** | | Розумний кухонний стіл | Базова система | Поєднує всі модулі та пристрої в єдину інтерактивну платформу | Композиція | ID, модель, режим роботи, користувацький профіль | Ініціалізація, самодіагностика, перехід між режимами, персоналізація | | Камера гіперспектрального бачення | Аналіз вмісту продуктів | Підключена до комп’ютера для аналізу складу їжі та виявлення шкідливих речовин | Агрегація | Спектральні діапазони, роздільна здатність | Виявлення нітратів, визначення свіжості, відстеження алергенів | | Вбудована плита | Приготування їжі | Керується через ШІ та рецептурний модуль | Агрегація | Температурні зони, таймер, тип нагріву | Автоприготування, контроль температури, аварійне вимкнення | | Мультисенсорний дисплей | Виведення інформації, інтерфейс | Показує рецепти, підказки, етапи приготування | Агрегація | Роздільна здатність, сенсорність, режим енергозбереження | Відображення покрокових інструкцій, відео, сканування жестів | | Програмне ядро з ШІ | Обробка інформації, ухвалення рішень | Аналізує дані з усіх сенсорів та камер, пропонує рецепти | Композиція | Нейромережа, база знань, історія дій | Генерація рецептів, оптимізація раціону, розпізнавання звичок користувача | | Сканер харчової структури | Миттєве визначення мікроструктури їжі | Працює в парі з камерою, впливає на якість рекомендацій | Асоціація | Тип продукту, глибина сканування | Визначення фальсифікації, хімічного оброблення, ступеня дозрівання | | Генератор рецептур | Створення нових комбінацій страв із урахуванням здоров’я користувача | Взаємодіє з ШІ, враховує стан здоров’я, алергії, сезонні продукти | Асоціація | Профіль користувача, історія харчування, список доступних продуктів | Автоматичне створення нових рецептів, дієтичних або інноваційних страв | | Проєктор доповненої реальності | Навігація при готуванні | Спроектований на стільницю, вказує де різати, що додати, таймінги | Агрегація | Яскравість, точність позиціонування | Показ покрокових вказівок, інтерактивний помічник у доповненій реальності | | Інтелектуальні ваги | Зважування інгредієнтів | Вбудовані в поверхню столу | Композиція | Точність, одиниці виміру | Автоматичне зважування, передача даних в рецептурний модуль | | Система визначення якості продуктів | Аналіз якості та свіжості | Отримує дані від камер, вагів, сканерів | Композиція | Свіжість, час зберігання, рівень обробки | Попередження про зіпсовані продукти, поради щодо першочергового використання | | Бездротова док-станція | Зарядка смартфона | Додатковий зручний функціонал | Агрегація | Потужність, тип сумісності | Зарядка пристроїв, обмін даними | | Модуль кулінарного прогнозування | Передбачення смаку, настрою після їжі | Зв’язується з профілем користувача, ШІ, сканером | Асоціація | Настрій користувача, втома, минулі вподобання | Прогноз ймовірної реакції організму, зміна рецепту в реальному часі | | Нейрокулінарний інтерфейс | Зчитування кулінарних бажань напряму з мозку користувача | Зв’язок з Голографічним шеф-кухарем, Аналізатором здоров’я користувача, Сенсором настрою користувача | Асоціація | Рівень концентрації, емоційний стан, кулінарні патерни | Генерація страв на основі думок, корекція рецепту за настроєм | | Голографічний шеф-кухар | Віртуальний аватар кулінарного наставника у голограмі | Зв’язок із Нейрокулінарним інтерфейсом, Аналізатором здоров’я,  Сенсором настрою | Агрегація | Ім’я, стиль, голос, візуалізація | Жестова взаємодія,  персоналізовані поради,  кулінарне навчання | | Аналізатор здоров’я користувача (з ДНК) | Зчитує дані з носимого пристрою/ДНК-профілю, коригує страви під конкретну людину | Зв’язок із Нейрокулінарним інтерфейсом, Голографічним шеф-кухарем, Сенсором настрою | Агрегація | Калорійність, гени, алергени, дієтичні рекомендації | Персоналізація їжі під генетичний профіль,  прогноз реакцій | | Сенсор настрою користувача | Визначає емоційний стан і підбирає відповідну їжу або музику | Зв’язок із Нейрокулінарним інтерфейсом, Аналізатором здоров’я, Голографічним шеф-кухарем, | Асоціація | Настрій, втома, тривожність | Пропозиція "їжі-комфорту",  медитативне освітлення,  релакс- музика |   Потрібно здійснити **об’єктно-орієнтований аналіз (OOA)** і визначити класи, поля і методи. Спрощена взаємодія між учасниками предметної області: **один кухонний стіл** має **по одному** агрегованому чи композитному, чи асоційованому з перерахованих **елементів.** Сутності **Сервіс** і **Меню** не є сутностями предметної області, є лише інструментом, який **використовують** інші сутності для реалізації своїх дій. Для визначення сценарію роботи програми потрібно побудувати Use Case діаграму.  Можливий варіант сценарію роботи «інтелектуальної кухні (розумного кухонного столу)».   1. Початок сесії та виявлення думок, настрою та бажань користувача щодо приготування їжі. Задіяні сутності: Нейрокулінарний інтерфейс, Сенсор настрою користувача, Аналізатор здоров’я користувача. 2. Генерація персоналізованих ідей, аналіз ДНК, настрою та стану здоров’я. Задіяні сутності: Програмне ядро з ШІ, Генератор рецептур, Модуль кулінарного прогнозування, Голографічний шеф-кухар. 3. Формування дієтичних рекомендацій. Задіяні сутності: Аналізатор здоров’я користувача (з ДНК), Програмне ядро з ШІ, Генератор рецептур, Модуль кулінарного прогнозування, Сенсор настрою користувача. 4. Аналіз наявних інгредієнтів. Задіяні сутності: Камера гіперспектрального бачення, Сканер харчової структури, Система визначення якості продуктів. 5. Вибір рецепта і підготовка до готування. Задіяні сутності: Модуль кулінарного прогнозування, Генератор рецептур, Програмне ядро з ШІ, Мультисенсорний дисплей. 6. Візуалізація процесу приготування. Задіяні сутності: Проєктор доповненої реальності, Голографічний шеф-кухар, Програмне ядро з ШІ. 7. Контроль дотримання дієти. Задіяні сутності: Інтелектуальні ваги, Програмне ядро з ШІ, Мультисенсорний дисплей 8. Зважування інгредієнтів та приготування. Задіяні сутності: Інтелектуальні ваги, Вбудована плита, Мультисенсорний дисплей, Програмне ядро з ШІ. 9. Моніторинг готування. Задіяні сутності: Сканер харчової структури, Програмне ядро з ШІ, Камера гіперспектрального бачення. 10. Подача їжі та зворотний зв’язок. Задіяні сутності: Голографічний шеф-кухар, Сенсор настрою користувача, Нейрокулінарний інтерфейс. 11. Завершення сесії. Задіяні сутності: Бездротова док-станція, Мультисенсорний дисплей.   На основі результатів ООА здійснити **об’єктно-орієнтоване проєктування (OOD)** і побудувати діаграму класів. Методи класів повинні корелюватися (співпадати) з прецедентами Use Case діаграми. На основі діаграми класів слід здійснити **об’єктно-орієнтоване програмування,** розробивши **код класів** мовою C# та реалізувавши сценарій роботи програми.  **Версія 1 – Composition, aggregation (пункти завдання 1,2,3).**   1. Створити новий проєкт. Додати в проєкт класи, що описують пристрої, з яких складається «розумний стіл», відповідно до таблиці 6.10. Кожний компонент «інтелектуальної кухні» описати окремим класом в окремому файлі. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють роботу пристроїв відповідно до операцій, вказаних в табл. 6.10. 2. Реалізувати зв’язки між класами (асоціація, агрегація, композиція) згідно з типами зв’язків, указаними в табл. 6.10. Для реалізації зв’язків типів асоціація, агрегація, композиція скористатися алгоритмами, описаними в підрозділі «Реалізація зв’язків між класами», використавши конструктори класів із створенням нових об’єктів (композиція), з передачею об’єктів як параметри (агрегація та асоціація). 3. Реалізувати методи згідно із сценарієм, описаним в Use Case діаграмі та визначеними студентом алгоритмами.   **Версія 2 – Inheritanсe (пункти завдання 4)** (не обов’язково, для додаткового балу)   1. Пропонується на вибір команди чи студенту такі альтернативи:  * розробити абстрактний базовий клас, який мйістить загальні для всіх smart-пристроїв у системі інтелектуального адаптивного підручника властивості та операції. Клас «інтелектуальної кухні» зробити похідним від абстрактного базового класу. * розробити інтерфейс, який узагальнює основні функції керування, діагностики та оновлення для реалізації різних типів окулярів з однаковою поведінкою. Клас «розумного столу» має реалізувати інтрефейс. * розробити клас, похідний від класу «розумний стіл», наприклад, «**Кулінарний БіоСинтезатор**», який є інноваційним робочим місцем майбутнього, він не лише готує їжу, а й синтезує її з молекул, адаптуючи склад до генетичного профілю, медичних показників та настрою користувача в реальному часі. БіоСинтезатор здатен створювати повністю персоналізовані страви, яких не існує у класичній кулінарії. Атрибути та методи придумати самостійно.   **Версія 3 (пункт завдання 5).**   1. Створити **власний клас виняткових ситуацій** для визначення та обробки виключних ситуацій, пов’язаних із семантикою предметної області у вигляді моделювання обробки збоїв в роботі «інтелектуальної кухні» (**не менше 8 виняткових ситуацій**):  * конфлікт даних між генетичним аналізом і вподобаннями користувача. Обробка винятку: запит на підтвердження; * виявлено зіпсований продукт (зараження, токсини, паразити). Обробка винятку: блокування приготування, аудіо- та візуальне попередження, пропозиція замінників, звіт про безпеку; * збої в роботі сенсора настрою (невідповідні сигнали). Обробка винятку: повторний зчитування, запит у користувача, аналіз настрою або пропуск аналізу, релакс-музика; * перевантаження нейрокулінарного інтерфейсу. Обробка винятку: тимчасове відключення нейрозв’язку, повернення до класичних каналів керування (дотик, голос), діагностика; * збої в оновленні бази рецептів із хмари. Обробка винятку: перехід у режим офлайн-кухаря, використання локального кешу рецептів, запис помилки для повторного оновлення; * помилка ваги — інгредієнт не відповідає очікуваному складу/масі. Обробка винятку: повторне зважування, повідомлення користувача, автоматичне перерахування рецепту або відміна дії; * користувач не реагує на інструкції системи (відволікання, сон, відсутність). Обробка винятку: призупинення процесу, звуковий сигнал, перевірка наявності, при тривалій неактивності — збереження страви/очищення. * неможливо ідентифікувати продукт камерою/сканером. Обробка винятку: повторне сканування, пропозиція вручну вибрати продукт, запит на додавання до бази, якщо невідомий інгредієнт.   **Версія 4 - Delegate (пункт завдання 6).**   1. Визначити **події** та реалізувати обробники подій через **делегати**. Події, що відбуваються в процесі роботи розумного телевізора, придумати самостійно (**не менше 5 подій**), або реалізувати обробники таких подій:  * початок сканування інгредієнтів. Дії інтелектуальної кухні: активується камера гіперспектрального бачення, ініціалізується сканер харчової структури, виводиться результати аналізу; * виявлено несвіжий або шкідливий продукт. Дії інтелектуальної кухні: виводиться попередження, пропонується замінник або ігнорування, оновлення рецепту відповідно до доступних продуктів; * отримано результати аналізу ДНК користувача. Дії інтелектуальної кухні: визначається алергенність, дієтичні обмеження, коригується список дозволених інгредієнтів, оновлюється персональний план; * визначено поживна ціннвссть обраних інгредієнтів. Дії інтелектуальної кухні: система формує діаграму білки-жири-вуглеводи, показує відповідність страви добовим нормам, пропонує баланс; * активовано нейрокулінарний інтерфейс (керування думками). Дії інтелектуальної кухні: система зчитує бажання користувача, адаптує рецепт або запускає процес, зберігає переваги для подальшого навчання ШІ. |
| **11** | Створити проєкт для консольного застосунку мовою C# для роботи з класами, що зв’язані *асоціацією, агрегацією та композицією*.   1. Включити в проєкт класи для моделювання роботи «р*озумних дверей у квартиру»*, які дозволяють розпізнати особу і сигналізувати у випадку сторонньої людини, сканувати людину у повний зріз, відкриватися за голосовою командою або за думкою розпізнаної людини, пропускати тільки розпізнану людину (мешканців квартири), подавати сигнал тривоги у поліцію у випадку спроби злому дверей або несанкційного проникнення у квартиру, записувати та вести облік людей, що відвідують квартиру, розпізнавати емоції та настрій людини, вітати та проводжати людини голосовим супроводом тощо. «*Розумні двері*» складаються з комп’ютера, візуалізатора, проєктора, сканера обличчя та тіла людини, інтерактивного сенсорного дисплею, вбудованого програмного забезпечення, датчиків, камери, звукового генератора, мобільного зв’язку тощо. Кожний пристрій «Розумних дверей» описати окремими класами в окремих файлах та відповідними зв’язками між класами. 2. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють принцип роботи «Розумних дверей*»*. Придумати методи, які описують сценарій роботи «Розумних дверей*»*, відповідно до п.1 завдання. (мобілізувати студентську фантазію). 3. Розробити похідний від «*Розумних дверей*» клас «*Розумний охоронець*» або інший пристрій (відповідно до фантазії студента) та промоделювати його роботу. «*Розумний охоронець*» (<https://blueset.ru/product/gsm-storozh-smart>) має включити сирену, здійснювати дозвон і розсилку SMS повідомлень за списком номерів, записаному в пам'ять приладу, виконувати інші за фантазією студента дії. 4. Реалізувати визначення та обробку виключних ситуацій, пов’язаних із помилками введення даних, запису та читання файлів, виходу масиву за його межі, із семантикою предметної області у вигляді обробки сбоїв або відхиленн від стандартного сценарію в роботі «*Розумних дверей*» (наприклад, почався несанціонований сигнал сирени). 5. Визначити події та реалізувати обробники подій через делегати. Подія – це факт виконання якоїсь дії. Події, що відбуваються в процесі роботи розумного автомобіля, придумати самостійно. |
| **12** | Створити проєкт для консольного застосунку мовою C# для роботи з класами, що зв’язані *асоціацією, агрегацією та композицією*.   1. Включити в проєкт класи для моделювання роботи «р*озумний сканер тіла людини»*, який дозволяє розпізнати особу і сигналізувати у випадку сторонньої людини, сканувати людину у повний зріз, визначати склад тіла − процентний вміст кісток, жиру, води і м'язів в людському тілі (<https://tanita-ua.com/page/info_text_1>), будувати 3D модель людини для конструювання індивідуальних протезів, зняття точних вимірювань і відстеження змін форми тіла в часі, для тривимірної візуалізації результатів майбутньої пластичної операції, для моделювання фасону одягу тощо. «*Розумний сканер*» складається з комп’ютера, візуалізатора, проєктора, аналізатора тіла (ваги, пульт управління), інтерактивного сенсорного дисплею, вбудоване програмне забезпечення тощо. Кожний пристрій «Розумного сканера» описати окремими класами в окремих файлах з відповідними зв’язками між класами. 2. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють принцип роботи «*Розумного сканера»*. Придумати методи, які описують сценарій роботи «*Розумного сканера»*, відповідно до п.1 завдання. (мобілізувати студентську фантазію). 3. Розробити похідний від «*Розумного сканера*» клас «*Розумний 3D принтер*» або інший пристрій (відповідно до фантазії студента) та промоделювати його роботу. «*3D принтер*» має друкувати штучну копію людини з матеріалу, який вибирає користувач. 4. Реалізувати визначення та обробку виключних ситуацій, пов’язаних із помилками введення даних, запису та читання файлів, виходу масиву за його межі, із семантикою предметної області у вигляді обробки збоїв або відхилень від стандартного сценарію в роботі «Розумного *сканера*» (наприклад, сканер почав генерувати несанкціоновані команди). 5. Визначити події та реалізувати обробники подій через делегати. Подія – це факт виконання якоїсь дії. Події, що відбуваються в процесі роботи розумного *сканера*, придумати самостійно. |
| **13** | Створити проєкт для консольного застосунку мовою C# для роботи з класами, що зв’язані *асоціацією, агрегацією та композицією*.   1. Включити в проєкт класи для моделювання роботи «*Розумної фітнес-футболки*», яка дозволяє розпізнати володаря футболки, записати кількість кроків, спалені калорії, пройдену відстань, ЕКГ, пульс, частоту дихання, здійснює навігацію до потрібногопункту призначення, формує рекомендації щодо обсягу фізичного навантаження людини, має антимікробні властивості. Склад розумної футболки: Bluetooth, програмне забезпечення, датчики, акумулятор, мікроконтролер, бездротові електроди, спеціальні сенсори тощо (<https://itsell.ua/news/umnaya-futbolka-predupregdaet-o-serdechnom-pristupe>). Кожний пристрій «*Розумної фітнес-футболки*» описати окремими класами в окремих файлах з відповідними зв’язками між класами. 2. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють принцип роботи «*Розумної фітнес-футболки»* відповідно до п.1 завдання. (мобілізувати студентську фантазію). 3. Розробити похідний від «*Розумної фітнес-футболки*» клас «*Розумний діагност*» або інший пристрій (відповідно до фантазії студента) та промоделювати його роботу. «*Розумний діаг*ност» попереджає про серцевий напад або гіпертонічний криз за кілька днів. 4. Реалізувати визначення та обробку виключних ситуацій, пов’язаних із помилками введення даних, запису та читання файлів, виходу масиву за його межі, із семантикою предметної області у вигляді обробки збоїв або відхилень від стандартного сценарію в роботі «*Розумної фітнес-футболки*» (наприклад, навігатор почав неправильно визначати пункти призначення, неправильний прогноз фізичного стану людини). 5. Визначити події та реалізувати обробники подій через делегати. Подія – це факт виконання якоїсь дії. Події, що відбуваються в процесі роботи *Розумної фітнес-футболки*, придумати самостійно. |
| **14** | Створити проєкт для консольного застосунку мовою C# для роботи з класами, що зв’язані *асоціацією, агрегацією та композицією*.   1. Включити в проєкт класи для моделювання роботи «*Розумних ваг*», які дозволяють розпізнати володаря ваг, контролювати масу тіла, дотримання дієт і якості силових навантажень, визначає індекси маси тіла, розраховує частку жиру, м'язів, кісток та води в організмі, швидкість обміну речовин, тип статури та біологічний вік. Дані аналізуються та структуруються у мобільному додатку. Склад «*Розумних ваг*» (<https://deep-review.com/reviews/huawei-scale-3/>): бездротові електроди для подачі електросигналів, батарея (акумулятор), тензометричні датчики, Bluetooth, програмне забезпечення, датчики, акумулятор, мікроконтролер, спеціальні сенсори, підтримка Wi-Fi, для синхронізації даних зі смартфоном, екран ваг тощо 2. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють принцип роботи «*Розумних ваг»* відповідно до п.1 завдання. (мобілізувати студентську фантазію). 3. Розробити похідний від «*Розумних ваг*» клас «*Розумний діагност*» або інший пристрій (відповідно до фантазії студента) та промоделювати його роботу. «*Розумний діаг*ност» попереджає про проблеми з вагою людини, зневоднення організму тощо. 4. Реалізувати визначення та обробку виключних ситуацій, пов’язаних із помилками введення даних володаря ваг, передачі даних на смартфон, із семантикою предметної області у вигляді обробки збоїв або відхилень від стандартного сценарію в роботі «*Розумних ваг*» (наприклад, похибки в показниках, неправильний прогноз фізичного стану людини). 5. Визначити події та реалізувати обробники подій через делегати. Подія – це факт виконання якоїсь дії. Події, що відбуваються в процесі роботи *Розумник ваг*, придумати самостійно. |
| **15** | Створити проєкт для консольного застосунку мовою C# для роботи з класами, що зв’язані *асоціацією, агрегацією та композицією*.   1. Включити в проєкт класи для моделювання роботи «*Розумної парасольки*», яка дозволяє розпізнати володаря парасольки, подає сигнал, якщо володар забув парасольку, наприклад, в транспорті, прогнозує опади, існує синхронізація зі смартфоном для повідомлень, якщо володар парасольки віддалився від неї на кілька метрів. Склад «*Розумної парасольки*» (<https://habr.com/ru/company/mvideo/blog/598895/>): ручка, спиці, світлодіодний індикатори майбутніх опадів, сили вітру, вологості, Bluetooth, підтримка Wi-Fi для синхронізації даних зі смартфоном,, батарейки (акумулятор), звуковий датчик тощо. 2. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють принцип роботи «*Розумної парасольки»* відповідно до п.1 завдання. (мобілізувати студентську фантазію). 3. Розробити похідний від «*Розумної парасольки*» клас «*Розумний гаджет*» або інший пристрій (відповідно до фантазії студента) та промоделювати його роботу. «*Розумний гаджет*» налаштовується під настрій володаря і виконує відповідно до бажань володаря функції. 4. Реалізувати визначення та обробку виключних ситуацій, пов’язаних із помилками введення даних володаря розумної парасольки, передачі даних на смартфон, із семантикою предметної області у вигляді обробки збоїв або відхилень від стандартного сценарію в роботі «*Розумної парасольки*» (наприклад, похибки в прогнозуванні опадів). 5. Визначити події та реалізувати обробники подій через делегати. Подія – це факт виконання якоїсь дії. Події, що відбуваються в процесі роботи *Розумної парасольки*, придумати самостійно. |
| **16.** | Створити проєкт для консольного застосунку мовою C# для роботи з класами, що зв’язані *асоціацією, агрегацією та композицією*.   1. Включити в проєкт класи для моделювання роботи «*Розумної маски*», яка дозволяє розпізнати володаря маски, подає сигнал, якщо володар забув надягнути маску або не закрив маскою ніс, визначити рівень забруднення повітря навколо людини в масці, подає сигнал, якщо приміщення, в якому знаходиться людина в масці, не відповідає санітарним нормам щодо насиченості вірусами, здійснює експрес-аналіз зараженості людини Ковід-19, здійснює синхронізацію зі смартфоном через Wi-Fi, можна передати дані в смартфон. Склад «*Розумної маски*»: сама маски, датчики-аналізатори повітря, Bluetooth, підтримка Wi-Fi, відповідний застосунок на смартфоні, світлодіодні та звукові індикатори та сигналізатори, хімічні реагенти для експрес-аналізу тощо. 2. Включити в класи закриті поля, відкриті властивості (аксесори), відкриті методи, які моделюють принцип роботи «*Розумної маски»* відповідно до п.1 завдання. (мобілізувати студентську фантазію). 3. Розробити похідний від «*Розумної масик*» клас «*Розумний гаджет*» або інший пристрій (відповідно до фантазії студента) та промоделювати його роботу. «*Розумний гаджет*» налаштовується під настрій володаря і виконує відповідно до бажань володаря функції. 4. Реалізувати визначення та обробку виключних ситуацій, пов’язаних із помилками введення даних володаря розумної парасольки, передачі даних на смартфон, із семантикою предметної області у вигляді обробки збоїв або відхилень від стандартного сценарію в роботі «*Розумної маски*» (наприклад, похибки в прогнозуванні опадів). 5. Визначити події та реалізувати обробники подій через делегати. Подія – це факт виконання якоїсь дії. Події, що відбуваються в процесі роботи *Розумної маски*, придумати самостійно. |

### Література

1. О.С. Бичков, Є.В. Іванов Об’єктно-орієнтоване програмування мовою C#/

2.C# 2005 и платформа .Net 3.0 для профессионалов. Нейгел К., Ивьен Б. и др. –М.: ООО “И.Д. Вильямс", 2008. –1376 с.

## Підсумкові рейтингові бали за лабораторні роботи, МКР та проєкт з дисципліни «Вступ до ООП»

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *№ п.п* | | *Номер лабораторної роботи* | *Рейтинговий бал* | *Deadline* |
| 1 | | ЛР1 (у формі практичних занять) | 2,5 | 15 лютий |
| 2 | | ЛР2 (у формі практичних занять) | 4,5 | 25 лютий |
| 3 | | ЛР3 | 5,5 | 15 березня |
| 4 | | ЛР4 | 5,5 | 25 березня |
| 5 | | ЛР5 | 4,5 | 10 квітня |
| 6 | | ЛР6 | 3,5 | 25 квітня |
| Разом за лабораторні роботи | | | 26 | |
| 7 | МКР1 | | 5 |  |
| 8 | МКР2 | | 5 |  |
| Разом за МКР | | | 10 | |
| **Разом мінімально допустимий рейтинг** | | | **36** | |
| 9 | Проеєкт | | 24 | 30 травня |
| Разом за усі роботи | | | 60 | |

## Проєктні завдання з дисципліни «Вступ до ООП»

#### Сума балів за проєкт 12

Студенти вибирають теми за власним бажанням. Неприпустимо записуватися на одну тему більше ніж одному студенту.

Пропонується застосовувати технологію *EduScum*, розробленої для реалізації проєктного підходу в освіті на базі методології гнучкої розробки програмного забезпечення *Agile Software Development with SCRUM*.

За технологією *EduScum* проєкт передбачає 6 версій (releases), кожна з яких оцінюєтся у 4 бали. Кожна версія (release) проєкту – це готовий до використання застосунок з обмеженою функціональністю відповідно до пріоритетів задач бізнес-процесів, що узгоджуються з викладачем (product owner).

**За готовий проєкт, тобто за 4 версії, можна отримати 12 балів (3бали\*4версій=12 балів)**. Студент самостійно визначає, на якій версії (релізу) він закінчить свою розробку. Відповідно до кількості релізів визначається сума балів за проєкт.

Студент може об’єднати деякі версії проєкту, погодисши з викладачем сценарій роботи версій програми. Для отримання максимальні 12 балів сумарна кількість версій проєкту не може бути менше чотирьох. В такому випадку кількість балів, що нараховується за кожну версію проєкту, складе 3 балів (3 бали\*4 версії=12 баліяв).

### Порядок виконання проєкту – версії програм (етапи або releases):

#### Версія 1. «Об'єктно-орієнована декомпозиція предметної області завдання, побудова сценарію та розробка каркасу програми» 3 бали

* 1. Однайомлення з предметною областю та постановкою задачі.
  2. Аналіз рекомендованих джерел інформації
  3. Пошук та аналіз додаткових джерел інформації за потребою.
  4. Розробка сценарію роботи програми
  5. Об'єктно-орієнована декомпозиція предметної області завдання (ідентифікаця об'єктів та їх взаємозв'язків)
  6. Розробка діаграми класів та їх взаємозв'язків. Мають бути враховані такі типи взаємозв'язків:
     1. асоціації;.
     2. агрегації;
     3. композиції.

Для першої версії зв'язок типу «успадкування» не використовувати.

* 1. Написання коду класів або генерація коду класів по розробленій діаграмі класів. Кожний клас має бути описаний в окремому файлі. В класах оголосити поля та методи відповідно до сценарію версії 1 програми. Код методів можна реалізувати в подальших версіях програми
  2. Сторення класу Program та функції Main. Код функції Main потрібний як точка входу в програму для її компіляції та запуску.
  3. Збірка програми, компіляція, запуск на виконання.
  4. Результат роботи програми:

ПІБ студента, курс, група

варіант завдання

версія 1

Старт імітації

Фініш імітації

======================================================================

#### Версія 2. «Конструктори та аксесори класів» ‒ 3 бали

1. Скопіювати проект програми версії 1. Перейменувати його у версію 2.
2. Додати в кожний файл класу код, що реалізує конструктори класів.
3. Додати до кожного класу код, що реалізує аксесори класів.
4. Відповідно до C# документації <https://docs.microsoft.com/ru-ru/dotnet/csharp/programming-guide/classes-and-structs/constructors> розробити для кожного класу такі типи конструкторів:
   1. Конструктори без параметрів
   2. Конструктори з параметрами (конструктори ініціалізації полів класу)
   3. Статичні конструктори
   4. Закриті конструктори
   5. Конструктори копій
   6. Конструктори, що викликають інші конструктори
5. В конструкторах класів врахувати взаємозв'язки класів:
   1. асоціації
   2. агрегації
   3. композиції
6. Передбачити такі різновиди методів доступу (аксесорів) https://docs.microsoft.com/ru-ru/dotnet/csharp/programming-guide/classes-and-structs/using-properties
   1. властивості, що автоматично реалізуютьсях
   2. закриті та відкриті властивості
   3. властивості читання та запису
7. У функцію Main додати код, що створює об'єкти класів. Врахувати взаємозв'язки класів.
8. Вивести на екран протокол роботи конструкторів, аксесорів у вигляді значень атрибутів об’єктів класів

====================================================================

#### Версія 3. «Реалізація предикатних функцій та деяких методів відповідно до постановки завдання» − 3 бали

1. Скопіювати проект програми версії 2. Перейменувати його у версію 3.
2. Додати в кожний файл класу код, що реалізує предикатні функції, які повертають значення true/false і служать для визначення стану об'єктів.
3. Узгодити з Product owner (викладачем) пріоритетні задачі, які слід реалізувати в третій версії проєкту.
4. Розробити код методів класів відповідно до узгодженого з Product owner (викладачем) сценарію роботи версії 3 програми.
5. У функцію Main додати код, що створює об'єкти класів. Врахувати взаємозв'язки класів.
6. Здійснити виклики методів, що узгодження з Product owner (викладачем) відповідно до сценарію роботи прогами.
7. Додатково до протоколу роботи програми версії 2 вивести результати роботи доданих до класів методів.

=====================================================================

#### Версія 4. «Перевантаження операторів та реалізація методів другого пріоритету відповідно до завдання» − 3 бали

1. Скопіювати проект програми версії 3. Перейменувати його у версію 4.
2. Додати в класи код, що реалізує перевантаження операторів згідно з документацією: https://docs.microsoft.com/ru-ru/dotnet/csharp/language-reference/operators/operator-overloading

https://docs.microsoft.com/ru-ru/dotnet/csharp/language-reference/language-specification/expressions#operator-overloading

* 1. бінарні (арифметичні) оператори + - \* /
  2. унарні(арифметичні) оператори + - ++,--, !, true, false
  3. оператори порівняння ==. !=, <,>, <=, >=

1. Додати в класи код методів, що реалізують сценарій роботи програми і є задачами другого пріоритету, узгодженими з Product owner (викладачем).
2. У функцію Main додати код, що створює об'єкти класів. Врахувати взаємозв'язки класів.
3. Здійснити виклики методів, що перевантажують унірні та бінарні оператори.
4. Здійснити виклики методів, що узгодження з Product owner (викладачем) та відповідають сценарію роботи програми.
5. Додатково до протоколу роботи програми версії 3 вивести результати роботи доданих до класів методів.

====================================================================

#### Версія 5. «Реалізація успадкування класів, інтерфейсів та абстрактних класів» ‒ 4 бали

1. Скопіювати проект програми версії 4. Перейменувати його у версію 5.
2. Модернізувати діяграму класів, додавши додаткові базові, похідні, абстрактні класи та інтерфейси.
3. Додати в класи код, що реалізує успадкування класів (базові, абстрактні, інтерфейси) відповідно до діаграми класів.
4. Модернізувати конструктори класів, врахувавши конструктори базових класів під час розробки конструкторів похідних класів

<https://docs.microsoft.com/en-en/dotnet/csharp/programming-guide/classes-and-structs/inheritance>

1. Додати в класи код методів, що реалізують сценарій роботи програми і є задачами третього пріоритету, узгодженими з Product owner (викладачем).
2. У функцію Main додати код, що створює об'єкти базових та похідних класів. Врахувати взаємозв'язки класів.
3. Здійснити виклики методів, що узгодження з Product owner (викладачем) та відповідають сценарію роботи програми.
4. Додатково до протоколу роботи програми версії 4 вивести результати роботи доданих до класів методів.

===================================================================

#### Версія 6. «Реалізація обробників виключних ситуацій та повного сценарію роботи програми» - 4 бали

1. Скопіювати проект програми версії 5. Перейменувати його у версію 6
2. Проаналізувати опис предметної області та виявити критичні (ризикові) ситуації, які можуть привести до негативних наслідків за сценарєм роботи програми.
3. Реалізувати обробку виняткових (критичних) ситуацій засобами обробки виключень C#

https://docs.microsoft.com/ru-ru/dotnet/csharp/language-reference/keywords/try-catch-finally

1. В якості виняткових ситуацій розглянути ситуації, які обробляються винятками стандартних класів C#, врахувавши:
   1. некоректність введення даних,
   2. вихід за межі масивів,
   3. неможливість відкрити файл
   4. ділення на нуль тощо
2. Створити користувацькі класи винятків. В якості методів користувацьких класів винятків, враховувати винятки згідно зі сценарієм роботи програми за вибраним проєктом. Скмантику винятків узгодити з Product owner (викладачем).
3. У функцію Main додати код, що створює об'єкти похідних та виняткових класів. Врахувати взаємозв'язки класів.
4. Здійснити виклики методів, що узгодження з Product owner (викладачем) та відповідають сценарію роботи програми.
5. Додатково до протоколу роботи версії 5 програми вивести результати роботи доданих до класів методів з критичними ситуаціями та результати їх обробки.

==================================================================

### Звіт з виконання проєкту

Для формування звіту з проєкту рекомендується використати програми автоматизації створення документації коду, зокрема **Doxygen** (<https://www.doxygen.nl/index.html>).

Скачати безкоштовно Doxygen 1.9.1 можно із сайту: <https://besplatnye-programmy.com/raznoe-dlya-razrabotchikov/2479-doxygen.html>.

Для включення у звіт HIPO діаграм та діаграм класів додатково до Doxygen потрібно встановити програму **Graphviz (**https://graphviz.org/download/)

Формування звіту з використанням Doxygen здійснюєится протягом 1-2 хвилину і являє собою локальний сайт із більше ніж 30 html сторінок.

Інструкція з користування Doxygen 1.9.1 для студентів знаходиться за посиланням: <https://github.com/tkovalyuk/introduction-to-OOP>, файли DoxygenInstructionDoc.docx, DoxygenДОКУМЕНТИРОВАНИЕ ПРОЕКТОВ НА C#.pdf

#### Приклади екранних копій звіту, створеного за допомогою Doxygen 1.9.1
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Рисунок 6 − Стартова сторінка звіту, згенерованого програмою **Doxygen**

**![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAzcAAAS/CAYAAAA3lQbhAAAPPElEQVR4Xu3BAQ0AAADCoPdPbQ43oAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAIBjAxB2AAF4f01QAAAAAElFTkSuQmCC)**

Рисунок 7 ‒ Сторінка документації класу.
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Рисунок 9 ‒ Сторінка документації коду методу

![](data:image/png;base64,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)

Рисунок10 ‒ Сторінка документації графу викликів функції

### Теми проєктів з дисципліни «Вступ до ООП»

| **№ п.п.** | **Назва предметної області** | **Складність** | **Опис предметної області (бізнес-кейс)** | **Джерела (реальні прототипи та аналоги)** |
| --- | --- | --- | --- | --- |
|  | Моделювання бізнес-процесів в системі Smart-city | 100 | **Мета**: на основі моделювання бізнес-Smart-city показати шляхи покращення та спрощення управління містом, благоустрій міського середовища, забезпечення безпеки та підвищення якості життя жителів міста  **Задачі моделювання**:   1. Громадська безпека: ситуаційний центр для управління камерами спостереження на вулицях міста, формування карти криміногенної ситуації в місті, прогнозування місць можливих злочинів, робота call- центра з реєстрації заяв громадян, зворотній зв’язок з жителями міста 2. Комунальний транспорт: електронний розклад і контроль за його виконанням, GPS навігація для контролю за місцем знаходження транспорту, електронний квиток, контроль стану працездатності транспорту, облік та контроль пасажирів тощо 3. Житловий фонд міста: облік наявності житла, контроль за його станом, комунальні платежі через електронні сервіси, тощо. 4. Електронні комунікації жителів з владою: контактний центру 1551, система інформування киян, електронні петиції тощо 5. І.т.д.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач Smart-city | <https://mind.ua/openmind/20204322-stolicya-z-rozumom-sogodni-i-zavtra-sistemi-kyiv-smart-city>  <https://www.phoenixcontact.com/online/portal/ua?1dmy&urile=wcm%3Apath%3A/uauk/web/main/solutions/subcategory_pages/Smart_cities/0db6c7f7-d5ba-4959-ba59-dd009317cb85> |
|  | Модклювання процесів створення та використанняСмарт-контрактів | 100 | Смарт-контракт - це угода, що виконується автоматично у разі настання заздалегідь визначених сторонами умов. Використання смарт-контрактів дозволить оптимізувати бізнес-процеси, пов'язані із взаємодією між контрагентами, а також мінімізувати час та витрати під час угоди. Зацікавлені сторони прописують у смарт-контрактах умови угод, санкції за їх невиконання та ставлять цифрові підписи. Розумний контракт визначає самостійно, чи дотримані всі умови, чи все виконано, і приймає рішення: успішно завершити угоду та видати потрібне (гроші, нерухомість, акції) або накласти на учасників штрафні санкції та закрити доступ до активів. Мета роботи – на основі моделювання бізнес-процесів при створенні та використання смарт-контрактів створити навчальний інструмент, що демонструє переваги смарт-контрактів зі звичайними, «паперовими» договорами **Об'єкти смарт-контрактів, що моделюються**:   1. Сторони угоди, що мають цифровий підпис, які погоджуються або відмовляються від відповідності товару або послуги з висунутих раніше вимогах. 2. Предмет договору ‒ товар або послуги, які будуть відправлені в обмін на грошові кошти. 3. Умови, при дотриманні яких буде проведений автоматичний обмін благами, наприклад, відповідність поставленого товару стандартам якості. Повинні мати повний математичний опис. 4. Децентралізована платформа, в якій написаний алгоритм (програмний код) самого смарт-контракту.  Задачі моделювання:  1. Облік та передача прав власності. 2. Операції з цінними паперами. 3. Проведення міжнародних розрахунків, наприклад, з використанням акредитиву. 4. Ідентифікація особистості. 5. Фінансові звітність. 6. Обробка платежів за кредитам. 7. Складання та передача активів за заповітом 8. Перевірка на відповідність поставлених товарів встановленим стандартам. 9. Передача інших цифрових активів тощо  Робота смарт–контракта: Смарт-контракт записується в блокчейн, де його код розміщується в програмний контейнер – блок. У цьому блоці об'єднуються всі повідомлення, що стосуються смарт-контракту. Повідомлення – це входи та виходи смарт-контракту (умови, які «чекає» смарт-контракт, та дії, які він виконує). За допомогою повідомлень контракт пов'язується з цифровим або реальним світом поза блокчейном.  **Обов'язкові атрибути смарт–контракта:**   * + - 1. електронний підпис на основі публічних та приватних ключів, що є у двох та більше сторін контракту;       2. приватне децентралізоване середовище, в яке записуються смарт-контракти і яке підтримує входи та виходи для оракулів.       3. оракули – це спеціальні програми, що виконують роль мостів між блокчейном та зовнішнім світом;       4. сам предмет договору та всі необхідні для нього інструменти (розрахункові рахунки, програми-оракули тощо);       5. точно визначені умови виконання договору, які учасники договору підтверджують своїми підписами, і навіть підтверджують достовірність джерела цифрових даних.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при роботі смарт-контрактів або яка пропонує бізнес-кейси, на яких можна відпрацювати технологію використання сматр-контрактів. | <https://www.h-x.technology/ru/services/smart-contract-development-ru>  <https://btc-up.com/shho-take-smart-kontrakty/>  <https://cyberleninka.ru/article/n/smart-kontrakty-funktsii-i-primenenie>  <https://ethereum.org/ru/>  <https://www.popmech.ru/technologies/397902-ethereum-platforma-dlya-blokcheyn-sistem-i-eyo-sozdatel-vitalik-buterin/> |
|  | Проектування індивідуальних освітніх траєкторій відповідно до мотивацій та здібностей студента | 100 | **Мета**: на основі моделювання бізнес-процесів при проектуванні індивідуальних освітніх траєкторій показати шляхи реалізації студентоцентрованого навчання через створення індивідуальних навчальних планів за критеріями задоволення мотиваційних вимог студентів.  **Об’єкти моделювання:** студенти, мотивації, навчальний план, дисципліни.  **Задачі моделювання**:   1. Реалізація алгоритму латентно-семантичного аналізу мотиваційних листів студентів; 2. Визначення професійної орієнтації студента 3. Визначення областей знань для вибраної студентом професії 4. Визначення компетентностей (знань та умінь) для опанування вибраної професії 5. Визначення дисциплін, які формуватимуть потрібні знання та уміння 6. Побудова індивідуального навчального плану   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач побудови індивідуального навчального плану | [https://cyberleninka.ru/article/v/proektirovanie-individualnoy-obrazovatelnoy-traektorii-i-marshruta-studenta-vuza-buduschego-bakalavra](https://cyberleninka.ru/article/v/proektirovanieindividualnoyobrazovatelnoytraektoriiimarshrutastudentavuzabuduschegobakalavra)  <https://habr.com/ru/company/Voximplant/blog/446738/>  https://habr.com/ru/company/Voximplant/blog/446738/  https://habr.com/ru/company/Voximplant/blog/446738/ |
|  | Моделювання бізнес-процесів в тренінговій системі формування Soft skills | 100 | **Мета**: на основі моделювання бізнес-процесів в тренінговій системі формування Soft skillsпоказати шляхи формування особистісних якостей, зокрема, креативність, лідерські, комунікаційні, виконавські, вольові та інші навички.  **Об’єкти моделювання:** людина, що тренується; система, що тренує людину; види тренінгів; .  **Задачі моделювання**:   1. Проходження психологічних тренінгів (форма групової роботи) онлайн і визначення здатності для розвитку:    1. психологічної стійкості, міцності нервів;    2. комунікабельності, навичок спілкування, міжособистісної та суспільної взаємодії;    3. швидкого прийняття рішень, чітких дій в складних життєвих і професійних ситуаціях.    4. адаптивності в колективі. 2. Проходження бізнес-тренінгів і визначення здатності для розвитку навичок:    1. управління персоналом;    2. структурування власних цілей, розробки стратегії реалізації ідей і проектів;    3. гнучкого реагування на мінливу ситуацію та швидкого прийняття рішень;    4. управління власним часом та використання власних робочих ресурсів. 3. Проходження кейсів (описів практичних ситуацій) для аналізу та прийняття рішень в ситуаціях, що описують кейси. 4. Побудова індивідуального плану розвитку особистості 5. Профорієнтація 6. Написання резюме 7. тощо   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач управління розвитком Soft skills. | <https://www.mental-skills.ru/training/>  <https://t1.ua/porady/4217-psykholohichni-treninhy-dlya-choho-vony-potribni.html> |
|  | Моделювання бізнес-процесів діяльності проектно-орієнтованого університету за моделлю потрійної спіралі | 100 | **Мета**: на основі моделювання бізнес-процесів в діяльності проектно-орієнтованого університету показати шляхи підвищення ефективності навчального процесу та якості підготовки студентів відповідно до вимог ринку праці.  Необхідно показати форму взаємодії університетів, індустрії та влади, яка стимулює інноваційні процеси в університеті, перетворює його на підприємницький, розвиває у студентів навики підприємництва а проектної діяльності, та інш  **Об’єкти моделювання:** університет, викладачі, студенти, компанії, працівники компаній, проекти,  **Задачі моделювання**:   1. Моделювання співпраці університетів і компаній:    * + 1. Розробка освітніх програм. навчальних планів та навчальних програм дисциплін відповідно до вимог індустрії;        2. Фінансова, методична та організаційна підтримка університетів з боку компаній        3. Виконання спільних проектів;        4. Реалізації дульної освіти студентів (20 годин на тиждень – робота в компанії, 20 годин – навчання в університеті);        5. Стажування студентів та викладачів в компаніях;        6. Викладання працівниками компаній в університетах; 2. Моделювання співпраці підприємців з державою:   a) Податкові пільги у разі взаємодії компаній з університетами;   1. Державні замовлення на проекти та товарів 2. Створення ринків збуту товарів, що вироблені компаніями 3. Моделювання співпраці держави і університету    1. Державне фінансування університетів;    2. Державне замовлення щодо набору студентів та випуску фахівців    3. Автономія університетів (невтручання влади в академічні, фінансові, кадрові питання) 4. Моделювання розвитку бізнесу внаслідок розвитку проектно-орієнтованих університетів 5. Моделювання розвитку университетув внаслідок партнерства з компаніями 6. Моделювання управління розвитком компетентностей студентів внаслідок навчання їх на реальних проектах   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач моделювання діяльності проектно-орієнтованого університету за моделлю потрійної спіралі | <http://www.kbuapa.kharkov.ua/e-book/apdu/2017-2/doc/7/02.pdf>  <http://dspace.nbuv.gov.ua/bitstream/handle/123456789/28113/08-Galan.pdf?sequence=1>  <http://www.economy.nayka.com.ua/?op=1&z=4798>  <http://ief.org.ua/wp-content/uploads/2017/01/%D0%9C%D0%BE%D0%B4%D0%B5%D0%BB%D1%8C-%D0%BF%D0%BE%D1%82%D1%80%D1%96%D0%B9%D0%BD%D0%BE%D1%97-%D1%81%D0%BF%D1%96%D1%80%D0%B0%D0%BB%D1%96.pdf>  <https://pidruchniki.com/84904/ekonomika/nova_rol_universitetiv_innovatsiynomu_pidpriyemnitstvi>  <https://cyberleninka.ru/article/n/model-troynoy-spirali-kak-mehanizm-innovatsionnogo-razvitiya-regiona> |
|  | Моделювання бізнес-процесів функціонування освітньо-виробничих ІТ-кластерів | 100 | **Мета**: на основі моделювання бізнес-процесів кластерної організації ІТ-освіти показати шляхи покращення якості вищої освіти через взаємодію ІТ-освіти та ІТ-індустрії.  **Об’єкти моделювання:** університет, ІТ компанії, студенти, викладачі, ментори з ІТ-компаній освітні програми.  **Задачі моделювання**:   1. Удосконалення інфраструктури університету; 2. Фінансова підтримка університетів (поставка обладнання, создание лабораторій, проведення майстер-класів, фінансування наукових проектів); 3. Оновлених технічних знань, мережі створення і використання знань, доступ до прикладних знань з використанням в академічних дослідженнях і навчальному процесі; 4. Запровадження нових технологій і процесів, що дозволяє досягти конкурентних переваг; 5. Набір кваліфікованого персоналу і підвищення кваліфікації працівників; 6. Інтеграція з ринком праці та пропозиції щодо роботи для випускників; 7. Стажування і стипендії для викладачів; 8. Оплата роялті при передачі технологій. 9. Наявність ефективної системи захисту прав інтелектуальної власності в університетах; 10. Наявність податкового кредиту при співробітництві з університетами; 11. Доступ до фізичних ресурсів університету та атестації своїх співробітників; 12. Доступ до дослідницьких і консалтингових послуг університету; 13. Поліпшення громадського іміджу компанії в суспільстві; 14. Збільшення продажів і прибутковості; 15. Створення інноваційної культури в своїх установах; 16. Набір випускників для виконання проектів..   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в процесі функціонування освітньо-виробничих ІТ-кластерів | <http://danmarksvaekstraad.dk/file/14334/Opl%C3%A6gafChristianKetels.pdf>  <https://inecon.org/docs/2018/Smorodinskaya_Skolkovo_20180615.pdf>  <https://vbudushee.ru/upload/iblock/f47/f47425d3a3eeae0b4d37ce157f622aea.pdf>  <https://www.researchgate.net/publication/332148597_Educational-industrial_cluster_for_development_of_youth_entrepreneurship>  <https://cyberleninka.ru/article/n/model-troynoy-spirali-kak-mehanizm-innovatsionnogo-razvitiya-regiona>  <https://cyberleninka.ru/article/n/ispolzovanie-klasternogo-podhoda-v-tselyah-povysheniya-konkurentosposobnosti-sistemy-obrazovaniya-sravnitelnyy-analiz-2> |
|  | Моделювання електронного підручника із вбудованим штучним інтелектом | 100 | **Мета**: на основі моделювання бізнес-процесів електронного підручника із вбудованим штучним інтелектом показати шляхи покращення якості підготовки студентів.  **Навчальний підручник** перестає бути чим-то статичним. На першому етапі - це живий підручник із постійно оновленим і адекватним реальному часу змістом, на другому - «алмазний буквар», тобто підручник із вбудованим штучним інтелектом, який є особистим тьютером, що відповідає індивідуальним вимогам студентів.  **Об’єкти моделювання:** студент, підручник, штучний інтелект, знання та уміння студента  **Задачі моделювання**:  1. Ініціалізація користувача.  2. Аналіз вимог користувача, його вподобань до навчальних предметів та графік дедлайну для тестування.  3. Збирання інформації по навчальним дисциплінам.  4. Планування графіку для навчання користувача.  5. Видача користувачу навчального матеріалу.  6. Тестування користувача по пройденій темі.  7. Аналіз успішності користувача.  8. Оптимізація навчального процесу.  9. Модифікація контенту підручника відповідно до вимог в індустрії  **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті моделювання електронного підручника зі штучним інтелектом. | <https://cyberleninka.ru/article/n/osnovy-razrabotki-elektronnyh-uchebnikov-po-napravleniyu-shemotehnika-elektronnyh-sistem>  <https://www.livejournal.com/media/43629.html>  <https://ntinews.ru/blog/publications/iskusstvennyy-intellekt-v-obrazovanii-sotsialno-filosofskie-aspekty.html>  <https://www.slideshare.net/liketaurus/ss-2898496> |
|  | Моделювання бізнес-процесів системи управління знаннями організації | 100 | **Мета**: на основі моделювання бізнес-процесів системи управління знаннями організації показати шляхи поліпшення використання існуючих або створення нових індивідуальних чи колективних ресурсів знань з метою підвищення конкурентоспроможності організації.  **Об’єкти моделювання**: організація; інформація; документи, фахівці, система управління знаннями.  **Задачі моделювання:**   1. Ідентифікація та отримання знань    1. Web-ресурси    2. Документи    3. Фахівці (експерти, викладачі, науковці, 2. Створення (нових) знань 3. Зберігання знань    1. Бази даних    2. Онтології 4. Обмін знаннями та розповсюдження знань    1. Пошукові системи    2. Системи навігації    3. Системи комунікації    4. E-learning    5. Інтелектуальний аналіз 5. Застосування знань    1. Стратегічне планування знань    2. Аналіз областей знань (карти знань, аналітичні висновки та огляди, структурні схеми тощо)    3. Розробка цільових профілів знань    4. Розробка кадрової концепції    5. Розробка вимог до інформаційних та комунікаційних систем 6. Архітектура системи менеджменту знань   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації діяльності системи управління знаннями . | <https://www.redcross-irkutsk.org/upload/catalog/files/products/891.pdf>  <http://window.edu.ru/resource/402/26402/files/_5.pdf>  <https://www.gapm.ru/wordpress/wp-content/uploads/aniskina_quality_2018.pdf>  <https://pdf.standartgost.ru/catalog/Data2/1/4293779/4293779674.pdf>  <https://books.google.com.ua/books?id=z0i4DwAAQBAJ&pg=PA141&lpg=PA141&dq=CWA+14924-5&source=bl&ots=Re37rQjAQq&sig=ACfU3U29uwQeIc9xsD7-sLE0ZiFPJTT5yA&hl=uk&sa=X&ved=2ahUKEwiYsOi4icfoAhXqkIsKHXB6DxIQ6AEwA3oECGEQLA#v=onepage&q=CWA%2014924-5&f=false> |
|  | Моделювання бізнес-процесів на платформі Smart університет | 95 | **Мета**: на основі моделювання бізнес-процесів програмно-інформаційної платформи Smart-університет показати шляхи покращення управління архітектурою та організаційною структурою університету, поліпшення системи електронної мережевої взаємодії викладача та студента, підвищення якості підготовки студентів за рахунок створення смарт-середовища університету.  **Задачі моделювання**:   1. Децентралізація управління університетом: центри управління переходять до повноважень факультетів і кафедр, диктат ректорату зменшується, ректорат вирішує тільки стратегічні задачі. 2. Студентоцентрований підхід: імітація навчального процесу за гнучкими персональними індивідуальними освітніми траєкторіями, тобто за індивідуальними планами, які будуються за бажаннями студентів, їхніми професійними здібностями, мотиваціями, кар’єрними баченням тощо. 3. Смарт-середовище університету:    1. програмна імітація реалізації принципів смарт-освіти:       * модернізація освітніх програм і навчальних планів спеціальностей, робочих навчальних програм дисциплін в режимі real time;       * самостійна дослідницька проектна діяльність студентів за реальними темами і проектами компаній;       * розподілене навчальне середовище (дистанційне навчання, мобільні технології навчання, практика в компаніях, навчання в професійному середовищі, навчання протягом всього життя тощо;       * взаємодія викладачів і студентів з професійним співтовариством (проф. компаніями);    2. програмна імітація застосування смарт-технологій:       * створення сучасного навчального контенту з використанням активних методів навчання (бізнес-кейси, ділові та рольові ігри, хакатони, доповнена реальність, проектний підхід тощо);       * електронний доступ студентів до навчального контенту (навчальні сайти викладачів з конспектами лекцій, завданнями до лаб.роб, бізнес-кейсами тощо;       * використання ресурсів MOOC – масові відкриті освітні Інтернет-курси і зарахування результатів їх проходження в рейтингах студентів;    3. програмна імітація ?????   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач інформаційної платформи «Smart- університет». | <https://www.kyivsmartcity.com/school/>  <http://www.euroosvita.net/index.php/?category=1&id=6361>  <http://wiki.kubg.edu.ua/%D0%A1%D0%A2%D0%92%D0%9E%D0%A0%D0%95%D0%9D%D0%9D%D0%AF_%D0%A1%D0%9C%D0%90%D0%A0%D0%A2-%D0%A3%D0%9D%D0%86%D0%92%D0%95%D0%A0%D0%A1%D0%98%D0%A2%D0%95%D0%A2%D0%A3_%E2%80%94_%D0%9D%D0%90%D0%A8%D0%95_%D0%A1%D0%A2%D0%A0%D0%90%D0%A2%D0%95%D0%93%D0%86%D0%A7%D0%9D%D0%95_%D0%97%D0%90%D0%92%D0%94%D0%90%D0%9D%D0%9D%D0%AF>  <http://www.univ.kiev.ua/pdfs/official/Development-strategic-plan.pdf>  <https://www.digiblitz.com/wp-content/uploads/2017/08/smartLehren_Brochure.pdf> |
|  | Моделювання бізнес-процесів в Smart системі моніторингу дорожнього руху | 95 | **Мета**: на основі моделювання бізнес-процесів в інтелектуальній системі моніторингу дорожнього руху (ІСМДР) показати шляхи оперативного контролю транспортних потоків на дорогах, покращити облік зафіксованих системою дорожніх подій та ідентифікації транспортних засобів, що порушили ПДР та скоїли ДТП.  **Об’єкти моделювання:** транспортний засіб, номерний знак, дорога та смуги,засобиGPS-моніторингу, датчики виявлення автомобілів, програмне та технічне забезпечення ІСМДР.  **Задачі моделювання**:   1. Відео моніторинг інтенсивності дорожнього руху:  * отримання та обробка відео зображення з різних джерел відеоспостереження; * підрахунок кількості автомобілів за визначений період часу на смузі; * визначення середньої швидкості руху за визначений період часу на смузі; * визначення середньої зайнятості смуги за визначений період часу на смузі. * класифікація типів транспортних засобів; * видача сигналів про інциденти та про зупинку транспортного засобу. * видача сигналу за поганої видимості. * фіксація транспортних засобів, що порушують правила дорожнього руху.  1. Розпізнавання державних номерних знаків транспортних засобів:   виведення прийнятого зображення на екран;   * пошук на зображенні транспортного засобу номерних знаків, їх детекція та розпізнавання з подальшим занесенням в загальну базу розпізнаних номерів; * порівняння розпізнаного номера з номерами, наявними в базі для розшуку транспортного засобу; * зберігання кольорового зображення транспортного засобу з розпізнаним номером.  1. GPS-моніторинг та керування транспортним засобом:  * відслідковування будь-якої кількості мобільних об’єктів; * отримання інформації про місце розташування об’єктів з точною локалізацією на карті напрямку і швидкості руху; * отримання статистики пересувань об’єктів за будь-який заданий проміжок часу з відображенням на карті всіх переміщень; * отримання відомості про пройдений об’єктами шлях у кілометрах; * зберігання інформації в базах даних про кожний об’єкт, включаючи маршрути, обмін повідомленнями й ін.; * підтримання зв’язку з водіями в процесі моніторингу дорожнього руху для інформування про погодні умови, стан дороги, дорожні аварії тощо.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач моніторингу дорожнього руху. | <https://nau.edu.ua/ua/menu/science/naukovi-rozrobki/intelektualna-sistema-monitoringu-dorozhnogo-ruxu.html>  <https://apluss.pro/upravlinnya-transportnoyu-systemoyu/intelektualni-transportni-sistemi-its/> |
|  | Моделювання бізнес-процесів в системі автоматичного контролю пасажирських перевезень | 95 | **Мета**: на основі моделювання бізнес-процесів в системі контролю пасажиропотоків в громадському транспорті показати шляхи забезпечення безперебійної роботи громадського транспорту; покращення обліку та регулювання кількості пасажирів в громадському транспорті та оперативному контролю руху транспорту в режимі реального часу.  **Об’єкти моделювання:** транспортний засіб, номерний знак, дорога та зупинки,засобиGPS-моніторингу, датчики підрахунку кількості пасажирів.  **Задачі моделювання**:   1. Відслідковування пасажирами даних про пересування громадського транспорту за допомогою GPS:  * Пошук місцезнаходження автобусів та електротранспорту за номерами маршрутів та зупинками; * Визначення часу прибуття транспорту на певну зупинку; * Відображення графіку руху транспорту. * Відображення карти руху транспорту  1. Перевірка Державними органами кількості транспортних засобів на маршрутах:  * пошук на зображенні транспортного засобу номерних знаків, їх детекція та розпізнавання з подальшим занесенням в загальну базу розпізнаних номерів; * порівняння розпізнаного номера з номерами, наявними в базі для розшуку транспортного засобу; * зберігання кольорового зображення транспортного засобу з розпізнаним номером.  1. Автоматичний підрахунку кількості пасажирів в транспорті:  * відслідковування будь-якої кількості мобільних об’єктів; * отримання інформації про місце розташування об’єктів з точною локалізацією на карті напрямку і швидкості руху; * отримання статистики пересувань об’єктів за будь-який заданий проміжок часу з відображенням на карті всіх переміщень; * отримання відомості про пройдений об’єктами шлях у кілометрах; * зберігання інформації в базах даних про кожний об’єкт, включаючи маршрути, обмін повідомленнями й ін.; * підтримання зв’язку з водіями в процесі моніторингу дорожнього руху для інформування про погодні умови, стан дороги, дорожні аварії тощо.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач моніторингу пасажиропотоку. | <https://gps-ukraine.com/ua/kontrol-pasazhyropotoku/>  <http://uapatents.com/4-103090-sposib-avtomatichnogo-pidrakhunku-ta-obliku-pasazhiriv.html>  <http://tvoemisto.tv/news/mobilnyy_dodatok_dlya_vidslidkovuvannya_transportu_u_lvovi_de_zavantazhyty_76429.html>  <https://stud.com.ua/120693/informatika/sistemi_identifikatsiyi_pasazhiriv> |
|  | Моделювання бізнес-процесів в інформаційній системі «Smart Region» | 95 | **Мета**: на основі моделювання бізнес-процесів в інформаційній системі «Smart Region» покращити доступ користувачів до інформації щодо проектів, які плануються або реалізуються в регіоні для підтримки або відхилення їх.  **Об’єкти моделювання:** користувачі, проекти, регіональна влада, .  **Задачі моделювання**:   1. Реєстрація, авторизація та вхід користувача до системи. 2. Перелік проектних платформ: назва проекту, опис завдань проекту, вартість проекту, очікувані результати впровадження проекту, головування користувачів за підтримку проектів або їх відхилення. 3. Платформа громадського фінансування: допомога постраждалим від стихійних лих, підтримка з боку вболівальників чи фанатів, підтримка політичних кампаній, фінансування стартап-компаній та [малого бізнесу](https://uk.wikipedia.org/wiki/%D0%9C%D0%B0%D0%BB%D0%B8%D0%B9_%D0%B1%D1%96%D0%B7%D0%BD%D0%B5%D1%81), створення вільного програмного забезпечення тощо. 4. Бюджет регіону: джерела та обсяг доходів та податків, статті та обсяг витрат, які планує регіональна влада.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач інформаційної системи «Smart Region» | <https://poltava.to/news/52894/>  <https://i1.poltava.to/uploads/2019/10/2019-10-10/tz-smart-region.pdf> (п. 3.2, стор 15 - 30 ) |
|  | Моделювання бізнес-процесів функціонування інноваційних ІТ-кластерів | 95 | **Мета**: на основі моделювання бізнес-процесів ІТ кластерів показати шляхи підвищення продуктивності і гарантування конкурентоздатності регіону та держави на міжнародному рівні, а також покращення якості підготовки ІТ фахівців через взаємодія ІТ-освіти та ІТ-індустрії.  **Об’єкти моделювання:** ІТ компанії, ІТ-фахівці, мережа ІТ компаній та фахівців, університети проекти, події  **Задачі моделювання**:   1. ІТ—освіта:    1. Модернізація навчальних програм у ЗВО, формування та коригування навчальних планів;    2. Шкільні та студентькі олімпіади з математики, програмування, ІТ ;    3. ІТ конференції (за участю представників найбільших ІТ-компаній, інвестиційних фондів, бізнесу та уряду, дизайнерів, топ-менеджерів, підприємців, бізнес аналітиків та стартаперів.)    4. Фінансова допомога ЗВО    5. Навчальні курси для студентів та стажування викладачів    6. І.т.д. 2. ІТ-право:    1. Юридична підтримка та захист прав учасників кластера    2. Правове консультуання та лобіювання законів, що стосуються розвитку ІТ індустрії    3. Навчальні семінари з правової тематики діяльності ІТ компаній 3. Міжнародна діяльність    1. Співробітництво з посольствами для формування позитивному іміджу ІТ індустрії регіону    2. пошук інвесторів, партнерів,    3. вихід на нові ринки впровадження стартапів.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в процесі функціонування інноваційних ІТ-кластерів | <https://appau.org.ua/info/hajtek-klastery-v-ukrayini-potochnyj-status-kvo-ta-vyklyky-rozvytku/>  <https://www.beratergruppe-ukraine.de/wordpress/wp-content/uploads/2016/01/PP_04_2015_ukr.pdf>  <https://dou.ua/lenta/articles/it-cluster-review/>  <https://itcluster.lviv.ua/>  <https://nv.nltu.edu.ua/Archive/2018/28_9/16.pdf>  <https://www.researchgate.net/publication/329523872_Perspektivi_rozvitku_IT-klasteriv_v_Ukraini_na_osnovi_vencurnogo_investuvanna/link/5c0db83c299bf139c74d5280/download>  <http://dspace.puet.edu.ua/bitstream/123456789/7046/1/Dissertation%20Onipko.pdf> |
|  | Моделювання бізнес-процесів впровадження стандарту ISTE (International Society for Technology in Education) | 95 | **Мета**: на основі моделювання бізнес-процесів при впровадженні стандарту ISTE у ЗВО показати шляхи удосконалення освітнього процесу та покращення якості підготовки студентів.  **Об’єкти моделювання:** студенти, викладачі, завідувач кафедри (гарант освітньої програми), цифрові технології, стандарти ISTE  **Задачі моделювання:**   1. Реалізація шляхів для формування таких компетентностей у студента: 2. Внутрішня мотивація 3. Громадянин цифрового суспільства 4. Критичне пізнання дійсності 5. Відкритість новому знанню 6. Розвинуте алгоритмічне та інженерне мислення 7. Творча взаємодія з іншими людьми 8. Здатність до співпраці і командній роботі 9. Реалізація шляхів для формування таких компетентностей у викладача ЗВО: 10. Аналітик 11. Спеціаліст 12. Лідер 13. Громадяни цифрового суспільства 14. Організатор навчання у співпраці 15. Спеціаліст по педагогічному дизайну 16. Фасилітатор (що забезпечує успішну групову комунікацію) 17. Реалізація шляхів для формування таких компетентностей у викладача інфоматики: 18. компетентність 19. Ефективні стратегії викладання і навчання 20. Ефективна освітнє середовище 21. Ефективне використання предметних навичок 22. Реалізація шляхів для формування таких компетентностей в освітнього технолога: 23. Підтримка і супровід колег 24. Допомога в викладанні і оцінюванні 25. Створення цифрової освітнього середовища 26. Розробка і оцінка навчально-методичних матеріалів 27. Популяризація цифрового громадянства 28. Фахівець в галузі професійного розвитку 29. Реалізація шляхів для формування таких компетентностей у керівника освітньої організації 30. стратегічне керівництво 31. Створення освітньої культури цифрового століття 32. Професійне впровадження інновацій 33. Системні перетворення 34. Популяризація цифрового громадянства   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті моделювання впровадження стандартів ISTE у ЗВО | <https://hope.edu/academics/education/resources/Refreshed%20ISTE%20Standards%20for%20Educators%20-Permitted%20Educational%20Use.pdf>  <https://cdn.iste.org/www-root/Libraries/Documents%20%26%20Files/PDFs/ISTE%20Standards%202017%20RUS%20web%20version.pdf?_ga=2.61439659.667422961.1585251488-889930646.1584814270>  <https://www.iste.org/standards/standards-in-action/global-reach>  <https://www.iste.org/standards>  <https://www.iste.org/standards/for-students>  <https://en.wikipedia.org/wiki/International_Society_for_Technology_in_Education>  <https://id.iste.org/my-profile/standards-download> |
|  | Моделювання бізнес-процесів впровадження стандарту CDIO (Conceive - Design - Implement - Operate) для модернізації інженерної освіти | 95 | **Мета**: на основі моделювання бізнес-процесів при впровадженні стандарту CDIO у ЗВО показати шляхи удосконалення освітнього процесу, покращення якості підготовки студентів та визначити відповідність діяльності ЗВО стандартам CDIO.  **Об’єкти моделювання:** студенти, викладачі, освітня програма, стандарти CDIO  **Задачі моделювання:**   1. Моделювання шляхів формування у студента здатностей Планувати, Проектувати, Виробляти і Застосовувати інженерні продукти та оцінка відповідності освітнього процесу стандарту CDIO (standard 1). 2. Моделювання шляхів придбання студентами результатів навчання для розвитку особистісних умінь і навичок створення продуктів, процесів і систем, а також дисциплінарних знань відповідно до цілей освітньої програми та інтересів роботодавців ( standard 2 та CDIO Syllabus). 3. Моделювання шляхів розробки навчального плану, що передбачає таку організацію навчального процесу, яка веде до придбання особистісних і міжособистісних навичок, а також навичок створення продуктів, процесів і систем (standard 3). 4. Моделювання шляхів ведення проектно-впроваджувальної діяльності студентів (standard 5): 5. отримання проектно-впроваджувального досвіду в рамках освітнього процесу (дослідження в процесі виконання лабораторних робіт, курсового та дипломного проектування і т.д.) 6. отримання проектно-впроваджувального реального досвіду в процесі дуальної освіти, хакатонів, конкурсних робіт тощо. 7. Моделювання шляхів інтегрованого навчання для отримання предметних знань поряд з особистісними навичками (наприклад, під час виконання технічного проекту розглядати соціальні питання) (standard 7). 8. Моделювання шляхів оцінювання особистісних і міжособистісних навичок, навичок створення продуктів, процесів і систем, а також дисциплінарних знань, які студенти набувають в процесі навчання (standard 11)   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті моделювання впровадження стандартів CDIO у ЗВО | <http://iie.tpu.ru/files/CDIO_Standard.pdf>  <http://www.cdio.org/implementing-cdio/standards/12-cdio-standards#standard1>  <http://iie.tpu.ru/files/CDIO%20Syllabus_rus.pdf>  <http://www.cdio.org/knowledge-library/project-based-learning>  <http://edu.sfu-kras.ru/sites/edu.sfu-kras.ru/files/Mezhdunarodnye_standarty_CDIO_v_obrazovatelnom_standarte_TPU.pdf> |
|  | Моделювання застосовування серйозних ігор в навчальному процесі (гейміфікація освіти) | 95 | **Мета**: на основі моделювання бізнес-процесів при застосовування серйозних ігор в освітньому процесі ЗВО показати шляхи удосконалення освітнього процесу, покращення зацікавленість та вмотивованість студентів до набуття знань та умінь.  **Об’єкти моделювання:** студенти, викладачі, серйозна гра (платформа, завдання), результати навчання, дисципліна,  **Задачі моделювання:**   * + 1. Моделювання динаміки гри:  1. Розвиток мотивацій студентів, 2. Підтримка інтересу до вивчення дисципліни    * 1. Реалізація механіки гри:         1. Сценарій, правила та стратегія гри         2. Взаємодія з гравцем         3. Інформування      2. Моделювання елементів гри         1. Бали         2. Рівні         3. Квести         4. Нагороди         5. Досягнення         6. Прогрес   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті застосовування серйозних ігор в навчальному процесі. | <https://osvitanova.com.ua/posts/2596-heimifikatsiia-v-osviti>  <https://ain.ua/2017/10/02/yak-igri-zminyuyut-osvitu/>  <https://www.ar25.org/article/top-10-prykladiv-geymifikaciyi-peretvorennya-u-gru-v-osviti-yaki-zminyat-nashe-maybutnye>  <http://blog.gioschool.com/gamification>  <https://www.slideshare.net/samoyira/ss-53922372>  <https://nus.org.ua/view/yak-navchannya-na-osnovi-igor-rozvyva-navychky-21-go-stolittya/> |
|  | Моделювання процесу управління розвитком компетентностей студентів (випускників) | 95 | **Мета**: на основі моделювання бізнес-процесів управління розвитком компетентностей студентів показати шляхи покращення рівня освіти (гнучка система освіти), рівня компетентностей студентів, зменшення ризиків невдач, що можуть виникнути при самоосвіті.  **Об’єкти моделювання:** компанії, роботодавці, вимоги роботодавців (компетенції, що вимагаються), система управління розвитком компетентностей студентів, студент, викладач, компетентності  **Задачі моделювання:**   1. Моделювання процесу визначення вимог роботодавців до компетентностей студентів/випускників:    1. Аналіз ситуації на ринку праці    2. Визначення роботодавцем компетенцій (вимог до вакансій)    3. Аналіз викладачем компетенцій роботодавця    4. Визначення вимог до компетентностей студентів 2. Формування компетентностей у студента відповідно до обраного профілю (професії)    1. Ознайомлення з вимогами до компетентностей студентів    2. Створення навчального плану    3. Виконання навчального плану    4. Сертифікація |  |
|  | Моделювання бізнес-процесів боротьби з коронавірусом | 95 | **Мета**: на основі моделювання бізнес-процесів для боротьби з коронавірусом показати шляхи підвищення її ефективності, зменшення ризиків для населення тощо.  **Об’єкти моделювання:** хворий, лікар, лікарня, ліки та захисні засоби, соціальне середовище (міста, країна), фінанси, бізнес.  **Задачі моделювання:**   1. Створення штабу по боротьбі з епідемією 2. Мобілізація фінансових та медичних ресурсів 3. Закриття кордонів 4. Закупівля або термінове виробництво засобів індивідуального захисту та апаратів ШВЛ 5. Запровадження карантину та обмеження пересування та скупчення громадян 6. Тотальне тестування населення, що знаходиться в зоні ризику 7. Обсервація прибулих із країн із високим рівнем зараження 8. Госпіталізація хворих 9. Контроль карантинних заходів, відстеження переміщення тих, хто заразився корона вірусом 10. Створення карти розповсюдження захворювання та об’єктів ураження 11. Розробка мобільного застосування, який показує присутність можливого носія інфекції поблизу власника мобільного телефону з цим додатком. 12. Реєстрація та маркування населення 13. Заходи для підтримки бізнесу   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації | <https://nv.ua/ukr/world/countries/borotba-z-koronavirusom-v-izrajili-priklad-dlya-vsogo-svitu-novini-50078040.html> |
| 1. п | Моделювання бізнес-процесів функціонування цифрового університету | 90 | **Мета**: на основі моделювання бізнес-процесів програмно-інформаційної платформи цифрового-університету показати шляхи покращення управління архітектурою та організаційною структурою університету, поліпшення системи електронної мережевої взаємодії викладача та студента та електронного документообігу.  **Задачі моделювання**:   1. Електронний кабінет студента. 2. Електронний кабінет викладача. 3. Електронний деканат. 4. Електронний аудиторний, бібліотечний фонд. 5. Онлайн звітність. 6. Електронний документообіг.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач інформаційної платформи цифрового університету | <http://www.euroosvita.net/index.php/?category=1&id=6361> |
|  | Моделювання бізнес-процесів в системі електронних ресурсів університету | 90 | **Мета**: на основі моделювання бізнес-процесів інформаційної системи «Електронні ресурси університету» показати шляхи покращення якості навчання через використання електронного навчального контенту та е-співпраці між студентами, студентами та викладачами, студентами та адміністрацією.  **Задачі та об’єкти моделювання**:   1. [Бібліотека Університету](http://wiki.kubg.edu.ua/%D0%91%D1%96%D0%B1%D0%BB%D1%96%D0%BE%D1%82%D0%B5%D0%BA%D0%B0_%D0%A3%D0%BD%D1%96%D0%B2%D0%B5%D1%80%D1%81%D0%B8%D1%82%D0%B5%D1%82%D1%83): електронні інформаційні ресурси, інформаційні послуги (віртуальна довідка, робота з ресурсами відкритого доступу та консультування по роботі з ними, міжбібліотечний абонемент та електронна доставка документів, виконання різних тематичних запитів на замовлення, перевірка документів на антиплагіат різними сервісами,   консультування з питань використання наукометричних баз даних, зокрема SCOPUS та WEB OF SCIENCE, інформування про нові надходження на електронну пошту та електронна форма подовження терміну користування книгою).   1. [Електронний репозиторій](http://wiki.kubg.edu.ua/%D0%95%D0%BB%D0%B5%D0%BA%D1%82%D1%80%D0%BE%D0%BD%D0%BD%D0%B8%D0%B9_%D1%80%D0%B5%D0%BF%D0%BE%D0%B7%D0%B8%D1%82%D0%BE%D1%80%D1%96%D0%B9) університету: моделювання доступу до електронного ресурсу бібліотеки з навчальними, довідковими, методичними матеріалами. 2. [Електронні журнали](http://wiki.kubg.edu.ua/%D0%95%D0%BB%D0%B5%D0%BA%D1%82%D1%80%D0%BE%D0%BD%D0%BD%D1%96_%D0%B6%D1%83%D1%80%D0%BD%D0%B0%D0%BB%D0%B8): моделювання роботи сайтів електронних журналів (реєстрація читачів та авторів статей, подача статей авторами, перегляд і читання журналів та статей, тощо). 3. [Вікі-портал Університету](http://wiki.kubg.edu.ua/%D0%92%D1%96%D0%BA%D1%96-%D0%BF%D0%BE%D1%80%D1%82%D0%B0%D0%BB_%D0%A3%D0%BD%D1%96%D0%B2%D0%B5%D1%80%D1%81%D0%B8%D1%82%D0%B5%D1%82%D1%83): моделювання використання вікі-технології для оперативної публікації освітніх матеріалів, написання рефератів та есе, проведення електронного обговорення та дискусій за викладеними матеріалами тощо 4. [Корпоративна електронна пошта](http://wiki.kubg.edu.ua/%D0%9A%D0%BE%D1%80%D0%BF%D0%BE%D1%80%D0%B0%D1%82%D0%B8%D0%B2%D0%BD%D0%B0_%D0%B5%D0%BB%D0%B5%D0%BA%D1%82%D1%80%D0%BE%D0%BD%D0%BD%D0%B0_%D0%BF%D0%BE%D1%88%D1%82%D0%B0): моделювання комунікації студентів і співробітників Університету, автоматичне створення корпоративної електронної скриньки за запитом, моделювання використання текстових, голосових та відео чатів. 5. [Електронне навчання (Е-навчання)](http://wiki.kubg.edu.ua/%D0%95%D0%BB%D0%B5%D0%BA%D1%82%D1%80%D0%BE%D0%BD%D0%BD%D0%B5_%D0%BD%D0%B0%D0%B2%D1%87%D0%B0%D0%BD%D0%BD%D1%8F_(%D0%95-%D0%BD%D0%B0%D0%B2%D1%87%D0%B0%D0%BD%D0%BD%D1%8F)): моделювання застосування змішаного навчання на базі комбінації очного та дистанційного навчання; виконання лабораторних і практичних дистанційних робіт; моделювання автоматичної перевірки виконання лабораторних і практичних завдань, моделювання проведення електронних МКР, іспитів, заліків; використання електронного контенту у вигляді конспектів та презентацій лекцій, навчальних посібників тощо. 6. [Електронне портфоліо викладача](http://wiki.kubg.edu.ua/%D0%95-%D0%BF%D0%BE%D1%80%D1%82%D1%84%D0%BE%D0%BB%D1%96%D0%BE_%D0%B2%D0%B8%D0%BA%D0%BB%D0%B0%D0%B4%D0%B0%D1%87%D0%B0) та студента: імітація створення та використання візитних карток або персональних веб-сайтів викладачів та студентів або їх груп, яке автоматично генерується на вікі-порталі університету.   І т.д.  **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач інформаційної системи «Електронні ресурси університету». | <http://wiki.kubg.edu.ua/%D0%95%D0%9B%D0%95%D0%9A%D0%A2%D0%A0%D0%9E%D0%9D%D0%9D%D0%95_%D0%A1%D0%95%D0%A0%D0%95%D0%94%D0%9E%D0%92%D0%98%D0%A9%D0%95_%D0%A3%D0%9D%D0%86%D0%92%D0%95%D0%A0%D0%A1%D0%98%D0%A2%D0%95%D0%A2%D0%A3> |
|  | Моделювання бізнес-процесів в системі Kyiv Smart City School | 90 | **Мета**: на основі моделювання бізнес-процесів в системі комунікаційна-освітньої платформи Kyiv Smart City School показати шляхи покращення освітнього процесу для школярів, посилити мотивацію школярів до опанування інформаційних та інших смарт технологій, популяризувати ІТ освіту.  **Задачі моделювання**:   1. Навчальний процес (тренінги) програмна імітація навчання дітей:    1. основам програмування у вигляді демонстрації завдань на розвиток логіки, мислення, алгоритмізації та їх розв’язків;    2. основам смарт технологій для користування ресурсами системи Smart City; 2. Заходи, що виховують необхідну для Smart City свідомість (екологічну, інтелектуальну, технічну, технологічну і.т.д.) 3. Заходи з формування soft skills (здатність навчатися, креативність, адаптивність, самокритичність, відповідальність, вміння комунікувати та працювати в команді) 4. Електронна комунікація учнів, батьків і вчителів з освітніх та інших питань. 5. Електронний навчальний контент   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач комунікаційно-освітньої платформи Kyiv Smart City School | <https://www.kyivsmartcity.com/school/>  <https://khreschatyk.news/bezkoshtovna-it-osvita-dlya-ditej-v-kyyevi-vidkryly-shist-filij-kyiv-smart-city-school/>  <https://gb.kyivcity.gov.ua/projects/archive/10/show/1058> |
|  | Моделювання бізнес-процесів в інформаційній системі управління ЖКГ міста | 90 | **Мета**: на основі моделювання бізнес-процесів в інформаційній системі управління житлово-комунальним господарством міста показати шляхи покращення стану ЖКГ, оперативно надавати інформацію щодо послуг у сфері житлово-комунального господарства  **Об’єкти моделювання**:   1. Населення 2. Постачальники послуг 3. Банки для прийому платежів 4. Житлово-експлуатаційні контори (ЖЕКи) 5. Розрахунково-касовий центр 6. Установи влади   **Задачі моделювання:**   1. Населення: укладання договорів про взаємодію населення з постачальниками послуг та оплата населенням вартості послуг. У випадку неякісних послуг або їх відсутності оформлення населенням скарг. Перегляд населенням даних про сплату коштів або заборгованості в Інтернет-ресурсі за кодом споживача послуг та ПІБ. 2. Постачальники послуг: розрахунок вартості послуг (ціна\*кількість або обсяг послуг); облік обсягу послуг (обсяг спожитої електроенергії, води, тепла тощо); перерахунки вартості послуг у випадку їх відсутності, аварійної ситуації, збоїв в роботі постачальника послуг тощо; облік пільг; облік субсидій; розрахунок пені за прострочені платежі; формування звітів за поточний період (місяць, квартал, рік) 3. Банки: прийом платежів відповідно до даних, що є в рахунках населення; друк квитанцій про сплату рахунків; формування щоденного звіту про прийом платежів; передача даних про сплату до БД. 4. ЖЕК: реєстрація населення з визначенням адреси прописки, власника квартири та технічних характеристик квартири (кількість кімнат, метраж, висота стелі, тощо); формування всіх видів довідок; формування звітної документації, інформація про постачальників послуг. 5. Паспортний стіл: прописка та виписка мешканців будинку(листок прибуття, листок вибуття); формування списку мешканців і виборців (діти до 18 років не враховуються у списку виборців); довідка про склад сім'ї, про реєстрацію іноземного громадянина, про вільну житлоплощі і ін довідки, 6. Розрахунково-касовий центр: прийом інформації про нарахування за послуги від постачальників послуг; видача інформації в банки про стан особових рахунків громадян; реєстрація банківських виписок по платіжках населення; прийом готівкових платежів та зарахування їх на особові рахунки громадян; надання інформації громадянам про величину, характер нарахувань за надані послуги та поточному сальдо на їх особових рахунках через спеціалізовані термінали; зв'язок з відділами субсидій, управлінням соціального захисту населення та іншими органами державного контролю; інформація про рух квартиронаймачів.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач управління ЖКГ міста. | <https://i1.poltava.to/uploads/2019/10/2019-10-10/tz-smart-region.pdf>  <http://search.ligazakon.ua/l_doc2.nsf/link1/JH82S00A.html>  <http://ua-referat.com/%D0%92%D0%BF%D1%80%D0%BE%D0%B2%D0%B0%D0%B4%D0%B6%D0%B5%D0%BD%D0%BD%D1%8F_%D0%B0%D0%B2%D1%82%D0%BE%D0%BC%D0%B0%D1%82%D0%B8%D0%B7%D0%BE%D0%B2%D0%B0%D0%BD%D0%B8%D1%85_%D1%96%D0%BD%D1%84%D0%BE%D1%80%D0%BC%D0%B0%D1%86%D1%96%D0%B9%D0%BD%D0%B8%D1%85_%D1%81%D0%B8%D1%81%D1%82%D0%B5%D0%BC_%D1%83_%D1%81%D1%84%D0%B5%D1%80%D1%96_%D0%B6%D0%B8%D1%82%D0%BB%D0%BE%D0%B2%D0%BE-%D0%BA%D0%BE%D0%BC%D1%83%D0%BD%D0%B0%D0%BB%D1%8C%D0%BD%D0%BE%D0%B3%D0%BE_%D0%B3%D0%BE%D1%81%D0%BF%D0%BE%D0%B4%D0%B0%D1%80%D1%81%D1%82%D0%B2%D0%B0> |
|  | Моделювання бізнес-процесів в інформаційні системі управління дорожнім рухом | 90 | **Мета**: на основі моделювання бізнес-процесів в системі управління дорожнім рухом показати шляхи зниження рівня завантаженості вулиць і доріг, Підвищення безпеки дорожнього руху.  **Об’єкти моделювання:** транспортний засіб, номерний знак, детектори руху транспорту, камери відеонагляду, GPS-датчики таксі та громадського транспорту, карта міста, оперативні дані щодо ДТП, ремонтів та перекриття вулиць і доріг.  **Задачі моделювання**:   1. Підрахунок інтенсивності трафіку на вузлах та перегонах; 2. Прогнозування інтенсивності на автомобільних дорогах; 3. Проектування «Зеленої хвилі» з оптимізацією алгоритмів керування світлофорними об’єктами; 4. Оптимізація схем організації дорожнього руху: 5. Автоматична фіксація порушень Правил дорожнього руху; 6. Надання пріоритету руху громадського транспорту; 7. Моніторинг умов руху в режимі реального часу; 8. Інформування учасників руху про дорожні умови; 9. Моделювання паркінгів та автомобільних стоянок, інформування щодо наявності вільних паркувальних місць; 10. Інформування щодо графіків руху громадського транспорту; 11. Інформування щодо прокату велосипедів тощо.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач управління дорожнім рухом | <https://apluss.pro/upravlinnya-transportnoyu-systemoyu/intelektualni-transportni-sistemi-its/> |
|  | Моделювання бізнес-процесів в інформаційній системі комунікації влади з громадянами «Smart-портал» | 90 | **Мета**: на основі моделювання бізнес-процесів в інформаційній системі комунікації з громадянами «Smart-портал» показати шляхи створення єдиного інформаційного простору для забезпечення оперативного доступу мешканців міста до інформації про діяльність керівництва ради, її виконавчого комітету, депутатів для вирішення практичних питань громадян.  **Об’єкти моделювання:** громадяни, рада, депутати, інформаційний простір (інформація).  **Задачі моделювання**:   1. Електронний кабінет мешканця міста:    1. Створення персонального онлайн-кабінету мешканця міста;    2. Підключення зовнішніх ресурсів надавачів послуг (сайти, портали, бази даних, електронні карти та ін.);    3. Організація прямого інформаційного обміну між «кабінетами» мешканця міста та надавачів послуг;    4. Розміщення шаблонів та зразків документів, необхідних для отримання послуги;    5. Отримання інформації щодо отримання послуги    6. формування статистичних та аналітичних звітів. 2. Робота контакт-центру (call-center):    1. Фіксація звернення громадян, формування картки звернення (ПІБ, адреса, телефон, дата, час звернення, зміст звернення)    2. Автоматичне визначення виконавця та повідомлення автору звернення;    3. Електронна маршрутизація звернення від замовника до виконавця з повідомленням громадянам про передачу замовлення виконавцю;    4. Контроль за графіком виконанням звернення;    5. Формування звіту щодо виконання звернень;    6. Кабінет замовника звернення зі звітністю про виконання замовлення. 3. Виконання адміністративних послуг: 4. Електронні петиції: 5. Електронні черги:    1. В дитячий садок, до школи    2. В державну службу зайнятості    3. Пенсійний фонд    4. Митниця 6. Онлайн контроль виконання передвиборчих програм з розміщенням на ГІС-карті інформації про діяльність керівництва ради та депутатів: 7. оприлюднення проектів та прийнятих рішень; 8. оприлюднення підсумків поіменного голосування депутатів за різними питаннями; 9. інформація щодо депутатів облради: 10. оприлюднення нормативної документації (тексти законів, указів, розпоряджень тощо); 11. виконання онлайн-трансляції засідань ради;   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач «Smart-порталу» | <https://bissoft.org/smart-portal>  <https://bissoft.org/smart-city> |
|  | Моделювання бізнес-процесів в інформаційній системі «Smart Manager» | 90 | **Мета**: на основі моделювання бізнес-процесів в інформаційній системі «Smart Region» покращити доступ користувачів до інформації щодо проектів, які плануються або реалізуються в регіоні для підтримки або відхилення їх.  **Об’єкти моделювання:** менеджер, проекти, робочі завдання, бізнес-процеси завдань, документи.  **Задачі моделювання**:  Smart Manager являє собою персональний робочий стіл, де співробітник бачить всі поставлені перед ним робочі завдання, їх строки виконання, ступінь важливості та може відслідковувати бізнес-процеси, в яких він бере участь. Це може бути домовленість/затвердження документів, делегування доручень, домовленість про оплату, аналіз заборгованості і т. д.  **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач інформаційної системи «Smart Manager» | <https://www.it.ua/news/kievgorstroj-ispolzuet-novuju-razrabotku-erp-sistemy-it-enterprise-smart-manager> |
|  | Інформаційна платформа для реалізації стартап-проектів | 90 | **Мета**: на основі моделювання бізнес-процесів в інформаційній платформі для реалізації стартап-проектів показати шляхи покращення процесу пошуку інвесторів для реалізації ідей і проектів.  **Об’єкти моделювання:** автор, ідея або проект, бізнес-модель Canvas, команда проекту.  **Задачі моделювання**:   1. Створення команди. 2. Генерування та аналіз доцільності ідеї проекту. 3. Побудова бізнес-моделі стартап-проекту. 4. Розробка бізнес-плану стартап-проекту 5. Презентація ідеї та проекту   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач інформаційної платформи для реалізації стартап-проектів. | <https://moy-gorod.org/>  <https://ela.kpi.ua/bitstream/123456789/29447/1/Rozrobka_startup-proektiv_Konsp.lekts.pdf>  <http://gentledevs.com/startup-solutions/> |
|  | Моделювання бізнес-процесів розвитку кар'єри випускника в ІТ індустрії | 90 | **Мета**: на основі моделювання бізнес-процесів розвитку кар'єри випускника показати шляхи гарантування конкурентоздатності ІТ випускників на ринку праці через управління розвитком їх компетентностей.  **Об’єкти моделювання:** ІТ компанія, ІТ-фахівці, компетентності випускника, ІТ професія, рівень кваліфікації, службові сходи кар’єри (професійна роль, статус і види діяльності)  **Задачі моделювання**:   1. Розвиток ІТ-освіти та формування базових компетентностей випускників відповідно до освітніх програм та вимог ІТ індустрії (рівень junior); 2. Працевлаштування в ІТ компанію (складання і розсилка резюме, проходження співбесід, тестування, випробувальний період робота); 3. Виконання ІТ-проектів в компанії; 4. Оцінка ефективності, оцінка знань, зовнішня сертифікація; 5. Підвищення на посаді   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в процесі моделювання ІТ кар’єри. | <https://www.softserveinc.com/uk-ua/careers/professional-development>  [CWA 16458-1:2018](ftp://ftp.cencenelec.eu/CEN/WhatWeDo/Fields/ICT/eEducation/WS/eSkills/ICTSkills/CWA%2016458-1_2018.pdf) European ICT Professional Role Profiles – Part 1: 30 ICT Profiles - <https://itprofessionalism.org/about-it-professionalism/competences/where-to-buy-the-e-cf-standard/>  <https://www.cepisecompetencebenchmark.org/> |
|  | Моделювання бізнес-процесів створення бібліотек освітнього контенту з  персональними треками для ІТ-спеціальностей | 90 | **Мета**: на основі моделювання бізнес-процесів створення бібліотек освітнього контенту показати шляхи покращення якості підготовки студентів.  **Об’єкти моделювання:** студент, викладач, індивідуальний навчальний план, робоча програма дисципліни, навчально-методичні матеріали  **Задачі моделювання**:   1. Визначення платформи для освітнього контенту 2. Визначення мотивацій студентів та їх індивідуальних навчальних планів 3. Створення інформаційних ресурсів за індивідуальним навчальним планом    1. Теоретичний курс    2. Практичні та лабораторні заняття    3. Тести    4. Бізнес-кейси 4. Агрегація ресурсів за потребами студентів 5. Електронний каталог 6. Онлайн -магазин   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в процесі моделювання освітнього контенту. | <http://www.ng.sibstrin.ru/brest_novosibirsk/2017/prez/%D0%90%D0%BD%D0%B4%D1%80%D1%8E%D1%88%D0%B8%D0%BD%D0%B0.pdf>  <https://texterra.ru/blog/obrazovatelnyy-kontent-mekhanizm-sozdaniya-loyalnogo-polzovatelya.html>  <http://files.runet-id.com/2015/csf/presentations/12feb.csf15-1-3--alekseeva.pdf>  <http://www.curator.ru/e-learning/publications/publication29.html> |
|  | Моделювання бізнес-процесів організації освітнього процесу в університеті | 90 | **Мета**: на основі моделювання бізнес-процесів в організації освітнього процесу показати шляхи покращення якості підготовки студентів.  **Об’єкти моделювання:** студенти, викладачі, освітній процес, види навчальних занять, результати навчання  **Задачі моделювання**   1. Форми організації освітнього процесу, 2. Види навчальних занять і контролю 3. Планування освітнього процесу 4. Науково-методичне забезпечення освітнього процесу 5. Оцінювання результатів навчання 6. Присвоєння кваліфікації випускникам 7. Здобувачі освіти 8. Науково-педагогічні та педагогічні працівники 9. Академічна мобільність 10. Забезпечення якості освітнього процесу   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті моделювання освітнього процесу | <http://www.univ.kiev.ua/pdfs/official/Organization-of-the-educational-process.pdf>  <http://mobility.univ.kiev.ua/?page_id=804&lang=uk>  <http://nmc.univ.kiev.ua/docs/Polojennya%20QAS%202019.pdf>  <https://mobility.univ.kiev.ua/?page_id=798&lang=uk> |
|  | Моделювання бізнес-процесів інформаційної системи для Центру сприяння працевлаштуванню випускників | 90 | **Мета**: на основі моделювання бізнес-процесів Центру сприяння працевлаштуванню випускників показати шляхи удосконалення працевлаштування студентів в ІТ-компанії.  **Об’єкти моделювання:** кадрове агенство, студенти, ІТ-компанії, договори, вимоги ІТ-компаній (вакансії)  **Задачі моделювання**   1. Організація проведення презентацій роботодавців і ярмарків вакансій 2. Ведення бази даних потенційних роботодавців та вакансій на об'єктах ринку праці 3. Ведення бази даних випускників та здобувачів на працевлаштування, облік їх можливостей 4. Пошук і підбір претендентів на вакантні місця роботи 5. Укладення договорів з підприємствами на підбір і розподіл молодих фахівців 6. Аналіз вимог роботодавців до випускників вузу 7. Аналіз попиту фахівців на ринку праці 8. Аналіз конкурентоспроможності випускників ВНЗ 9. Ведення обліку працевлаштування молодих фахівців вузу 10. Формування різних статистичних звітів по випуску та працевлаштування молодих фахівців 11. Моніторинг працевлавштування та кар'єри претендента   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті моделювання роботи Центру сприяння працевлаштуванню випускників | http://www.work.ua/, http://job.ukr.net/, <http://www.trud.ua/>, <http://www.jobs.ua/>, <http://rabota.ua/>  <https://tusur.ru/ru/o-tusure/struktura-i-organy-upravleniya/departament-obrazovaniya/tsentr-sodeystviya-trudoustroystvu-vypusknikov>  <https://aist.tusur.ru/srcstv> |
|  | Моделювання бізнес-процесів системи дистанційної освіти (СДО) в університеті | 90 | **Мета**: на основі моделювання бізнес-процесів СДО забезпечити досту до освітніх ресурсів шляхом використання сучасних інформаційних технологій та телекомунікаційних мереж і формування єдиного освітнього простору в рамках усього світового співтовариства.  **Об’єкти моделювання**, СДО, студенти, освітні ресурси, дистанційний курс, тьютор  **Задачі моделювання:**   1. Основні види навчальних занять за дистанційною формою навчання є: лекція, семінар, урок, практичні заняття, лабораторні заняття, консультації та інші; 2. Веб-ресурси навчальних дисциплін (програм), що необхідні для забезпечення дистанційного навчання, можуть містити: 3. методичні рекомендації щодо їх використання, послідовності виконання завдань, особливостей контролю тощо; 4. документи планування навчального процесу (навчальні програми, навчально-тематичні плани, розклади занять); 5. відео- та аудіозаписи лекцій, семінарів тощо; 6. мультимедійні лекційні матеріали; 7. термінологічні словники; 8. практичні завдання із методичними рекомендаціями щодо їх виконання; 9. віртуальні лабораторні роботи із методичними рекомендаціями щодо їх виконання; 10. віртуальні тренажери із методичними рекомендаціями щодо їх використання; 11. пакети тестових завдань для проведення контрольних заходів, тестування із автоматизованою перевіркою результатів, тестування із перевіркою викладачем; 12. ділові ігри із методичними рекомендаціями щодо їх використання; 13. електронні бібліотеки чи посилання на них; 14. бібліографії; 15. дистанційний курс, що об’єднує зазначені вище веб-ресурси навчальної дисципліни (програми) єдиним педагогічним сценарієм; 16. інші ресурси навчального призначення. 17. Отримання навчальних матеріалів, спілкування між суб’єктами дистанційного навчання під час навчальних занять, що проводяться дистанційно, забезпечується передачею відео-, аудіо-, графічної та текстової інформації у синхронному або асинхронному режимі. 18. Практичне заняття, яке передбачає виконання практичних (контрольних) робіт, відбувається дистанційно в асинхронному режимі. 19. Лабораторне заняття проводиться дистанційно з використанням відповідних віртуальних тренажерів і лабораторій. 20. Ділові ігри, виконання проектів у групах тощо проводяться дистанційно у синхронному або асинхронному режимі. 21. Контрольні заходи з навчальної дисципліни при здійсненні підготовки фахівців за дистанційною формою навчання включають проміжний (тематичний, модульний), підсумковий та інші контролі знань, умінь та навичок, набутих студентом у процесі навчання. 22. Усі контрольні заходи у можуть здійснюватись у вигляді відеоконференц-зв’язку за умови забезпечення аутентифікації того, хто навчається,   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті моделювання роботи СДО | <https://zakon.rada.gov.ua/laws/show/z0703-13>  <http://vnz.org.ua/dystantsijna-osvita/pro>  <https://www.kname.edu.ua/images/Files/Normativny_Dokumenty/polozhennja_pro_organisaciyu_distanc_navchannya.pdf> |
|  | Моделювання процесу розробки серйозної гри для навчання мовам програмування | 90 | **Мета**: на основі моделювання бізнес-процесів при застосовування серйозних ігор в освітньому процесі ЗВО показати шляхи удосконалення освітнього процесу, покращення зацікавленість та вмотивованість студентів до набуття знань та умінь.  **Об’єкти моделювання:** студенти, викладачі, серйозна гра (платформа, завдання), результати навчання, дисципліна,  **Задачі моделювання**   * + 1. Вступна частина (мета ігрового заняття).     2. Підготовча частина (правила гри).     3. Гра (постановка завдань, сáме гра).     4. Аналіз результатів, підведення підсумків.     5. Моделювання сценаріїв та інструментів в іграх Kodable, [Code Monkey](https://pedpresa.ua/goto/https:/www.playcodemonkey.com/), [Vim Adventures](https://pedpresa.ua/goto/https:/vim-adventures.com/), [Lightbot](https://pedpresa.ua/goto/http:/lightbot.com/) пр.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті застосовування серйозних ігор при вивченні мов програмування | <https://mistosite.org.ua/ru/articles/yak-stvoryty-hru-ohliad-5-etapiv-na-prykladi-hry-dlia-uchasti-munitsypalitetu-helsynky>  <https://pedpresa.ua/196111-top-10-igor-z-yakymy-dytyna-navchytsya-programuvaty.html>  приклади ігор  <https://code.org/>  <https://vim-adventures.com/>  <https://lightbot.com/>  <https://scratch.mit.edu/>  <https://codecombat.com/>  <http://www.ceebot.com/ceebot/index-e.php> |
|  | Прогнозування ринку праці  в ІТ галузі | 90 | **Мета**: на основі моделювання бізнес-процесів при прогнозуванні потреби ринку праці  в ІТ фахівцях показати шляхи розвитку ІТ-галузі  **Об’єкти моделювання:** ринок праці, компанії, фахівці, вакансії, професії  **Задачі моделювання (**див. методику формування середньострокового прогнозу потреби у фахівцях та робітничих кадрах на ринку праці):   1. Розрахунок продуктивності праці 2. Розрахунок прогнозного індексу продуктивності праці за видами економічної діяльності 3. Розрахунок прогнозного індексу значення ВДВ (валова додана вартість) 4. Розрахунок прогнозного індексу кількості зайнятих 5. Розрахунок часток зайнятих за професіями 6. Розрахунок прогнозної додаткової потреби у фахівцях 7. Зіставлення отриманих значень прогнозної додаткової потреби у фахівцях та робітничих кадрах на ринку праці j-го виду економічної діяльності за i-ю професією з пропозиціями центральних та місцевих органів виконавчої влади   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті Прогнозування потреби в ІТ фахівцях на ринку праці | <https://zakon.rada.gov.ua/rada/show/v0305731-13/sp:max100>  <https://www.sworld.com.ua/simpoz6/63.pdf>  <http://kiis.com.ua/materials/pr/20151230_PROON/Report_Employment_KIIS_final_ukr.pdf>  <http://fsb.net.ua/files/book_46682_01.pdf>  <https://phm.cuspu.edu.ua/ojs/index.php/SNYS/article/download/1562/pdf>  http://www.economy.nayka.com.ua/?op=1&z=679 |
|  | Визначення обсягу  підготовки фахівців з вищою освітою | 90 | **Мета**: на основі моделювання бізнес-процесів при прогнозуванні обсягу підготовки фахівців з вищою освітою показати шляхи оптимізації державного замовлення на фахівців  **Об’єкти моделювання:** міністерство економіки , міністерство освіти, університети, центр моніторингу і прогнозування кадрів, компетентності випускників  **Задачі моделювання:**   1. Моделювання тенденцій розвитку економіки регіону 2. Прогноз ВДВ (валова додана вартість) та чисельності зайнятого населення на 3-5 років та на цій основі здійснення розрахунку та прогнозу потреби в кваліфікованих кадрах. 3. Визначення потреби в кваліфікованих кадрах за рівнями професійної освіти методом вибіркового обстеження керівників підприємств. 4. Розрахунок коефіцієнтів насиченості кваліфікованими кадрами за рівнями освіти, професійними групами за видами економічної діяльності. 5. Визначення загальної додаткової потреби у кваліфікованих кадрах за рівнями освіти, професійними групами та видами економічної діяльності.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті прогнозування обсягу підготовки фахівців з вищою освітою. | <http://www.economy.nayka.com.ua/?op=1&z=679>  <http://www.irbis-nbuv.gov.ua/cgi-bin/irbis_nbuv/cgiirbis_64.exe?C21COM=2&I21DBN=UJRN&P21DBN=UJRN&IMAGE_FILE_DOWNLOAD=1&Image_file_name=PDF/Npndfi_2008_4_15.pdf>  <https://cyberleninka.ru/article/n/metodika-prognozirovaniya-sprosa-na-spetsialistov-v-sisteme-vysshego-professionalnogo-obrazovaniya-regiona>  <http://iubpe.sfu-kras.ru/assets/content/files/1453360144_Kadrovaya_potrebnost_2011.pdf> !!! |
|  | Моделювання процесу працевлаштування випускників в ІТ-компанію | 90 | **Мета**: на основі моделювання бізнес-процесів працевлаштування випускників показати шляхи удосконалення проходження студентами співбесід, врахування наявних у студента знань та навичок  **Об’єкти моделювання:** університети, компанії, вакансії (вимоги роботодавців), випускники, компетентності випускників,  **Задачі моделювання:**   1. проаналізувати процес отримання і засвоєння знань студентами; 2. розглянути процес формування тестових завдань на підприємствах, проаналізувати їх; 3. сформувати на основі опитування студентів параметри привабливості підприємства, виходячи з його параметрів; 4. імітація проведення співбесід;   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації працевлаштування випускників. | <http://elib.hduht.edu.ua/bitstream/123456789/1157/1/-2015%20%D0%94%D0%B0%D0%B2%D1%8B%D0%B4%D0%BE%D0%B2%D0%B0%20%D0%BF%D0%BE%D1%81%D0%B8%D0%B1%D0%BD%D0%B8%D0%BA%20%D1%87%D0%B8%D0%BD%D0%BD%D0%B8%D0%BA.pdf> |
|  | Smart поліція | 90 | **Мета:** на основі моделювання бізнес-процесів роботи Smart поліції показати шляхи удосконалення її діяльності, системи підтримки операційної діяльності поліції в smart city/  **Об’єкти моделювання**  **Задачі моделювання:**   * + - * 1. Підтримка операційної діяльності поліції:   системи електронних досьє на злочинців і злочини, включаючи єдині каталоги і системи класифікації;  системи розпізнавання обличчя злочинців, номерів машин  системи реєстрації, класифікації і розпізнавання крадених речей   * + - * 1. Інформаційно-телекомунікаційна система для збору, консолідації, обробки, зберігання, диспетчеризації даних, що потрібні:   патрульним службам;  службам розслідування злочинів і кримінологічним експертам;  Оперативним поліцейським  Поліцейським аналітикам тощо   * + - * 1. Соціальна динаміка:   Визначати незвичайні скупчення людей в заданих районах або автомобілів за даними мобільних операторів або Wi-Fi;  моніторинг записів у соціальних мережах з гео-тегами (check-in),  аналіз змісту записів для визначення потрібного контенту і прив'язка його до географічного місця   * + - * 1. Data mining   виявлення зв'язків у кримінальному середовищі на основі аналізу поліцейських досьє  Виявлення кібер-злочинів  **Результат:** : ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації діяльності Smart поліції. | <https://cyberleninka.ru/article/n/umnaya-politsiya-v-umnom-gorode>  <https://library.ku.ac.ke/wp-content/downloads/2011/08/Bookboon/IT,Programming%20and%20Web/policing-cyber-crime.pdf> |
|  | Моделювання бізнес-процесу автоматизації роботи scrum master (проектного менеджера) | 90 | **Мета** розробки проекту є підвищення ефективності та швидкості роботи проектного менеджера, шляхом надання інструментів управління та слідкування за проектом.  **Об’єкти моделювання:** менеджер проекту, команда проекту, проект, задачі проекту замовник, програмна система управління проектом, sprint проекту  **Задачі моделювання:**   1. Провести ініціалізацію    1. Отримати завдання та терміни від замовника    2. Провести роботу з вимогами    3. Скласти характеристику об'єкту автоматизації 2. Виконати планування    1. Скласти беклог проекту    2. Провести набір команд    3. Провести аналіз часових і трудових ресурсів    4. Призначити часові терміни    5. Провести аналіз і розбити великі завдання на менші    6. Призначити складності і пріоритетності завданням 3. Проводити виконання    1. Виконати постановку і планування ітерації    2. Скласти беклог ітерації    3. Призначити команди на ітерацію    4. Розподілити завдання між членами команд 4. Проводити моніторинг і контроль    1. Провести контроль виконання і аналіз ризиків    2. Провести огляд якості    3. Провести огляд та аналіз закінчених ітерацій    4. Слідкувати за навантаженнями    5. Перерозподіляти завдання    6. Призначати збори    7. Вести звітність    8. Тримати зв'язок з замовником    9. Провести демонстрацію звітності та готових рішень замовнику    10. Провести роботу з вимогами 5. Виконати завершення    1. Провести закриття проекту    2. Передати документацію замовнику    3. Передати готовий продукт замовнику   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації діяльності менеджера проекту |  |
|  | Моделювання бізнес-процесів в системі Smart-education в ІТ галузі | 85 | **Мета**: на основі моделювання бізнес-процесів Smart-education показати шляхи підвищення якості освіти, покращення рівня звань, умінь, навичок та досвіду, забезпечення вимог ІТ індустрії шляхом  **Задачі моделювання**:   1. Створення освітнього контенту, що модернізується в реальному часі і знаходиться у вільному доступі для студентів в будь-який час 2. Активні методи навчання 3. Індивідуальні освітні траєкторії навчання з урахуванням мотивацій, здатностей, бажань, професійної орієнтації студента 4. Використання розумних пристроїв (смартфони, розумні дошки, розумні комп’ютери тощо) 5. Розподілене освітнє середовище, академічна мобільність, організація самостійної пізнавальної, дослідницької, проектної діяльності студентів. 6. Взаємодія студентів і викладачів з ІТ компаніями 7. Електронний контроль знань студентів та їх відвідуваності занять   **Результат:** ОО програма, яка в текстовому (консольному) режимі інформує про процеси, що відбуватимуться при вирішенні задач Smart- education | <https://www.slideshare.net/PROelearning/smart-education>  <http://smartmesi.blogspot.com/2012/02/smart-education_16.html> |
|  | Моделювання бізнес-процесів в системі Smart-house | 85 | **Мета**: на основі моделювання бізнес-процесів Smart house показати шляхи підвищення якості управління домашньою автоматикою, зменшення оплати комунальних платежів за рахунок економії ресурсів (вода, опалення, електрика тощо)  **Задачі моделювання**:   1. Захист від витоку води і газу; 2. Протипожежна сигналізація; 3. Повідомлення про забутих відкритих дверях і вікнах 4. Контроль температури повітря, теплої підлоги, системами вентиляції і кондиціонування; 5. Управління освітленням; 6. Розподіл аудіо- і відеосигналу в будь-якій частині будинку; 7. Відео-трансляція з камер спостереження або домофона   **Результат:** ОО програма, яка в текстовому (консольному) режимі інформує про процеси, що відбуватимуться при вирішенні задач Smart- house | <https://www.everest.ua/ru/ai-platform-2/smart-city/tekhnologiya-umnogo-doma-kak-ai-sozdayet-prostranstvo-komfortnoye-dlya-zhizni/>  <https://lvivska-ploscha.com.ua/ru/news1/tekhnolohyia-riel-smart-home-v-zhylom-komplekse-l-vovskaia-ploshchad>  <https://iotconf.ru/ru/article/ustroystva-dlya-smart-house-v-2019-godu-bolee-umnie-bolee-ekonomnie-97174> |
|  | Моделювання бізнес-процесів в системі Smart-медицина | 85 | **Мета**: на основі моделювання бізнес-процесів інформаційної системи Smart-медицина показати шляхи покращення управління медичними закладами, зменшити витрати хворого на лікування, покращити якість та ефективність лікування  **Задачі моделювання**:  1.Ведення електронної карти хворого  2. Електронний запис на прийом (вибір лікаря за профілем хвороби, запис на прийом, автоматичне нагадування про візит до лікаря)  3. Аналітична система уточнення та постановки діагнозу  4. Доступ до історії хвороби пацієнта  5. Контроль призначення ліків, вибір оптимального лікування за критеріями ціна-якість  6. Електронні протоколи огляду хворих, рекомендаційна система визначення протоколу лікування  І т.д.  **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач інформаційної системи Smart-медицина. | <https://www.livemedical.ru/tool/3110/>  <https://24tv.ua/elektronnaya_meditsina_v_rezhime_smart_city_n1103761>  <https://profit.kz/news/42725/V-Astane-realizuetsya-proekt-Smart-medicina/> |
|  | Моделювання бізнес-процесів в системі автоматичної оплати проїзду в комунальному транспорті | 85 | **Мета**: на основі моделювання бізнес-процесів в системі автоматичної оплати проїзду автоматичного підрахунку та обліку пасажирів в громадському транспорті показати шляхи покращення контролю пасажиропотоку, обліку та регулювання кількості пасажирів в громадському транспорті та оплати проїзду.  **Об’єкти моделювання:** транспортний засіб, номерний знак, дорога та зупинки,засобиGPS-моніторингу, датчики підрахунку кількості пасажирів, валідатори контролю оплати, електронний квиток,.  **Задачі моделювання**:   1. Проведення розрахунку за транспортні послуги у салоні будь-якого транспортного засобу (автобус, тролейбус тощо. ); 2. Друк одноразового проїзного документа, вигляд якого може налаштовуватись відповідно до правил та норм чинного законодавства; 3. Фіксацію наданих транспортних послуг у пам’яті валідатора та передачу цих даних у БД; 4. Друк звітності під час контролю на лінії та при закритті зміни, з виведенням інформації про маршрути, кількість наданих транспортних послуг різного типу та суму готівкової виручки тощо; 5. Реєстрацію усіх дій (відкриття/закриття зміни, зміна маршруту, контроль на лінії тощо.) за допомогою службових карток (кондукторів, касирів, служби контролю тощо);   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач автоматичної оплати проїзду | <https://gpsm.ua/ua/blog/smart-city-umnij-gorod/asop-avtomaticheskaja-sistema-oplati-proezda/>  <http://szvk.te.ua/modules/payment-system/>  <https://khm.gov.ua/uk/content/pro-vprovadzhennya-avtomatizovanoyi-sistemi-obliku-oplati-proyizdu-v-miskomu-pasazhirskomu>  <https://www.kremen.gov.ua/assets/uploads/files/6c572a65ad6e9d4a8594e7db246cf9351fd92c33poryadok_funktsionuvannya_ta_vymogy_do_avtomatyzovanoi_systemy_obliku_oplaty_proizdu.doc> |
|  | Моделювання бізнес-процесу академічної мобільності студентів університету | 85 | **Мета**: на основі моделювання бізнес-процесів академічної мобільності студентів показати шляхи підвищення мотивації студентів до навчання.  **Об’єкти моделювання:** студент, програма академічної мобільності в університеті-партнера, індивідуальний навчальний план у базовому університеті, мотиваційні фактори, договір на академічну мобільність, відділ академічної мобільності  **Задачі моделювання:**   1. Підписання договорів ЗВО з університетами -партнерами 2. Відбір учасників академічної мобільності 3. Підготовка документів на конкурс академічної мобільності 4. Моделювання проходження академічної мобільності:    1. ступенева мобільність — навчання у вищому навчальному закладі – партнера (подвійний диплом)    2. кредитна мобільність —- навчання у вищому навчальному закладі –партнері з метою здобуття кредитів 5. Визнання результатів академічної мобільності 6. Звіт за результатами програми академічної мобільності   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті академічної мобільності студентів | <https://mobility.univ.kiev.ua/?page_id=798&lang=uk>  <http://mobility.univ.kiev.ua/?page_id=804&lang=uk> |
|  | Моделювання процесів функціонування розумного автомобіля | 80 | **Мета**: на основі моделювання бізнес-процесів розумного автомобіля показати шляхи покращення та спрощення управління авто, зменшити витрати на його утримання, зекономити витрати пального, покращити безпеку водія та пасажирів тощо  **Задачі моделювання**:  1.Розуміння емоцій водія під час керування автомобілем  2. Виконання голосових команд управління автомобілем (безключовий доступ, дистанційний запуск двигуна, система Start / Stop, клімат-контроль з іонізатором, круїз-контроль, камера заднього виду, включення та пошук улюбленої музики тощо)  3. Керування автомобілем в режимі автопілоту (контроль маршруту, напрямку, відстані, наближення до інших рухомих та нерухомих об’єктів, збільшення та зменшення швидкості тощо)  4. Пасивні та активні системи безпеки і допомоги водію (ремені та подушки безпеки, які автоматично спрацьовують у разі аварій, адаптивна система попередження аварій з автоматичним управління рулем та іншими пристроями)  5. Автоматичні помічники водія (утримання автомобіля на полосі, безпечне паркування, моніторинг сліпих зон, інформаційне попередження водія тощо)  6 GPS контроль, захист авто під час угону тощо  **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач розумного автомобіля | <https://hi-news.ru/auto/avtomobili-nauchat-ponimat-emocii-voditelej.html>  <https://kit-e.ru/articles/sensor/2012_1_7.php>  <https://rg.ru/2019/07/31/eshche-odin-intellektualnyj-krossover-dlia-rossii-deshevle-milliona-rublej.html> |
|  | Моделювання бізнес-процесів при автоматизації роботи диспетчерської служби таксопарку. | 80 | **Мета**: на основі моделювання бізнес-процесів в системі диспетчерської служби таксопарку показати шляхи покращення обслуговування пасажирів, рівномірного розподілу навантаження на автомобілі і водіїв, зменшення холостого пробігу автомобілів.  **Об’єкти моделювання:** диспетчер, водій, автомобіль, клієнт, АТП.  **Задачі моделювання**:   1. Облік та виконання замовлень клієнтів: 2. Швидкий прийом замовлень:    * за номером телефону (звичайному або мобільному);    * за адресою проживання;    * за місцем перебування пасажира; 3. Постійний контроль диспетчером всіх етапів виконання замовлень:    * прийом виклику,    * подача машини,    * посадка, "з пасажиром",    * повернення машини на стоянку; 4. Облік кількості замовлень зроблених:    * з підприємства;    * конкретним пасажиром (в тому числі з мобільного телефону); 5. Ведення обліку VIP і "ненадійних" пасажирів (білий і чорний списки); 6. Контроль коректності адреси і номера телефону по актуальній базі міста (яка може оновлюватися і поповнюватися за допомогою Internet або вручну); 7. Формування звітів, пов'язаних з урахуванням замовлень. 8. Облік роботи водіїв: 9. контроль місця перебування машини в робочий час (на базі, з пасажиром, стоянка / черга, обід, за містом та інш.); 10. облік кількості поїздок кожним водієм за зміну і за довільний період; 11. ведення бази власників машин, водіїв, бригад, графіків їх роботи. 12. Облік роботи диспетчерів: 13. диспетчер завжди бачить навантаження водія на зміні (кількість виконаних замовлень), і тривалість зміни персонально для кожного водія; 14. Розподіл робіт в бригаді диспетчерів:     * по етапах замовлення - один приймає замовлення, інший працює з водіями;     * по замовленнями - диспетчер виконує замовлення від початку і до кінця; 15. Автоматично ведеться черга на стоянках; 16. Автоматично ведеться швидкий пошук адреси при її "ручному" введенні при відсутності номера телефону у пасажира або в базі; 17. Автоматично ведеться журнал робіт виконаних диспетчером за зміну або довільний період з деталізацією по всіх елементах замовлення: виклик, подача, посадка, повернення на стоянку; 18. Ведення бази диспетчерів, бригад, графіків їх роботи.   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач автоматизації роботи диспетчерської служби таксі. | <https://ssb.com.ua/index.php?option=com_content&task=view&id=23&Itemid=37> |
|  | Моделювання бізнес-процесів сайту Інтернет-магазину | 80 | **Мета**: на основі моделювання бізнес-процесів  сайту Інтернет-магазину показати можливість покращити його роботу та отримати додатковий прибуток  **Об’єкти моделювання:** Інтернет-магазин, товар, корзина, клієнт, замовлення, менеджер (адміністратор)  **Задачі моделювання:**   * + 1. Дії клієнта:        1. Зареєструватися на сайті        2. Вибрати товар в корзину        3. Визначити вартість корзини        4. Оформити замовлення на доставку        5. Оплатити товар     2. Дії магазину:        1. Забезпечити товар        2. Зареєструвати замовлення        3. Скомпонувати замовлення        4. Здійснити доставку     3. Дії адміністратора (менеджера)        1. Забезпечити роботу сайту        2. Відкривати та закривати вікно замовлення (у разі пікового навантаження)        3. Узгоджувати заміну товару з клієнтом у разі відсутності товару        4. Вести облік оплати        5. Вести облік замовлень та їх виконання   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті роботи сайту Інтернет-магазину | <https://rozetka.com.ua/?gclid=Cj0KCQjw1Iv0BRDaARIsAGTWD1u28tIpXGkRnkksN3n_7NOFKhtufFieGt-is_PbafpOAg7fqHri1jwaAq9YEALw_wcB>  <https://megamarket.zakaz.ua/ru/> |
|  | Комп’ютерний моніторинг і прогноз успішності студентів та контроль відвідування занять | 75 | **Мета**: на основі моделювання бізнес-процесів в системі моніторингу успішності та відвідуваності занять показати шляхи покращення оперативності обліку успішності та відвідуваності занять студентів.  **Об’єкти моделювання:** студенти, викладачі, дисципліни, журнал обліку успішності студентів.  **Задачі моделювання**:   1. Облік присутності студентів на лекціях та лабораторних заняттях 2. Облік виконаних лабораторних, практичних та домашніх завдань 3. Нарахування балів за виконані роботи та активність на лекціях 4. Нарахування штрафів за порушення Deadline 5. Нарахування балів за індивідуальні творчі, ініціативні роботи, участь у конференціях, конкурсах, олімпіадах тощо 6. Підсумкові відомості перед іспитом 7. Прогноз результатів іспиту за дисципліною 8. Підсумкові відомості після іспиту   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач моніторингу успішності та обліку відвідування занять студентами | <http://usu.kz/uchet_poseschaemosti_studentov.php>  <https://intelligencloud.com/ru/baseCapabilities-attendanceControl>  <https://cyberleninka.ru/article/n/monitoring-uspevaemosti-studentov-kak-odno-iz-napravleniy-otsenki-kachestva-sistemy-upravleniya-v-vuze>  <https://mgimo.ru/upload/iblock/e09/avtomatizaciya-provedeniya-monitoringa-uspevaemosti-studentov-v-vuzah.pdf>  <http://elar.uspu.ru/bitstream/uspu/5634/1/03Strelkova2.pdf> |
|  | Моделювання процесу підготовки та захисту  бакалаврського дипломного проекту | 75 | **Мета**: на основі моделювання бізнес-процесів при підготовці та захисту дипломного проекту (ДП) показати шляхи удосконалення процесу дипломного проектування та покращення результатів захисту дипломних проектів студентів.  **Об’єкти моделювання:** студенти, керівники ДП, проект, екзаменаційна комісія, стейкхолдери.  **Задачі моделювання**:   1. Розподіл студентів за керівниками ДП 2. Вибір студентом теми ДП 3. Календарний графік та контроль виконання ДП 4. Моделювання процесу консультацій студентів за темою ДП 5. Моделювання процесу рецензування ДП 6. Моделювання процесу перевірки ДП на плагіат 7. Моделювання захисту ДП (презентація, виступ, дискусії тощо) 8. Формування протоколу захисту ДП   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться при вирішенні задач моніторингу підготовки та захисту ДП | <https://drive.google.com/drive/my-drive>/Метод\_вказівки\_кваліф\_бакалавр.pdf |
|  | Моделювання діяльності мобільного (пересувного) готелю з доставкою до  заданого гостем місця перебування | 75 | **Мета**: на основі моделювання бізнес-процесів мобільного готелю з доставкою до  заданого гостем місця показати шляхи удосконалення відпочинку відповідно до фантазій клієнта, надавши їм можливість вибирати самим місце, де буде знаходитись готель.  **Об’єкти моделювання:** клієнт, мобільний (пересувний) готель (трейлер), адміністратор готелю, засоби зв’язку, засоби пересування готелю  **Задачі моделювання:**   1. Реєстрація клієнта на сайті пересувного готелю 2. Бронювання та оплата готелю (трейлеру) 3. Доставка готелю (трейлеру) до заданого клієнтом місця 4. Моделювання подорожі разом з мобільним готелем 5. Фантазії студента щодо діяльності пересувного готелю   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації діяльності мобільного (пересувного) готелю . | <https://hoteltv.com.ua/uk/mobilnyj-otel-s-dostavkoj-do-zhelaemogo-mesta/>  <https://www.segodnya.ua/ua/world/europe/v-finlyandii-poyavilsya-otel-na-sanyah-1124427.html>  <https://his.ua/article/revoljutsiya-v-mire-puteshestviy-mobilnyy-otel-na-avtopilote_2018-09-05> |
|  | Моделювання електронного банкінгу | 75 | **Мета**: на основі моделювання бізнес-процесів м електронного банкінгу показати шляхи удосконалення користування банківськими послугами.  **Об’єкти моделювання:** банк, сайт банку, клієнт, менеджер банку, банківська картка клієнта, транзакції (послуги банку)  **Задачі моделювання:**   1. Оплата комунальних послуг (електроенергія, газ, телефон і тд,) 2. Оплата рахунків за підключення (IP-телефонія, сотове та пейджингове підключення, Інтернет) та будь-яких інших послуг 3. Переказ грошей зі свого рахунку (в тому числі валютного) на будь-який рахунок в будь-якому банку 4. Переказ коштів в оплату рахунків за товари, в тому числі куплених в Інтернет-магазинах 5. Продаж и купівля зарубіжної валюти 6. Поповнення/зняття коштів з дебітних и кредитних пластикових карт 7. Отримання виписки про стан рахунку на даний момент у різних формах   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації діяльності електронного банкінгу |  |
|  | Моделювання бізнес-процесів виходу України з кризи після карантину | 100+ | **Задачі моделювання**   1. інструменти допомоги державі та містам; 2. поради бізнесу; 3. інструменти для університетів і шкіл; 4. проекти для зупинки та/або передбачення розповсюдження коронавірусу; 5. ідеї корисних флешмобів; 6. ідеї для зменшення паніки населення. | <https://mail.google.com/mail/u/0/?tab=wm&ogbl#inbox/FMfcgxwHMPmVzgHmCLgrqKLPhXlbcZDs> |
|  | Моделювання бізнес-процесів роботи автоматизованого сервісного центру з надання поліцейських послуг | 75 | **Мета**: на основі моделювання бізнес-процесів роботи Smart поліції показати шляхи удосконалення її діяльності, покращення запобігання злочинності, підвищення оперативності реагування на правопорушення тощо.  **Об’єкти моделювання:** центр реєстрації та надання поліцейських послуг, поліцейський, клієнт, сервісна послуга, кримінальна подія, адміністративне правопорушення, заявка клієнта, технічні пристрої та технології для фіксації та розкриття злочинів  **Задачі моделювання:**   1. Дорожньо-транспортні пригоди:   сплата штрафу за трафік  довідка про стан дорожнього руху  запит на перевірку транспортного засобу  сплата штрафу за неправильне паркування  реєстрація та розмитнення транспортного засобу тощо   1. Туристична безпека   Туристичні довідки  Охорона туристів  консультації та допомога відпочивальникам,  реєстрація скарг громадян щодо ушкодження і зникнення майна,  аналіз оперативної ситуації в місцях скупчення туристів  Втрачені та знайдені предмети   1. Кримінальні злочини: 2. Реєстрація повідомлення громадян про злочин 3. Подання кримінальної скарги 4. Запит на відвідування затриманого 5. Моніторинг статусу скарги тощо   **Результат**: ОО програма, яка в текстовому консольному режимі інформує про процеси, що відбуватимуться в результаті імітації діяльності роботи автоматизованого поліцейського сервісного центру. | <https://gulfnews.com/uae/government/fully-automated-police-station-opens-at-city-walk-1.2091514>  <https://delo.ua/business/kak-tehnologii-pomogajut-kievskoj-policii-raskry-347476/>  <https://www.bayut.com/mybayut/smart-police-stations-dubai/> |